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Chapter

Getting Started with C++
on Android

Needless to say, exploring and practicing are the best methods for learning. Having a fully functional
development environment ready at the very beginning of this book will enable you to explore and
experiment with the material while working through the chapters. The Android C++ development
environment is mainly formed by the following components:

Android Software Development Kit (SDK)

Android Native Development Kit (NDK)

Android Development Tools (ADT) Plug-In for Eclipse
Java Development Kit (JDK)

Apache ANT Build System

GNU Make Build System

Eclipse IDE

This chapter will provide step-by-step instructions for setting up the proper Android C++ development
environment. Android development tools are provided for the major operating systems:

Microsoft Windows
Apple Mac OS X
Linux

Since the requirements and the installation procedure vary depending on the operating system,
the following sections will walk you through the steps for setting up the Android C++ development
environment based on the operating system. You can skip over the ones that don’t apply to you.
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Microsoft Windows

Android development tools require Windows XP (32-bit only), Vista, or Windows 7. In this section,
you will be downloading and installing the following components:

Java JDK 6

Apache ANT Build System

Android SDK
Cygwin
Android NDK
Eclipse IDE

Note Android development tools only support Java compiler compliance level 5 or 6. Although the
later versions of JDK can be configured to comply with those levels, using JDK 6 is much simpler and

less prone to errors.

In order to download Oracle JDK, navigate to
www.oracle.com/technetwork/java/javase/downloads/index.html and follow these steps:

Multiple JDK flavors are supported by Android development tools, such as IBM JDK, Open JDK, and
Oracle JDK (formerly known as Sun JDK). In this book, it is assumed that Oracle JDK will be used
since it supports a broader range of platforms.

1. Click the JDK 6 download button, as shown in Figure 1-1. At the time of this
writing the latest version of Oracle JDK 6 is Update 33.

/5 Java SE Downloads - Windows Intemet Explorer

& ) ~ Emwsrwmworace

dext O~ | | £ ¢/ X | T2 Java SE Downloads
I |

JRE

JRE 6 Docs

JDK

JDK & Docs

Java SE 6 Update 33
This release includes security enhancements
and bug fixes. Learn more »

Installation Installation

nnnnnnnnnnnnnnnnnnnnnnn

Figure 1-1. Oracle JOK 6 Download button
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2. Clicking the Oracle JDK 6 Download button takes you to a page listing the
Oracle JDK 6 installation packages for supported platforms.

3. Check “Accept License Agreement” and download the installation package
for Windows x86, as shown in Figure 1-2.

/5 Oracle Java Development Kit 6 Downloads - Windows Intemet Explorer
@ ) = [E itpAuwwrw orace. a6 O[] B [42|[ x| T2 Cracke Java Development Kt -, % u
Developer Training
New to Java
Java SE Development Kit 6 Update 33 Documentation
Community =
You must accept the Oracle Binary Code License Agreement for Java SE to download this Java.com
Java Magazine software. -
Java Advanced davznet
© Accept License Agreement @ Decline License Agreement Student Developers
Tutorials
Product / File Description File Size Download
Linux x86 65.42 MB_# jdic-6u33-linux-i586-rpm.bin 4’511,’
Linux x86 68.42MB ¥ jdk-6u33-linux-i586.bin > .
Linux x64 65.64 MB_¥ jdk-6u33-linuxx64-rom.bin ava Betitnow
Linux x64 68.69 MB ¥ jdic6u33linux-x64.bin magazine {or EREE!
Solaris x86 68.33MB ¥ jdk-6u33-solaris-i586.sh :
Solaris x86 119.88 WB_¥ jdic6u33-solaris-i586.tarZ EubacribaTosa
Solaris SPARC 733MB # jdk-6u33-solaris-sparc.sh s
Solaris SPARC 124.45MB ¥ jak-Gu33 solanis-sparctarZ -
Solaris SPARC 64-bit 12.18 MB dk-6u33-solaris-sparcvg sh
Solaris SPARC 64-bit 15.59 MB # jdk-6u33-solaris-sparcvd tarZ
Solaris x64 A4NB ¥ [di -solaris-x64.sh
i 12.24 MB # jdk-6u33-solaris-x
( Windows 186 69.66 MB_¥ jdk-6u33-windows-i586 exe )
ows xB4. 59.67 MB 'dk—5u33-winduws-x6§ f_"
Linux Intel [fann Tt FTNux-ia64-rpm.bin
Linux Intel Itanium 60.65 MB di-Gu33-linux-iab4.bin
Windows Intel ltanium 57.86 MB di-Gu33-windows-iaf4.exe _I

Figure 1-2. Download Oracle JDK 6 for Windows x86

Now you can install. The Oracle JDK 6 installation package for Windows comes with a graphical
installation wizard. The installation wizard will guide you through the process of installing JDK. The
installation wizard will first install the JDK, and then the JRE. During the installation process, the wizard
will ask for the destination directories, as well as the components to be installed. You can continue with
the default values here. Make a note of the installation directory for the JDK part, shown in Figure 1-3.

ORACLE’

Select optional features to install from the list below. You can change your choice of features after
installation by using the Add/Remove Programs utility in the Control Panel

rFeature Description

Java(TM) SE Development Kit 6
T Update 33, induding private JRE
=2 Sour.ce Code & Update 33, This will require
=) | Public JRE 300MB on your hard drive.

C:\Program Files (x86)\Javaljdk1.6.0_33\

Change... |
< Back I Mext = I Cancel |

Figure 1-3. Oracle JDK 6 installation directory
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The JDK will be ready to use upon completion of the installation process. The installation wizard
does not automatically add the Java binary directory into the system executable search path, also
known as the PATH variable. This needs to be done manually as the last step of the JDK installation.

1. Choose Control Panel from the Start button menu.
2. Click the System icon to launch the System Properties dialog.

3. Switch to the Advanced tab and click the Environment Variables button, as
shown in Figure 1-4.

e - |

.Cnmputer Name I Hardwére | Advanced .a. em Protection I Remote I

You must be logged on as an Administrator to make most of these changes.

r~ Performance
Visual effects, processor scheduling, memory usage, and virtual memony

r~ User Profiles
Desktop settings related to your logon

Settings...

r Startup and Recovery
System startup, system failure, and debugaging information

Ml

Settings...

Environment Variables... |

QK Cancel | Apply |

Figure 1-4. System Properties dialog

4. Clicking the Environment Variables button will launch the Environment
Variables dialog. The dialog is separated into two parts: the top one is for the
user and the bottom is for the system.

5. Click the New button in the system variables section to define a new
environment variable, as shown in Figure 1-5.
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Environment Variables

~User variables for oncinar
Variable Value |_
%USERPROFILE % \AppData\Local\Temp
%USERPROFILE%:\AppData\Local\Temp

—System variables

Variable

C:\Program Files\Common Files\Microsof...
PATHEXT .COM; .EXE;.BAT;.CMD;.VBS;.VBE;. JS;....

PROCESSOR_A... AMD&64
PROCESSOR_ID... Intel64 Family 6 Model 42 Stepping 7, G... LI

Delete |

Cancel |

Figure 1-5. Environment Variables dialog

6. Set the variable name to JAVA_HOME and the variable value to the Oracle JDK
installation directory that you noted during the Oracle JDK installation, as
shown in Figure 1-6.

MNew System Variable H

Variable name: I JAVA_HOME

Variable value: I C:\Program Files (x86)Javaljdk1.6.0_33}

oK Cancel

Figure 1-6. New JAVA_HOME environment variable

7. Click OK button to save the environment variable.
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8. From the list of system variables, double-click the PATH variable and append
3 4JAVA_HOME%\bin to the variable value, as shown in Figure 1-7.

Edit System Variable [ x|

Variable name: I Path

Variable value: I windows Live\Shared; %6JAVA_HOME %&\bin|

OK I Cancel |

Appending Oracle JDK binary path to system PATH variable

Start » Accessories >
. Using the command prompt, execute javac -version. If the installation was
1-8.

. Cuwindows\system32\cmd _exe

n>javac —version
javac 1.6.8_33

NG
=

Figure 1-8. Validating Oracle JDK installation

Downloading and Installing the Apache ANT on Windows

Apache ANT is a command-line build tool that whose mission is to drive any type of process that
can be described in terms of targets and tasks. Android development tools require Apache ANT
version 1.8 or later for the build process to function. At the time of this writing, the latest version of
Apache ANT is 1.8.4.

In order to download Apache ANT, navigate to http://ant.apache.org/bindownload.cgi and
download the installation package in ZIP format, as shown in Figure 1-9. Then follow these steps:

/& Apache Ant - Binary Distributions - Windows Intemet Explorer

@ €3 ¥ [N hitp:s/ant apache org/bindownioad coi O[B4 x| R A vt By Datnbut X
e Current Release of Ant
7-11 November
Vancouver, BC Currently, Apache Ant 1.8.4 is the best available version, see the release notes.
A |

Note
Ant 1.8.4 was released on 23-May-2012 and may not be available on all mirrors for a few days. ‘

ar files may require gnu tar to extract J
Tar files in the distribution centain long file names, and may require gnu tar to do the extraction.

+ .zip archive: apache-ant-1.8.4-bin.zip [ 1 [SHA1] [SHAS12] [MD5]
. - o +=8-bin.tar.gz [PGP] [SHA1] [SHA512] [MD5]

sy
+ .tar.bzZ archive: apache-ant-1.8.4-bin.tar.bz2 [PGP] [SHA1] [SHA512] [MDS5]

Figure 1-9. Apache ANT download package in ZIP format
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The Windows operating system comes with native support for ZIP files.
When the download completes, right-click the ZIP file.

Choose Extract All from the context menu to launch the Extract Compressed
Folder wizard.

Using the Browse button, choose the destination directory, as shown in
Figure 1-10. A dedicated empty destination directory is not needed since the
ZIP file already contains a sub directory called apache-ant-1.8.4 that holds
the Apache ANT files. In this book, the C:\android directory will be used as
the root directory to hold the Android development tools and dependencies.
Make a note of the destination directory.

Bl Exract Compressed (Zipped) Folders [ %]

\_) i, Extract Compressed (Zipped) Folders

Select a Destination and Extract Fles

lles will be extr d to this folder:
I C:\android| Browse... |
Exdract I Cancel

[V Show extracted files when complete

Figure 1-10. Extracting Apache ANT ZIP archive

4. Click the Extract button to install Apache ANT.

Upon installing the Apache ANT, follow these steps to append its binary path to system executable

search path:

1.
2.

Launch the Environment Variables dialog from System Properties.

Click the New button in the system variables section to define a new
environment variable.

Set the variable name to ANT_HOME and the variable value to the Apache ANT
installation directory (such as C:\android\apache-ant-1.8.4), as shown in
Figure 1-11.

MNew System Variable E

Variable name: I ANT_HOME

Variable value: I C:\android\apache-ant-1.8.4|

0K I Cancel

Figure 1-11. New ANT_HOME environment variable
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4. Click the OK button to save the new environment variable.

5. From the list of system variables, double-click the PATH variable and append
; AANT_HOME%\bin to the variable value, as shown in Figure 1-12.

Edit System Variable [ x|

Variable name: I Path

Variable value: I 1;%:JAVA_HOME%:\bin; SRANT _HOME %&\bin

QK I Cancel |

Appending Apache ANT binary path to system PATH variable

ant -version. If the installation was successful, you will see the Apache
1-13.

4. C\windowssystem32\cmd exe

InFant —version
pache Ant<THM> version 1.8.4 compiled on May 22 2812

INF
4

Figure 1-13. Validating Apache ANT installation

Downloading and Installing the Android SDK on Windows

The Android software development kit (SDK) is the core component of the development toolchain,
providing framework API libraries and developer tools that are necessary for building, testing, and
debugging Android applications.

Navigate to http://developer.android.com/sdk/index.html to download the Android SDK. At the
time of this writing, the latest version for Android SDK is R20. Two types of installation packages are
currently provided: a graphical installer and a ZIP archive. Although the graphical installer is offered
as the main installation package, it is known to have issues on certain platforms. Click the link for
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“Other Platforms” and download the Android SDK ZIP archive, as shown in Figure 1-14. Then follow
these steps:

/& Android SDK | Android Developers - Windows Intemet Explorer [_ o] <]
;, = |5 hitp://developer.android.com/sdic/index.himl L] (B[ %) %] (5 Ardod SDK| Androd Develo.. X I_I v ¥ &
[2]
Developer Tools Get the Android SDK
Download

The Android SDK provides you the APl libraries and
developer tools necessary to build, test, and debug

Installing the
SDK apps for Android.

Exploring the SDK
Workdl
oridlow Other platforms | System requirements

Tools Help

Revisions

Extras -

Platform Package Size MD5 Checksum

Samples Windows (| android-sdk_r20-windows zip 90353014 b62b0780559¢0ac670e91058a2110df

ADK bytes
installer_r20-windows.exe 70497095 0f25321554e2f88b247320d6a3bc1ara
(Recommended) bytes -

4] ] |

Figure 1-14. Android SDK download page

6. When the download completes, right-click the ZIP file and choose Extract All
from the context menu to launch the Extract Compressed Folder wizard.

7. Using the Browse button, choose the destination directory. A dedicated
empty destination directory is not needed since the ZIP file already contains
a sub directory called android-sdk-windows that contains the Android SDK
files. Make a note of the destination directory.

8. Click the Extract button install Android SDK.

Binary paths of Android SDK should be appended to the system executable search path. In order to
do so, follow these steps:

1. Launch the Environment Variables dialog from System Properties.

2. Click the New button in the system variables section to define a new
environment variable.

3. Set the variable name to ANDROID_SDK_HOME and the variable value to the
Android SDK installation directory (such as C:\android\android-sdk-
windows), as shown in Figure 1-15.
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New System Variable E

Variable name: I AMNDR.OID_SDK,_HOME

Variable value: I C:\android\android-sdk-windows|

QK I Cancel |

Figure 1-15. ANDROID_SDK_HOME environment variable

4. Click the OK button to save the new environment variable.

5. There are three important directories that need to be added to the system
executable search path: the SDK root directory, the tools directory holding
the Android platform-independent SDK Tools, and the platform-tools
directory holding the Android platform tools. Ignore the fact that platform-
tools directory does not exist yet. From the list of system variables on the
Environment Variables dialog, double-click the PATH variable and append
; 4ANDROID_SDK_HOME?%; %#ANDROID SDK HOME%\tools;%ANDROID SDK HOME%\

platform-tools to the variable value, as shown in Figure 1-16.

Edit System Variable [ x|

Variable name: I Path

Variable value: I 1 YANDROID _SDK_HOME%\platform-tools

0K I Cancel

Figure 1-16. Appending Android SDK binary paths to system PATH variable

In order to validate the installation, open a command prompt window. Using the command prompt,
execute 'SDK Manager' including the quotes. If the installation was successful, you will see the

Android SDK Manager, as shown in Figure 1-17.

@ Android SDK Manager
Packages Tools
SDK Path: C\android\andmid-sdk-windows

| APl | Rev. | Status

[0 X Android SDK Tools 20 | installed
0 &% Andioid SDK Alsiform-toals 12 | § Notinstaled
[ 5 Android 4.1 (API 16)

[ Documentation far Android SOK 16 1| Notinstated
& SDK Patiom 73 1| Netinstated

Figure 1-17. Android SDK Manager application
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Downloading and Installing the Cygwin on Windows

The Android Native Development Kit (NDK) tools were initially designed to work on UNIX-like
systems. Some of the NDK components are shell scripts, and they are not directly executable on the
Windows operating system. Although the latest version of the Android NDK is showing progress in
making itself more independent and self-packaged, it still requires Cygwin to be installed on the host
machine in order to fully operate. Cygwin is a UNIX-like environment and command-line interface for
the Windows operating system. It comes with base UNIX applications, including a shell that allows
running the Android NDK’s build system. At the time of this writing, Android NDK requires Cygwin
1.7 to be installed in order to function. Navigate to http://cygwin.com/install.html and download
the Cygwin installer, setup.exe (see Figure 1-18).

/& Cygwin Installation - Windows Intemet Explorer
@\-5_ ) = [ hitp=//cygwin.com/install htmi P (B [#] (%] G nammon x

Cygwin [ ]
Install Cygwin
Update Cygwin w I n
Search Packages

Licensing Terms

Get that Linux feeling - on Windows!

Cygwin/X

Community
Reporting Problems

Mailing Lists Insta]ling and Updating Cngin

Newsgroups

Gold Stars
Mirror Sites p.exe anly time you want to update or install a Cygwin package. The signature for setup.exe can be
uscte-e: e validity of this binary using this public key.

Daonations

Figure 1-18. Download the Cygwin setup application

Upon starting the setup application, you will see the Cygwin installation wizard welcome screen.
Click the Next button and follow these steps to proceed with the installation:

1. Installation will ask you to choose the download source. Keep the default
selection of “Install from Internet” and click the Next button to proceed.

2. Inthe next dialog, the installer will ask you select the directory where you
want to install Cygwin, as shown in Figure 1-19. By default Cygwin will be
installed under C:\cygwin directory. Note the destination directory and click
the Next button.
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= Cygwin Setup - Choose Installation Directory !Eln
Select Root Install Directory
Select the directory where you want to install Cygwin. Also choose a few =

installation parameters.

I~ Install For
@ Al Users (RECOMMENDED)
Cygwin will be available to all users of the system.

O Just Me

Cyagwin wil stil be available to all users, but Desktop lcons, Cygwin Menu Entries, and
important Installer information are only available to the cument user. Only select this if
you lack Administrator privileges or if you have specific needs.

=

< Back et Cancel

Choosing Cygwin installation directory

The next dialog will ask you select the local package directory. This is the
temporary directory that will be used to download the packages. Keep the
default value and click the Next button.

In the next dialog, you will select the Internet connection type. Unless you
need to use a proxy to access the Internet, keep the default selection of
“Direct Connection” and click the Next button to proceed.

The installer will ask you to select a download site. From the list of mirror
sites, either chooses a random one or the one closest geographically to your
location. Then click the Next button.

Cygwin is not a single application; it is a large software distribution
containing multiple applications. In the next dialog, the Cygwin installer will
provide you a list of all available packages. Android NDK requires GNU Make
3.8.1 or later in order to function. Using the search field, filter the package
list by keyword “make,” expand the Devel category, and select the GNU
Make package, as shown in Figure 1-20. Click the Next button to start

the installation.
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= Cygwin Setup - Select Packages

Select Packages

Select packages to install

=

Qearch Imake| Clear |}

O Keep & Cur 0 B View | Category

Categ | Bl Sl Size | Package -
B Al 4¥ Default
Bl Devel &¥ Default
&% Skip nfa 3k automake: Wrapper scripts for automake and aclocal
& Skip nfa  nfa T4k automake.10: (1.10) a tool for generating GNU-compliant Mak
& Skip nfa  nfa 846k autormake1.11: (1.11) a tool for generating GNU-compliant Mak
&% Skip nfa  nfa 244k automake.4: (1.4) a tool for generating GMNU-compliant Makef
& Skip nfa  nfa 328k  automake.5: (1.5) a tool for generating GNU-compliant Makef
& Skip nfa  nfa 363 autormake1.6: {1.6) a tool for generating GNU-compliant Malcef
&% Skip nfa  nfa 424k automake1.7: (1.7) a tool for generating GMNU-compliant Makef
& Skip nfa  nfa 497 automake1.8: (1.8) a tool for generating GNU-compliant Malcef
& Skip nfa  nfa BB6kc  autormake1.9: {1.9) a tool for generating GNU-compliant Malcef
&% Skip nfa  nfa 6,676k cmake: A cross platform build manager
& Skip nfa  nfa 418k  gcctools-epochl-automake: (gec-special) a tool for generating
& Skip nfa  nfa 578k gcctools-epochZ-automake: (goc-special) a tool for generating
&% Skip nfa Bk gcocmakedep: Xorg preprocessor dependency maker —
i T Tia ol make. A1Tg Tane eyl
& 3.82.50:1 O 443 make: The GMU version of the ‘make” utility
] L 2ok _m = i -
9 | o

[#] Hide cbsolete packages

Figure 1-20. Select GNU Make package

When the installation completes, the Cygwin binary path needs to be added to the system
executable search path.

1.
2.

environment variable.

Launch the Environment Variables dialog from System Properties.

Click the New button in the system variables section to define a new

Set the variable name to CYGWIN HOME and the variable value to the Cygwin

installation directory (such as C:\cygwin), as shown in Figure 1-21.

www.it-ebooks.info

13


http://www.it-ebooks.info/

14 CHAPTER 1: Getting Started with C++ on Android

New System Variable E

Variable name: I CYGWIN_HOME

Variable value: I C:\cygwin|

QK I Cancel

Figure 1-21. CYGWIN_HOME environment variable

4. From the list of system variables in the Environment Variables dialog, double-click
the PATH variable and append ;%CYGWIN HOME%\bin to the variable value, as shown

in Figure 1-22.

Edit System Variable [ x|

Variable name: I Path

Variable value: I =9 \platform-tools; %%CYGWIN_HOME % \bin|

QK I Cancel |

Figure 1-22. Appending Cygwin binary path to system PATH variable

After completing this last installation step, Cygwin tools are now part of the system executable
search path. In order to validate the installation, open a command prompt window. Using the
command prompt, execute make -version. If the installation was successful, you will see the GNU

Make version number, as shown in Figure 1-23.

[ca.] C\windows\system32\cmd _exe

inrmake —version
MU Make 3.82.98
uilt for i686-—pc—cyguwin

opyright (C> 2818 Free Software Foundation, Inc.

icense GPLw3+: GHU GPL version 3 or later <http:/ gnu.orgslicenses/gpl.html>
his iz free software: you are free to change and redistribute it.

here iz MO UARRANTY. to the extent permitted by law.

ER S
|

Figure 1-23. Validating Cygwin installation

Downloading and Installing the Android NDK on Windows

The Android Native Development Kit (NDK) is a companion tool to Android SDK that lets you develop
Android applications using native programming languages such as C++. Android NDK provide
header files, libraries, and cross-compiler toolchains. At the time of this writing, the latest version for
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Android NDK is R8. In order to download the Android NDK, navigate to http://developer.android.
com/tools/sdk/ndk/index.html and go to the Downloads section shown in Figure 1-24. Then follow
these steps:

/& Android NDK | Android Developers - Windows Intemet Explorer [_ o] <]
@\'T_,; = [ hitp=//developer.android.comtce 2 L] (B[ %] %] (5 Ardrod NDK | Ancrond Devel . X ¥ 5
Downloads kl
-
Platform Package Size MDS5 Checksum
Windows ( android-ndk-r8-windows.zip 109928336 37b1a2576f28752fcc09e1b9c07e3f14
bytes
Mac 0S X (intel) android-ndk-r8-darwin- 96650992 bytes | 81cebde731f945692123b377afeObad9
x86.tar bz2
Linux 32/64-bit android-ndk-r8-linux- 88310791 bytes | 5c9afc9695ad67c61f82fbf896803c05
(x86) %86.tar.bz2
-

Figure 1-24. Android NDK download page

1. Android NDK installation package is provided as a ZIP archive. When the
download completes, right-click the ZIP file and choose Extract All from the
context menu to launch the Extract Compressed Folder wizard.

2. Using the Browse button, choose the destination directory. A dedicated
empty destination directory is not needed since the ZIP file already contains
a sub directory called android-ndk-18 that contains the Android NDK files.
Make a note of the destination directory.

3. Click the Extract button to install Android NDK.

The binary paths of Android SDK can be appended to the system executable search path by
following these steps:

1. Again, launch the Environment Variables dialog from System Properties.

2. Click the New button in the system variables section to define a new
environment variable. Set the variable name to ANDROID_NDK_HOME and the
variable value to the Android NDK installation directory (such as
C:\android\android-ndk-x8), as shown in Figure 1-25.

MNew System Variable E

Variable name: I ANDROID_MDK_HOME
Variable value: I C:\androidiandroid-ndk-ra|
QK | Cancel

Figure 1-25. ANDROID_NDK_HOME environment variable
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3. Click the OK button to save the new environment variable.

4. From the list of system variables in the Environment Variables dialog, double-click
the PATH variable and append ; %ANDROID NDK_HOME% to the variable value, as
shown in Figure 1-26.

Edit System Variable [ x|

Variable name: I Path

Variable value: I N_HOME®4%bin; %ANDROID_NDK_HOMEYY

QK I Cancel |

Appending Android NDK binary path to system PATH variable

ndk-build. If the installation was successful, you will
1-27, which is fine.

fen. C\windows \system32\cmd .exe

snrndk—build

ndroid NDK: Could not find application project directory *

ndroid NDK: Please define the NDK_PROJECT_PATH variable to point to it
.\androlg\androul ndk—-r8~build/core build—local_ mk:13@: =xx Android NDK: Aborti
q - top.

ER S

=l

Figure 1-27. Validating Android NDK installation

Downloading and Installing the Eclipse on Windows

Eclipse is a highly extensible, multi-language integrated development environment. Although it is
not a requirement for native Android development, Eclipse does provide a highly integrated coding
environment, bringing Android tools to your fingertips to streamline the application development.
At the time of this writing, the latest version of Eclipse is Juno 4.2. In order to download Eclipse,
navigate to http://www.eclipse.org/downloads/, as shown in Figure 1-28, and follow these steps:

/& Eclipse Downloads - Windows Intemet Explorer !Em
@\jj ¥ [ hitp://wwweclipse.org/downloads/ L] (B[ % [ %] B Eoivse Dowrioads x ve &
Eclipse Juno (4.2) Packages for[(Windows |~ Installing Eclipse L
== Eclipse IDE for Java EE Developers, 221 M8 Windows 32 Bit = Install Guide
ko= Downloaded 146,947 Times  Details Windows 64 Bit = Compare/Combine Packages
= Known Issues
a Eclipse Classic 4.2, 182 Mg Windows 32 Bit = Updating Eclipse
Doviloaded 108,439 Times Other Downloads Windows 64 Bit
Eclipse IDE for Java Developers, 143 M8 Windows 32 Bit SAMPLE CODE FOR
Downloaded 56,133 Times Details Windows 64 Bit BUILDING SECURE
ANDROID™APPS
q UML Lab Modeling IDE Promoted Downlosd i Download
Agile modeling and coding with template-based reverse and round-trip engineering. ;I

Figure 1-28. Eclipse download page
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1. Download the Eclipse Classic for Windows 32 Bit from the list. The Eclipse
installation package is provided as a ZIP archive.

2. When the download completes, right-click the ZIP file and choose Extract All
from the context menu to launch the Extract Compressed Folder wizard.

3. Using the Browse button, choose the destination directory. A dedicated
empty destination directory is not needed since the ZIP file already contains
a sub directory called eclipse that holds the Eclipse files.

4. Click the Extract button to install Eclipse.

5. In order to make Eclipse easily accessible, go to the Eclipse installation
directory.

6. Right-click the Eclipse binary and choose Send » Desktop to make a
shortcut to Eclipse on your Windows desktop.

To validate the Eclipse installation, double-click the Eclipse icon. If the installation was successful,
you will see the Eclipse Workspace Launcher dialog shown in Figure 1-29.

Select a workspace

Eclipse SDK stores your projects in a folder called a workspace.
Choose a workspace folder to use for this session.

Workspace: |C-\android\workspace [~]| | Browse |

[[] Use this as the default and do not ask again

Figure 1-29. Validating Eclipse installation

Apple Mac 0S X

Android development tools require Mac OS X 10.5.8 or later and an x86 system. Since Android
development tools were initially designed to work on UNIX-like systems, most of its dependencies
are already available on the platform either through OS X directly or through the Xcode developer
tools. In this section, you will be downloading and installing the following components:

Xcode

Java JDK 6

Apache ANT Build System
GNU Make
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®  Android SDK
B  Android NDK
B Eclipse IDE

Installing Xcode on Mac

Xcode provides developer tools for application development on the OS X platform. Xcode can be
found at Mac OS X installation media or through the Mac App Store free of charge. Navigate to
https://developer.apple.com/xcode/ for more information. Starting the Xcode installer will take you

1. Approve the licenses.
2. Select the destination directory.

3. The Install wizard will show the list of Xcode components that can be
installed. From this list, select the UNIX Development package shown in

Figure 1-30.
[ o N N o) 5 Install Xcode and i0S SDK
Custom Install on “Macintosh HD”
e ——
Package Mame Location Action Size

® Introduction

» ¥ Essent] 2 8.64 CB
System Tools Upgrade 55.

T UNIX Development Upgrade 808.6 MB >

cumentation Install
[ Mac 0S X 10,2 5SDK. SKip Zero KB

) License
© i05 SDK License

© Destination Select__
© Installation Type
@ Installation

@ Summary
-7
J T i
i uaq}\md-. 9.53 GB L Remaining: 180.12 GB
A el 1.
/| F-. Optional content to allow command-line development from the
Ef*/ boot volume. Installs a duplicate of the GCC compiler and m
".'...,- — command line tools included with the core Xcode developer tools
'U'.'__ Py package into the boot volume. It also installs header files, t

libraries, and other resources for developing software using Mac

( Go Back ) ( Continue )
4

Figure 1-30. Xcode custom installation dialog

4. Click the Continue button to start the installation.
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Validating the Java Development Kit on Mac

Android development tools require Java Development Kit (JDK) version 6 in order to run. The

Apple Mac OS X operating system ships with the JDK already installed. It is based on the Oracle
JDK but configured by Apple for better integration with Mac OS X. New versions of the JDK are
available through the Software Update. Make sure that JDK 6 or later is installed. To validate the JDK
installation, open a Terminal window and execute javac -version on the command line. If JDK is
properly installed, you will see JDK version number, as shown in Figure 1-31.

N

Terminal — bash — 80x6

% javac -version
javac 1.6.8_33
$ [l

aarOim

Figure 1-31. Validating JOK

Validating the Apache ANT on Mac

Apache ANT is a command-line build tool that drives any type of process that can be described

in terms of targets and tasks. Android development tools require Apache ANT version 1.8 or later
for the build process to function. Apache ANT is installed as a part of Xcode’s UNIX Development
package. In order to validate the Apache ANT installation, open a Terminal window and execute
ant -version on the command line. If the installation was successful, you will see the Apache ANT
version number, as shown in Figure 1-32.

«lolw Terminal — bash — 80x5

% ant -version B
Apache Ant(TM) version 1.B.2 compiled on May 17 2012

$ [

Figure 1-32. Validating Apache ANT

Validating the GNU Make

GNU Make is a build tool that controls the generation of executables and other parts of an
application from application’s source code. Android NDK requires GNU Make 3.8.1 or later in order
to function. GNU Make is installed as a part of Xcode’s UNIX Development package. In order to
validate the GNU Make installation, open a Terminal window and execute make -version on the
command line. If the installation was successful, you will see the GNU Make version number, as
shown in Figure 1-33.
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OO0 Terminal — bash — 80x 10

% make —-version =
GMNU Make 3.B1 -
Copyright (C) 2886 Free Software Foundation, Inc.

This is free software; see the source for copying conditions.

There is MO warranty; not even for MERCHANTABILITY or FITMESS FOR A
PARTICULAR PURPODSE.

This program built for 1i3B6-apple-darwinl@®.@
$ [l

&1»@

Figure 1-33. Validating GNU Make

http://developer.android.com/sdk/index.html to download the Android SDK, as
1-34, and follow these steps:

o~

Android SDK | Android Developers
| - ‘ > | |_'Iil'\ | + |=§'http‘Udeveloper.androld.com,{sdkf\ndex.html ¢ | (Q- Android NDK Q)

“{ Android SDK | Android Developers f

i

Developer Tools Get the Android SDK

Download &

The Android SDK provides you the API libraries and
developer tools necessary to build, test, and debug
appsferrEndroid.

Download the SDK for Mac

Installing the v
SDK

Exploring the SDK

NDK

Workflow ~

Tools Help v
Revisions ~ :

BN

Figure 1-34. Android SDK download page

1. Click the “Download the SDK for Mac” button to start downloading the SDK
installation package.

2. The Android SDK installation package is provided as a ZIP archive. OS X
provides native support for ZIP archives. If you are using the Safari browser,
the ZIP file will be automatically extracted after the download. Otherwise,
double-click the ZIP file to open it as a compressed folder.

3. Drag and drop the android-sdk-macosx directory to its destination location
using the Finder, as shown in Figure 1-35. In this book, the /android directory
will be used as the root directory holding the Android development tools and
dependencies.
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& Downloads =

L] android =

| © | |3~ »

(<[> Bl =[m[m] 0 TR »

B )

¥ DEVICES
=] Macintosh HD

El iDisk

¥ PLACES
A Desktop
fﬁ cinar
5&; Applications -
@ Documents :

android-sdk-macosx

L

(<[> B =]m]m]
B iDisk { J &
¥ PLACES P
fﬁ cinar
-_fA: Applications -
A

¥ DEVICES ﬂ
! Macintosh HD
A Deskiop
Documents

=

Figure 1-35. Installing Android SDK to its destination location

189.57 GB available e(Zr——

189.57 CB available e ——

In order to make Android SDK easily accessible, the binary paths of Android SDK should be
appended to the system executable search path. Open a Terminal window and execute the following

commands, as shown in Figure 1-36:

el el

Terminal — bash — 110x6

% echo export ANDROID_SDK_HOME=fandroid/android-sdk-macosx == ~/.bash_profile
% echo export PATH=\$ANDROID_SDK_HOME/tools:\$ANDROID_SDK_HOME/platform—tools:\$PATH == ~/.bash_profile

s (]

Figure 1-36. Appending Android SDK binary path to system PATH

A O'm

variable

B echo export ANDROID SDK HOME=/android/android-sdk-macosx > >

~/.bash_profile

B  echo export PATH=\$ANDROID_ SDK HOME/tools:\$ANDROID SDK HOME/platform-

tools:\$PATH >>~/.bash_profile

In order to validate the Android SDK installation, open a new Terminal window and execute

android -h on the command line. If the installation was successful, you will see the help messages

shown in Figure 1-37.

£ N

Terminal — bash — 80x6

% android -h

Usage:

android [global options] action [action options]

Global options:
-h —help

Figure 1-37. Validating Android SDK installation

: Help on a specific command.

R rOim
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Downloading and Installing the Android NDK on Mac

Android Native Development Kit (NDK) is a companion tool to Android SDK that lets you develop
Android applications using native programming languages such as C++. The Android NDK provides
header files, libraries, and cross-compiler toolchains. At the time of this writing, the latest version for
Android NDK is R8. In order to download the Android NDK, navigate to http://developer.android.
com/tools/sdk/ndk/index.html and go to the Downloads section, as shown in Figure 1-38. Then
follow these steps:

o~y

Android NDK | Android Developers

|1‘L| |E\ | + |=3§§"~http‘Hdeveloper,andrmd.com,ﬂools,’sdkmdk,’index.htmI#DownIoads =T ¢ | (Qr Android NDK Q)
_“ Android NDK | Android Developers ( +
= r:

s - Downloads )
Exploring the SDK
NDK

Windows android-ndk-r8-windows.zip 109928336 37b1a2576f28752fcc09e1b9c07e3f14
Workflow ~ bytes

Mac OS X (intel) android-ndk-r8-darwin- 96650992 81ce5de731f945692123b377afe0bad9
Tools Help x86.1ar.bz2 bytes
Revisions ~ Linux 32/64-bit androm=rreter X- 88310791 5c9afc9695ad67c61f82fbf8I6803c05

(x86) x86.1ar.bz2 bytes
Extras v
samples Revisions :

Pl

N

Figure 1-38. Android NDK download page

1. Click to download the installation package. The Android NDK installation
package is provided as a BZIP’ed TAR archive. OS X does not automatically
extract this type of archive files.

2. In order to manually extract the archive file, open a Terminal window.
3. Gointo the destination directory /android.
4. Execute tar jxvf ~/Downloads/android-ndk-r8-darwin-x86.tar.bz2, as

shown in Figure 1-39.

£ N

Terminal — bash — 80x6

% cd fandroid

% tar juvf ~/Downloads/android-ndk-rB-darwin-xB6.tar.bz2
x android-ndk-rB/

x android-ndk-rB8/prebuilt/

x android-ndk-rB8/prebuilt/darwin-x86/

x android-ndk-rB/prebuilt/darwin-xB6/bin/

N r(:}'.

Figure 1-39. Installing Android NDK

The binary paths of Android NDK should be appended to system-executable search path to make it
easily accessible. Open a Terminal window and execute the following commands (see Figure 1-40).
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wRele. Terminal — bash — 80x6

% echo export ANDROID_NDK_HOME=/android/android-ndk-rB =» ~/.bash_profile
% echo export PATH=\$ANDROID_MNDK_HOME:%“$PATH == ~/.bash_profile

$ []

aferOm

Figure 1-40. Appending Android NDK binary path to system PATH variable

B echo export ANDROID NDK_HOME=/android/android-ndk-r8 >>~/.bash_profile
B echo export PATH=\$ANDROID NDK HOME:\$PATH >>~/.bash_profile

Validate the Android NDK installation by opening a new Terminal window and executing ndk-build
on the command line. If the installation was successful, you will see the NDK build complaining
about the project directory, as shown in Figure 1-41, which is fine.

506 Terminal — bash — 80x6

% ndk-build

Android NDK: Could not find application project directory !

Android NDK: Please define the NDK_PROJECT_PATH wvariable to point to it.
fandroid/android-ndk-r8/build/core/build-local.mk:138: =*** Android NDK: Aborting

. Stop.
$ [

aerOm

Figure 1-41. Validating Android NDK

Downloading and Installing the Eclipse on Mac

Eclipse is a highly extensible, multi-language integrated development environment. Although it is

not a requirement for native Android development, Eclipse does provide a highly integrated coding
environment, bringing Android tools to your fingertips to streamline the application development.

At the time of this writing, the latest version of Eclipse is Juno 4.2. In order to install Eclipse, navigate
to http://www.eclipse.org/downloads/, as shown in Figure 1-42, and follow these steps:

a8 Eclipse Downloads
|4 | > 1] | + BRnttp:/ fwww.eclipse.org/downloads/ BEe | (Qr eclipse Q)
_‘| Eclipse Downloads | +
LU RTL DR CE G L LA Mac OS X (Cocoa) | ¢ | Installing Eclipse F
z Install Guide
fm Eclipse IDE for Java EE Developers, 219 MB Mac OS X 32 Bit AL Lo g []
28 Downloaded 148,884 Times Details Mac 05 X 64 Bit n Compare/Combine Packages
= Known Issues
) Eclipse Classic 4.2, 181 M8 Mac OS X 32 Bit = Updating Eclipse
Downloaded 108,525 Times Detallg Other Downloads Mac OS X 64 Bit
~.1a Eclipse IDE for Java Developers, 148 MB Mac OS X 32 Bit

Downloaded 56,714 Times Details Mac OS5 X 64 Bit

Figure 1-42. Eclipse download page
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1. Download the Eclipse Classic for Mac OS X 32 Bit from the list. The Eclipse
installation package is provided as a GZIP’ed TAR archive. If you are using
the Safari browser, the archive file can be automatically decompressed but
not extracted after the download.

2. In order to manually extract the archive, open a Terminal window and go into
the destination directory of /android.

3. Execute tar xvf ~/Downloads/eclipse-SDK-4.2-macosx-cocoa.tar, as
shown in Figure 1-43.

AAS Terminal — bash — 80x6

% cd fandroid

% tar xvf ~/Downloads/eclipse-5DK-4.2-macosx-cocoa.tar
x eclipse/

% eclipse/Eclipse.app/

x eclipse/Eclipse.app/Contents/

x eclipsefEclipse.app/Contents/Info.plist

a e rC)'.

Installing Eclipse

1. Go to the Eclipse installation directory.

2. Drag and drop the Eclipse application to Dock, as shown in Figure 1-44.

Figure 1-44. Adding Eclipse to dock

Double-click the Eclipse icon to validate the Eclipse installation. If the installation was successful,
you will see the Eclipse Workspace Launcher dialog shown in Figure 1-45.

AAA Workspace Launcher

Select a workspace

Eclipse SDK stores your projects in a folder called a workspace.
Choose a workspace folder to use for this session.

Workspace: | fandroid/workspace L] Browse...

[C] Use this as the default and do not ask again

( Cancel :] I: 0K j

Figure 1-45. Validating Eclipse
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Ubuntu Linux

Android development tools require Ubuntu Linux version 8.04 32-bit or later or any other Linux flavor
with GNU C Library (glibc) 2.7 or later. In this section, you will be downloading and installing the
following components:

Java JDK 6

Apache ANT Build System
GNU Make

Android SDK

Android NDK

Eclipse IDE

Checking the GNU C Library Version

You can check the GNU C Library version by executing 1dd --version on a Terminal window, as
shown in Figure 1-46.

cinar@onur-ubuntu: ~

This is free software; see the source for copying conditions. There is NO
warranty; not even for MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.
Hritten by Roland McGrath and Ulrich Drepper.

$

$ 1dd --version ]
1dd (ubuntu EGLIBC 2.15-8ubuntuid
Copyright (C) 2012 Free Software Fouwhda®itdn, Inc.
hd
y

Figure 1-46. Checking the GNU C library version

Enabling the 32-Bit Support on 64-Bit Systems

On 64-bit Linux distributions, Android development tools require the 32-bit support package to
be installed. In order to install the 32-bit support package, open a Terminal window and execute
sudo apt-get install ia32-libs-multiarch, as shown in Figure 1-47.

cinar@onur-ubuntu: ~

S sudo apt-get install ia32-libs-multiarch ]
Reading package lists... Done
Building dependency tree
Reading state information... Done
The following extra packages will be installed:
esound-common gtk2-engines-oxygen gtk2-engines-pixbuf libaiol libao-common !
libao4 libaudiofilel libcapi2e-3 libesd® libgettextpo® libmad® libmikmod2 [+]

1ibmpg123-8 libodbc1l libopenal-data libopenall libqt4-designer y

Figure 1-47. Installing ia32-libs-multiarch
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Downloading and Installing the Java Development Kit on Linux

Android development tools require Java Development Kit (JDK) version 6 in order to run. Java
Runtime Edition (JRE) itself is not sufficient. Java JDK 6 needs to be installed prior installing the
Android development tools. Except for the GNU Compiler for Java (gcj), a variety of JDK flavors are
supported by Android development tools, such as IBM JDK, Open JDK, and Oracle JDK (formerly
known as Sun JDK). Due to licensing issues, Oracle JDK is not available in the Ubuntu software
repository. In this book, it is assumed that Open JDK will be used. In order to install Open JDK, open
a Terminal window and execute sudo apt-get install openjdk-6-7jdk, as shown in Figure 1-48.

cinar@onur-ubuntu: ~

S sudo apt-get install openjdk-6-jdk ||
Reading package lists... Done
Building dependency tree
Reading state information... Done
The following extra packages will be installed:
icedtea-6-jre-cacao icedtea-6-jre-jamvm openjdk-6-jre openjdk-6-jre-headless !
openjdk-6-jre-1ib [~]
Suggested packages: |

Installing Open JDK 6

java -version

1-49.

cinar@onur-ubuntu: ~

$ java -version

java version "1.6.0_24"

OpenJDK Runtime Environment (IcedTea6 1.11.1) (6b24-1.11.1-4ubuntu2)
cpinJDK server VM (build 20.8-b12, mixed mode)

S

NI T D]

Figure 1-49. Validating Open JDK installation

Downloading and Installing the Apache ANT on Linux

Apache ANT is a command-line build tool that drives any type of process that can be described in
terms of targets and tasks. Android development tools require Apache ANT version 1.8 or later for
the build process to function. Apache ANT is provided through the Ubuntu software repository. In
order to install Apache ANT, open a Terminal window and execute sudo apt-get install ant,

as shown in Figure 1-50.

cinar@onur-ubuntu: ~

$ sudo apt-get install ant

Reading package lists... Done

Building dependency tree

Reading state information... Done

The following extra packages will be installed:
ant-optional libxerces2-java libxml-commons-external-java
libxml-commons-resolver1.1-java

B

Figure 1-50. Installing Apache ANT
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Open a Terminal window and execute ant -version on the command line to validate the Apache
ANT installation. If the installation was successful, you will see the Apache ANT version number, as
shown in Figure 1-51.

cinar@onur-ubuntu: ~

S ant -version
Apache Ant version 1.8.8 compiled on February 1 2616

s

s ]

Figure 1-51. Validating Apache ANT installation

Downloading and Installing the GNU Make on Linux

GNU Make is a build tool that controls the generation of executables and other parts of an
application from application’s source code. Android NDK requires GNU Make 3.8.1 or later in order
to function. GNU Make is provided through Ubuntu software repository. In order to install GNU
Make, open a Terminal window and execute sudo apt-get install make, as shown in Figure 1-52.

cinar@onur-ubuntu: ~

$ sudo apt-get install make

[sudo] password for cinar:

Reading package lists... Done

Building dependency tree

Reading state information... Done

make is already the newest version.

0 upgraded, ® newly installed, ® to remove and 225 not upgraded.

NN D

Figure 1-52. Installing GNU Make

Open a Terminal window and validate the GNU Make installation by executing make -version on
the command line. If the installation was successful, you will see the GNU Make version number, as
shown in Figure 1-53.

cinar@onur-ubuntu: ~

S make -version

GNU Make 3.81

Copyright (C) 2006 Free Software Foundation, Inc.

This is free software; see the source for copying conditions.

There is NO warranty; not even for MERCHANTABILITY or FITNESS FOR A
PARTICULAR PURPOSE.

This program built for 1686-pc-linux-gnu

[ [

Figure 1-53. Validating GNU Make installation
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Downloading and Installing the Android SDK on Linux

The Android Software Development Kit (SDK) is the core component of the development toolchain,
providing framework API libraries and developer tools that are necessary for building, testing, and
debugging Android applications. At the time of this writing, the latest version for Android SDK is
R20. Navigate to http://developer.android.com/sdk/index.html to download the Android SDK, as
shown in Figure 1-54. Then follow these steps to install it:

Android SDK | Android Develo... | 4 |
* [ developer.android.com/sdk/index.html - @l ﬁ' Android SDK Q| a

Developer Tools [ Platorn [ Poclage __ [Sie | MOSChewm |
Windows android-sdk_r20-windows.zip 90353014 b62b0f80f559c0act70e9f058a21f0df

Download ~ bytes

Installing the ~ installer_r20-windows.exe 70497095 0f25321554e2f88b247320d6a3bclala

SDK (Recommended) bytes

Exploring the SDK Mac 0S X android-sdk_r20-macosx.zip 58203018 b6b6035cceci5ec2aal57438eb1db14 ]

NDK (intel) bytes
Linux (i386) android-sdk_r20-linux.tgz 82589455 22a81cf1d4a951c62f71a8758290e9bb -

Workflow 57 bytes

C—— I 1

Android SDK download page

1. The Android SDK installation package is provided as a GZIP’ed TAR archive.
Open a Terminal window and go to the destination directory. In this book, ~/
android directory will be used as the root directory for holding the Android
development tools and dependencies.

2. Extract the Android SDK by executing tar zxvf ~/Downloads/android-sdk _
120-1inux.tgz on the command line, as shown in Figure 1-55.

cinar@onur-ubuntu: ~

$ cd ~fandroid

S tar zxvf ~/Downloads/android-sdk_r2e-linux.tgz
android-sdk-1inux/

android-sdk-linux/platforms/
android-sdk-1inux/add-ons/
android-sdk-1inux/SDK Readme.txt
android-sdk-1linux/tools/

NIEEEED

Figure 1-55. Installing Android SDK

In order to make Android SDK easily accessible, binary paths of Android SDK should be appended
to the system executable search path. Assuming that you are using the BASH shell, open a Terminal
window and execute the following commands (shown in Figure 1-56):
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cinar@onur-ubuntu: ~

S echo export ANDROID_SDK_HOME=~/android/android-sdk-1linux >> ~/.bashrc

$ echo export PATH=\S$ANDROID_SDK_HOME/tools:\SANDROID_SDK_HOME/platform-tools:\$PATH
»> ~f.bashrc

s

s ]

Figure 1-56. Appending Android SDK binary path to system PATH variable

B echo export ANDROID SDK HOME=~/android/android-sdk-linux >>~/.bashrc

B echo export PATH=\$ANDROID_ SDK_HOME/tools:\$ANDROID SDK HOME/platform-
tools:\$PATH >>~/.bashrc

In order to validate the Android SDK installation, open new a Terminal window and execute android -h
on the command line. If the installation was successful, you will see the help messages shown in
Figure 1-57.

cinar@onur-ubuntu: ~

$ android -h [ ]

Usage: =
android [global options] action [action options]

Global options: I

-h --help : Help on a specific command. ]

-v --verbose : Verbose mode, shows errors, warnings and all messages. y

Figure 1-57. Validating Android SDK installation

Downloading and Installing the Android NDK on Linux

The Android Native Development Kit (NDK) is a companion tool to Android SDK that lets you develop
Android applications using native programming languages such as C++. Android NDK provides
header files, libraries, and cross-compiler toolchains. At the time of this writing, the latest version for
Android NDK is R8. In order to download the Android NDK, navigate to http://developer.android.
com/tools/sdk/ndk/index.html and go to the Downloads section, as shown in Figure 1-58. Follow
these steps to install it:

Android NDK | Android Develo... | 4 |
L ] [ developer.android.com/tools/sdk/ndk/index.html#Downloads - I |.-'_'v Android NDK QI ﬁ
il Downloads -
Exploring the SDK D
Workflow ~ Windows android-ndk-r8-windows.zip 109928336 37b1a2576f28752fcc09e1b9c07e3f14
bytes
Tools Help ~ % , -
Mac 0S X (intel) android-ndk-r8-darwin- 96650992 bytes  81cebde731f945692123b37 7afelbad9
Revisions ~ x86 1arh
Linux 32/64-bit android-ndk-r8-linux- 88310791 bytes  5c9afc9695ad67c61f82fbf896803c05
Extras i (x86) 86.tar.bz2 8

Figure 1-58. Android NDK download page
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1. Open a Terminal window and go into the destination directory ~/android.

2. The Android NDK installation package is provided as a BZIP’ed TAR archive.
Execute tar jxvf ~/Downloads/android-ndk-r8-1inux-x86.tar.bz2, as
shown in Figure 1-59, to extract the archive file.

cinar@onur-ubuntu: ~

$ cd ~fandroid

$ tar jxvf ~/Downloads/android-ndk-r8-1linux-x86.tar.bz2
android-ndk-r8/

android-ndk-r8/prebuilt/
android-ndk-r8/prebuilt/1linux-x86/
android-ndk-r8/prebuilt/linux-x86/bin/
android-ndk-r8/prebuilt/1linux-x86/bin/awk

AT D]

Installing Android NDK

1-60):

cinar@onur-ubuntu: ~

$ echo export ANDROID_NDK_HOME=~/android/android-ndk-r8 >> ~/.bashrc
5 icho export PATH=\SANDROID_NDK_HOME:\SPATH >> ~/.bashrc
$

Kl NN D

Figure 1-60. Appending Android NDK binary path to system PATH variable

echo export ANDROID_NDK_HOME ="~/android/android-ndk-r8 >>~/.bashrc
echo export PATH=\$ANDROID NDK HOME:\$PATH >>~/.bashrc

Open a new Terminal window and execute ndk-build on the command line to validate the Android
NDK installation. If the installation was successful, you will see NDK build complaining about project
directory, as shown in Figure 1-61, which is fine.

cinar@onur-ubuntu: ~

$ ndk-build

Android NDK: Could not find application project directory !

Android NDK: Please define the NDK_PROJECT_PATH variable to point to it.

/home fcinar/android/android-ndk-r8/build/core/build-local.mk:1308: *** Android NDK: Al
borting . Stop.

s

s T D]

Figure 1-61. Validating Android NDK installation

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 1: Getting Started with C++ on Android 31

Downloading and Installing the Eclipse on Linux

Eclipse is a highly extensible, multi-language integrated development environment. Although it is
not a requirement for native Android development, Eclipse does provide a highly integrated coding
environment, bringing Android tools to your fingertips to streamline the application development. At
the time of this writing, the latest version of Eclipse is Juno 4.2. Download Eclipse by navigating to
www.eclipse.org/downloads/, as shown in Figure 1-62:

& Eclipse Downloads | # |

- [u www.eclipse.org/downloads/ ~ 8| ﬁ' Eclipse al a
Linux |l Installing Eclipse
== Eclipse IDE for Java EE Developers, 219 M8 Linux 32 Bit D =EIErS
fossl Downioaded 158,399 Times Details Linux 64 Bit u Compare/Combine Packages D
= Known Issues
. Eclipse Classic 4.2, 182 MB Linux 32 Bit » Updating Eclipse
Downloaded 116,539 Times Details Other Downloads Linux 64 Bit
~-8 Eclipse IDE for Java Developers, 148 MB Linux 32 Bit
Downioeced 59,781 Trmes,  Detats Linux 64 Bit Q7 FUNCTIONAL 2

Figure 1-62. Eclipse download page

1. Download the Eclipse Classic for Linux 32 Bit from the list.
2. Open a Terminal window and go into the destination directory ~/android.

3. The Eclipse installation package is provided as a GZIP’ed TAR archive.
Extract the archive by invoking tar xvf ~/Downloads/eclipse-SDK-4.2-
linux-gtk.tar.gz on the command line, as shown in Figure 1-63.

cinar@onur-ubuntu: ~fandroid

$ cd ~/android
$ tar zxvf ~/Downloads/eclipse-SDK-4.2-1linux-gtk.tar.gz

eclipse/.eclipseproduct
eclipse/features/
eclipse/features/org.eclipse.sdk_4.2.0.v20120528-1648-7T70DFDPz-3FepgRqG6kkFFYOUF4_o

Figure 1-63. Installing Eclipse

To validate the Eclipse installation, go into the eclipse directory and execute ./eclipse on the
command line. If the installation was successful, you will see the Eclipse Workspace Launcher dialog
shown in Figure 1-64.
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™ Workspace Launcher

Select a workspace

Eclipse SDK stores your projects in a Folder called a workspace.
Choose a workspace folder to use For this session.

Workspace: |fhomefcinarfandroidﬁﬂorkspace | v | | Browse...

[] use this as the default and do not ask again

Cancel | I OK I

Validating Eclipse installation

application development on the Eclipse platform. ADT is free software that is provided under the
open source Apache License. More information about the latest ADT version and the most current
installation steps can be found at the ADT Plug-in for Eclipse page at http://developer.android.com/
sdk/eclipse-adt.html. You will be using Eclipse’s Install New Software wizard to install ADT.

1. Launch the wizard by choosing Help » Install New Software from the top
menu bar, as shown in Figure 1-65.

Fle kit Navigate Search Project Run  Window | Help

r %% -0-&-|& @ & Wecome g
@I—HpCorterts
{7 Search

g%J Dynamic Help
2 Cli PSE
@' Key Assist_ Cirl+Shift+L

Tips and Tricks___
Cheat Sheets...

5 Welcome =3

Welcome to Emrrrerr—

About Eclipse SDK |

Figure 1-65. Eclipse install new software

www.it-ebooks.info


http://developer.android.com/sdk/eclipse-adt.html
http://developer.android.com/sdk/eclipse-adt.html
http://www.it-ebooks.info/

CHAPTER 1: Getting Started with C++ on Android

2. The wizard will start and display a list of available plug-ins. Since ADT is not
part of the official Eclipse software repository, you need to first add Android’s
Eclipse software repository as a new software site. To do this, click the Add
button, as shown in Figure 1-66.

S Install [ 10] x|
Available Scftware

Select a site or enter the location of a site. \_) |

|
I ——
Work with-" [T
Find more software by working with the "Awvailable Software Sitew.

hpe filter text

0@ There is no site selected.

Figure 1-66. Add new software repository

3. The Add Repository dialog appears. In the Name field, enter Android ADT,
and in the Location field, enter the URL for Android’s Eclipse software
repository: https://dl-ssl.google.com/android/eclipse/ (see Figure 1-67).

Mame:  |Android ADT Local . |

Location: |Htps:ff:l-ssl.google.mnhﬂnidfedipmﬂ Archive. _. |

@ oK | Cancel |

Figure 1-67. Add Android ADT software repository

4. Click the OK button to add the new software site.

5. The Install New Software wizard will display a list of available ADT plug-
ins, as shown in Figure 1-68. Each of these plug-ins is crucial for Android
application development, and it is highly recommended that you install all
of them.
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S Install [ [O] x]
Available Software
Check the items that you wish to install. \_) " |
-
Work with: |Android ADT - hitps-//dl-ssl_goodgl fandroid/eclipse/ LI Add__ |
Find more software by working with the "Available Software Sites” preferences.
hrpe filter text

[#000 Developer Tools
[ 000 NDK Plugins

Deselect All 6 items selected

Installing ADT

6. Click the Select All button to select all of the ADT plug-ins.
7. Click the Next button to move to the next step.

8. Eclipse will go through the list of selected plug-ins to append any
dependencies to the list and then will present the final download list for
review. Click the Next button to move to the next step.

9. ADT contains a set of other third-party components with different licensing
terms. During the installation process, Eclipse will present each software
license and will ask you to accept the terms of the license agreements
in order to continue with the installation. Review the license agreements,
choose to accept their terms, and then click the Finish button to start the
installation process.

ADT plug-ins come within unsigned JAR files, which may trigger a security warning, as shown in
Figure 1-69. Click the OK button to dismiss the warning and continue the installation. When the
installation of the ADT plug-ins is complete, Eclipse will need to restart in order to apply the changes.

= Security Waming !EI B

Waming: You are installing software that contains unsigned content. The
authenticity or validity of this software cannot be established. Do you want to
~ continue with the installation?

oK Details >>

Figure 1-69. Security warning

Upon restarting, ADT will ask you for the location of the Android SDK. Choose “Use existing SDKs”
and select the Android SDK installation directory using the Browse button, as shown in Figure 1-70.

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 1: Getting Started with C++ on Android 35

= Welcome to Android Development [ _ O] x|
Welcome to Android Development r \
Ay SDK Platform Tools component is missing! Please use the SDK Manager to install it.

To develop for Android, you need an Android SDK, and at least one version of the Android APls to
compile against. You may also want additional versions of Android to test with.

0 Install new SDK
[¥] Install the latest available version of Android APls (supports all the latest features)
[7] Install Android 2.2, a version which is supported by ~93% phones and tablets
(You can add additional platforms using the SDK Manager.)

Target Location: |

@ <Back | Nex> || Finish Cancel

Figure 1-70. Selecting the Android SDK location

Click the Next button to proceed to next step.

Installing the Android Platform Packages

Upon selecting the Android SDK location, ADT validates the Android SDK and the Android Platform
packages. The Android SDK installation only contains the Android development tools. The Android
Platform packages need to be installed separately to be able to build Android applications. Upon
completing the validation, a SDK validation warning dialog is displayed, as shown in Figure 1-71.

= Android SDK Verification [ x|

Y SDK Platform Tools component is missing!
J l"_\. Please use the SDK Manager to install it

Open SDK Manager

Figure 1-71. ADT Android SDK validation
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Click the Open SDK Manager button to launch the Android SDK Manager. Then follow these steps,
as shown in Figure 1-72:

3 Android SDK Manager | _ (O] x|
Packages Tools
SDK Path: C-\android\android-sdk-windows
| APl | Rev. | Status -
O 1 Android SDK Tools 20 | Installed
[ ' Android SDK Plstfom-tools 12 | B Notinstated
#-[] £ Android 4.1 (AP 16) L]
#-[] £ Android 4.0.3 (API 15)
[l Android 4.0 (API 14)
[ & SDK Flstfom 74 3 | ¥ Notinstalled
AL Samples for SDK 4 2 | Notinstaled
W ARM EABI v 75 System Image 4 2 | ¥ Netinstaled
i Google APl 4 2 | ¥ Notinsialed
| -[AE Soures for Android SOK 4 7| ¥ Motinsialed [~]
Show: [¥ Updates/New ¥ installed [~| Obsolete Select New or Updates Install 7|Ja::lmgﬁs|
Sort by- = APl level {") Repository Deselect All Delete packages. .. |
| N
Done leading packages.

Figure 1-72. Android SDK manager

1. Expand the Tools category from the list of available packages and select
Android SDK Platform-Tools.

2. Select the Android 4.0 (API 14) category.
3. Click the Install N Packages button to start the installation.

Android SDK manager will show the license agreements for the selected packages. Accept the
license agreements to continue the installation.

Configuring the Emulator

The Android SDK comes with a full-featured emulator, a virtual device that runs on your machine.

The Android emulator allows you to develop and test Android applications locally on your machine
without using a physical device.

The Android emulator runs a full Android system stack, including the Linux kernel. It is a fully
virtualized device that can mimic all of the hardware and software features of a real device. Each
of these features can be customized by the user using the Android Virtual Device (AVD) Manager.

Launch the AVD Manager, choose Window » AVD Manager Window AVD Manager from the top
menu bar, as shown in Figure 1-73.
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File Edit Refactor MNavigate Search Project Run | Window Help

e |65 8 [+ & d [35  NewWindow | o
Hew Editor
Show Toolbar

) Welcome 3 Open Perspective »
Show View 3

J 1 X
4 @ o ¢ =g Customize Perspective...
Tutorials Samples What's New Workbench Save Perspective As__.
Reset Perspective__.
Close Perspective
Overview Close Al Perspectives
) Navigation 3
The Eclipse software development ment L
class Java programming tools, and Android SDK Manager buildin

[+ Run Android Lint L4
Preferences

C/C++ Development

Figure 1-73. AVD Manager menu

Click the New button on right side of the AVD Manager dialog to define a new emulator
configuration, as shown in Figure 1-74.

& Android Virtual Device Manager A= E

List of existing Android Virtual Devices located at C\andmoid\android-sdk-windows\_android\avd /"'_"\
AVD Name | Target Name | Piatform | APl Level | cPU/ABI {l [ :
— Mo AVD available — —

g
i

+ A valid Android Virtual Device. - A repairable Android Virtual Device.
X An Android Virtual Device that failed to load. Click "Details’ to see the emor.

Figure 1-74. AVD Manager

In this book, you will use the Android Emulator often while working through the material. The
following virtual machine configuration is recommended to execute the example code in this book.
Complete the fields using the following values, as shown in Figure 1-75:
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= Create new Android Virtual Device (AVD) |

MName:  |Android_14
Target:  |Android 4.0 - API Level 14 -]
CPU/ABI: |ARM (armeabi-v7a) [~]
SD Card:
® Size: [129 [miB =]
) Rle: | Bmwse...l
Snapshot:
I"! Enabled
Skin:
@ Builtin:  |Default (WVGAS00) -]
) Resolution: | x |
Hardware:
= ke |
Abstracted LCD density 240
Max VM application he_.. 24
Device ram size B2

[[] Ovenide the existing AYD with the same name

Create AVD I

Cancel

Figure 1-75. New emulator configuration

The Name parameter should be set to Android_14.
The Target parameter should be set to Android 4.0 — API Level 14.
The SD Card size should be set to at least 128 MB.

The other settings can be left as is.

In order to validate the newly defined emulator configuration, open up the AVD Manager, select the
name of the emulator configuration from the list, and click the Start button to launch the emulator
instance. If the configuration was successful, the emulator will come up (see Figure 1-76).
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) 5554:Android_14

B, CAMErA

[_H_@f_#l'_:;l_%l_z\l_&l'_*!_(r_)

[7’7[7[7_"’7_”7[7
ALT . ALT

Figure 1-76. Newly defined emulator configuration running

Summary

In this chapter you have configured your Android C++ development environment by installing the
Android development tools and dependencies based on the target operating system. You have
defined the Android emulator configuration to execute the example code that will be presented in the
following chapters. The next chapter will provide a detailed introduction to the Android NDK.
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Chapter

Exploring the Android NDK

In the previous chapter, you configured your development environment by installing Android
development tools and dependencies. Among these tools, the Android Native Development Kit
(NDK) is the tool you will be using for C++ development on Android platform. The Android NDK
is a companion toolset for the Android Software Development Kit (SDK), designed to augment the
Android SDK to allow developers to implement and embed performance-critical portions of their
applications using machine code-generating programming languages like C, C++, and Assembly.

In this chapter, you will start exploring the Android NDK. You will be taking the hello-jni sample
application that comes with the Android NDK and manipulating it to demonstrate the Android NDK
build system.

Components Provided with the Android NDK

The Android NDK is not a single tool; it is a comprehensive set of APIs, cross-compilers, linkers,
debuggers, build tools, documentation, and sample applications. The following are some of the key
components of Android NDK:

ARM, x86, and MIPS cross-compilers
Build system

Java Native Interface headers

C library

Math library

POSIX threads

Minimal C++ library

ZLib compression library

Dynamic linker library

Android logging library
M
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Android pixel buffer library
Android native application APIs
OpenGL ES 3D graphics library
OpenSL ES native audio library
OpenMAX AL minimal support

Structure of the Android NDK

During the installation process, all of the Android NDK components are installed under the target

ndk-build: This shell script is the starting point of the Android NDK build
system. This chapter will cover ndk-build in detail while exploring the Android
NDK build system.

ndk-gdb: This shell script allows debugging native components using the GNU
Debugger. Chapter 5 will cover ndk-gdb in detail while discussing the debugging
of native components.

ndk-stack: This shell script helps facilitate analyzing the stack traces that are
produced when native components crash. Chapter 5 will cover ndk-stack in
detail while discussing the troubleshooting and crash dump analysis of native
components.

build: This directory contains the modules of the entire Android NDK build
system. This chapter will cover the Android NDK build system in detail.

platforms: This directory contains header files and libraries for each supported
Android target version. These files are used automatically by the Android NDK
build system based on the specified target version.

samples: This directory contains sample applications to demonstrate the
capabilities provided by the Android NDK. These sample projects are very useful
for learning how to use the features provided by the Android NDK.

sources: This directory contains shared modules that developers can import into
their existing Android NDK projects.

toolchains: This directory contains cross-compilers for different target machine
architectures that the Android NDK currently supports. Android NDK currently
supports ARM, x86, and MIPS machine architectures. The Android NDK build
system uses the cross-compiler based on the selected machine architecture.

The most important component of the Android NDK is its build system, which brings all other
components together. To better understand how the build system works, you will be starting with a
working example.
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Starting with an Example

You will start with the hello-jni sample application that comes with the Android NDK. Later, you
will modify it to demonstrate the different functionalities provided by the Android NDK build system,

such as

Building a shared library

Building multiple shared libraries

Building static libraries

Sharing common modules using shared libraries
Sharing modules between multiple NDK projects
Using prebuilt libraries

Building standalone executables

Other build system variables and macros

Defining new variables and conditional operations

Open the Eclipse IDE that you installed in the previous chapter. Although the Android NDK does not
require the use of an IDE, using one will help to visually inspect the project structure and the build flow.
During the startup, Eclipse will ask you to choose the workspace; you can continue with the default.

Specifying the Android NDK Location

Since this is the first time the workspace will be used for Android NDK development, the location of
the Android NDK needs to be specified.

1.

On Windows and Linux platforms, choose the Preferences menu item from the
top menu bar. On Mac OS X platform, use the application menu in Eclipse
and choose the Preferences menu item.

As shown in Figure 2-1, the left pane of the Preferences dialog contains the
list of preferences categories in a tree format. Expand Android and then
choose NDK from the tree.
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NDK

Android NDK Preferences
NDK Location IC:\a’ﬂ'oid\El'd'oid—rﬂH‘B

Restore Defaults || Aoply |

@ oK || Cancel |

Android NDK location preference

3. Using the right pane, click the Browse button and select the location of
Android NDK installation using the file explorer.

The NDK location preference is only for the current Eclipse workspace. If you use another workspace
later, you will need to repeat this process again.

Importing the Sample Project

As stated in the previous section, Android NDK installation contains example applications under the
samples directory. You will be using one of those sample applications now.

Using the top menu bar, choose File, and then the Import menu item to launch the Import wizard.
From the list of import sources, expand Android and choose Existing Android Code into Workspace, as
shown in Figure 2-2. Click Next to proceed to the next step.
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< Import [_ O] x]

™

B

Select an import source:

F

LI

-

Kl

Figure 2-2. Import existing Android code into workspace

As shown in Figure 2-3, use the Browse button to launch the file explorer and navigate to <Android
NDK>/samples/hello-jni directory. The hello-jni project is simple “Hello World” Android NDK
project. The project directory contains both the actual project and the test project. For the sake of
simplicity, uncheck the test project for now, and only keep the main project checked. It is always

a good practice to not change anything in the Android NDK installation directory to keep things
safe. Check the “Copy projects into workspace” option to ask Eclipse to copy the project code into the
workspace, so that you can operate on a copy rather than the original project. Click Next to start
importing the project into the workspace.
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= [ _ [57] x]

Import Projects 4
Select a directory to search for existing Android projects

P ;
Root Directory: |C-\android\android-ndk-r8\samples\hello-ini Browse.__.
WSZ

.example_hellojni_Helledni {C-\andoid\android ndk-r8\samples\l | Select All |
Aandroid\android-ndk: Mhello-jniest |
O s (C r3\samples o-jni 3) —t Al

FHreshl

a | —_— | o

{!v‘ Copy projects into w@

[T Add project to working sets

Working sets: I j Select... |

@ < Back Next> |[ Eiish Cancel

Figure 2-3. Importing hello-jni Android NDK project

You will notice an error message on the console at the end of the import process, as shown in
Figure 2-4. As you may recall, in the previous chapter you only downloaded the platform APIs for
Android 4.0 (API Level 14) using the SDK Manager. The hello-jni project is developed for Android 1.5
(API Level 3).

[Zi Problems J=| Tasks [El Console 32 | = Properties
Android

P
[2012-07-10 14:23:08 - com_example hellojni_HelloJni] Unable to resolve t@

Figure 2-4. Unable to resolve target APl level 3

API levels are backward compatible. Instead of downloading API Level 3, using the Project Explorer
view in Eclipse, right-click to com.example.hellojni.HelloJni project, and choose Properties from
the context menu to launch the project properties dialog. The right pane of the project properties
dialog contains the list of project properties categories in a tree format. Choose Android from the
tree, and using the right pane, select Android 4.0 as the project build target (see Figure 2-5).
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- Javadoc Location

- Project References Standard Android platform 4.0
- Run/Debug Settings

Figure 2-5. Choose Android 4.0 as the project build target

Click the OK button to apply the changes. Eclipse will rebuild the project using the selected project
build target.

Adding Native Support to Project

The Import Android Project wizard only imports projects as Android Java projects. The native
support needs to be added manually in order to include the native components into the build flow.
Using the Project Explorer view in Eclipse, right-click to the com.example.hellojni.HelloJni project,
hover on the Android Tools menu item, and choose “Add Native Support” from the context menu. The
Add Android Native Support dialog will be launched, as shown in Figure 2-6. Since the project
already contains a native project, you can leave the library name as is, and click to the Finish button
to proceed.

= M=K
Add Android Native Support
Settings for generated native components for project.
—— —
—..__‘_\
Library Name: lib |hmn.mmﬂew 50
@ Finish Cancel

Figure 2-6. Add Android native support
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If this is the first time you are adding native support to a Java-only project, you can specify the

preferred name of the shared library in this dialog and it will be used while auto-generating the build
files as a part of the process.

Running the Project

Now that the project is ready, you can run it on the Android emulator. Choose Run from the top menu,
and select Run from the submenu. Since this is the first time you are running this project, Eclipse will
ask you to select how you would like to run the project through the Run As dialog. Choose Android
Application from the list and click OK button to proceed. Android Emulator will be launched; the project

2-7. Android Emulator is

¥4 & 10:09

Hello from JNI !

Figure 2-7. Android Emulator running the native project

As you may have noticed, the process to run the project is exactly the same as running a Java-only
project. Adding the native support to the project automatically incorporates the necessary steps
into the build process transparently from the user. You can still check the Console view to watch the
messages coming from the Android NDK build system, as shown in Figure 2-8.

[2. Problems = Tasks [El Console 3 | Properties L4 IE| ;|
CDT Build Console [com_example_hellojni_HelloJni]

15:06:05 ** Build of configuration Default for project com.example hellojni.HelloJni =
sh "C\\android\\android-ndlkcr8\\ndk-build™ all
Gdbserver : [armdinuc-androideabi-4.4.3] libs/armeabi/gdbserver

Gdbsetup : libs/armeabi/gdb _setup

Cyagwin : Generating dependency file converter script
Compile thumb - hellojni <= hellojni_c

Sharedlibrary : libhellojni_so

Install - libhellojni_so => libs/armeabiMibhello-jni_so
15:06:09 Build Finished {tock 3s.815ms)
Figure 2-8. Console view showing Android NDK build messages
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Although Eclipse did a great job streamlining the entire build and deployment process for us, as
stated earlier in this chapter, Eclipse is not a requirement to build Android NDK projects. The entire
build process can be executed from the command line as well.

Building from the Command Line

In order to build the hello-jni project from the command line, first open up a command prompt

in Windows or a Terminal window in Mac OS X or Linux, and change your directory to hello-jni
project. Building an Android project with native components requires a two-step process. The first
step is to build the native components, and the second step is to build the Java application and then
package both Java application and its native components together. To build the native components,
execute ndk-build on the command line. The ndk-build is a helper script that invokes the Android
build system. As shown in Figure 2-9, Android NDK build script will output progress messages
throughout the build process.

v CAwindows\system32\cmd .exe

ssvandroidsworkspacescom.example .hellojni.Hellodni>»*ndk—-build
dbserver : [arm—linux—androideabi—4.4.3]1 lihs/armeabi- gdbserver
dhsetup : libs/armeabisgdb.setup

"Compile thumh : hello—jni <= hello—jni.c

haredLibrary : libhello—-jni.so

Install : libhello—jni.so =» libhs~s/armeabirlibhello—-jni.so

ssandroidsworkspacescom.exanple _hellojgni.Hellodni>_

Figure 2-9. Building the native components using ndk-build

Now that those native components are properly built, you can proceed with the second step. The
Android SDK build system is based on Apache ANT. Since this is the first time you are going to build
the project from the command line, the Apache ANT build files should be generated first. Execute
android update project -p . -n hello-jni -t android-14 --subprojects onthe command line to
generate the Apache ANT build files, as shown in Figure 2-10.
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“windows \system32\cmd _exe

ssvandroidsworkspacescom.example .hellojni.HelloJni>android update project -p . —
hello—-jni -t android-14 —-—subprojects

pdated project.properties

pdated local.properties

dded file C:sandroidsworkspacescom.example.hellojni.HelloJdnisbuild.xml

pdated file C:“androidsworkspacescom.example.hellojni.Hellodnisproguard—project

txt

pdated and renamed default.properties to project.properties

pdated local.properties

dded file C:sandroidsworkspacescom.example.hellojni_HellodJdnixbin“build.xml

dded file C:sandroidsworkspacescom.example.hellojni.Hellodnisbinsproguard—proje
t.txt

pdated project.properties

pdated local.properties

pdated file C:sandroidsworkspacescom.example . hellojni.HellodnistestsS\build.xml
pdated file C:“androidsworkspacescom.example.hellojni.HelloJnistests \proguard—-p
oject.txt

ssvandroidsworkspacescom.examnple .hellojni.HellodniX_

Generating Apache ANT build files

ant debug

Examining the Structure of an Android NDK Project

Let’s go back into Eclipse and study the structure of an Android application with native components.
As shown in Figure 2-11, an Android project with native components contains a set of additional
directories and files.
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[75 Project Explorer 33 = q.:b e
B2 com.example hellojni_HelloJni

5
% gen [Generated Java Fles]
H-=i Android 4.0

= Android Dependencies

--qf;? Binaries
= (¢ hellogic

E"'"I.@ Android_mik

B2 libs
{3 gdbserver - [arm/le]
5% libhelloni_so - [arme]
5 gdb.setup

(= obj

-2 bin

B8 res

B tests

-0 AndroidManifest xml

Figure 2-11. Structure of hello-jni Android NDK project

= |m

jni: This directory contains the source code for the native components plus the
Android.mk build file describing how the native components should be built. The
Android NDK build system refers to this directory as the NDK project directory

and it expects to find it at project root.

libs: This directory gets created during the build process by the Android NDK

build system. It contains individual subdirectories for target machine architecture
that are specified, such as armeabi for the ARM. This directory gets incorporated
into the APK file during the packaging process.

obj: This directory is an intermediate directory holding the object files that are
produced after compiling the source code. Developers are not expected to

touch this directory.

The most important component of the Android NDK project here is the Android.mk build file, which
describes the native components. Understanding the build system is the key to successfully using

the Android NDK and all its components.

Build System

The Android NDK comes with its own build system that is based on GNU Make. The primary goal
of this build system is to allow developers to only write very short build files to describe their native

51

Android applications; the build system handles many details including the toolchain, platform, CPU,
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and ABI specifics on behalf of the developer. Having the build process encapsulated allows the later
updates of the Android NDK to add support for more toolchains, platforms, and system interfaces
without requiring changes in the build files.

The Android NDK build system is formed by multiple GNU Makefile fragments. The build system
includes the necessary fragments based on type of the NDK project needed to render the build
process. As shown in Figure 2-12, these build system fragments can be found in the build/core
sub-directory of the Android NDK installation. Although developers are not expected to directly
interface with these files, knowing their locations becomes highly beneficial when troubleshooting
build-system-related problems.

B core M= K3

Omganize * Include inlibrary *  Share with = > =~ [ @

|_|add-application.mk |_|default-build-commands mk
| |add-platform_mk | |definitions mk
|_|add-toolchain mk |_|import-locals mk
build-all_mk |_|init mi
build-binary mk | |main_mk
build-executable_mk |__|ndk-common _sh
buildHecal mk |_|prebuilt-ibrary mi
build-module mk | |prebuilt-shared-ibrary mk

build-sharedibrary . mk |__|prebuilt-static-ibrary.mk
build-staticibrary .mk | |setup-abi.mk

EEEEEEEEE]D

check-cygwin-make mk | |setup-app mk
clear-vars mk |_|setup-imports mk
default-application_mlk | |setuptoolchain mi

Figure 2-12. Android NDK build system fragments

In addition to those fragments, the Android NDK build system relies on two other files that
are expected to be provided by the developer as a part of the NDK project: Android.mk and
Application.mk. Let’s review them now.

Android.mk

Android.mk is a GNU Makefile fragment that describes the NDK project to the Android NDK build
system. It is a required component of every NDK project. The build system expects it to be present in
the jni sub-directory. Using the Project Explorer in Eclipse, double-click the Android.mk file to open it
in the editor view. Listing 2-1 shows the contents of the Android.mk file from the hello-jni project.
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Listing 2-1. Contents of Android.mkK File from hello-jni Project
Copyright (C) 2009 The Alndroid Open Source Project

Licensed under the Apache License, Version 2.0 (the "License");
you may not use this file except in compliance with the License.
You may obtain a copy of the License at

#
#
#
#
#
#
# http://www.apache.org/licenses/LICENSE-2.0
#
# Unless required by applicable law or agreed to in writing, software

# distributed under the License is distributed on an "AS IS" BASIS,

# WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or implied.
# See the License for the specific language governing permissions and

# limitations under the License.

#

LOCAL_PATH := $(call my-dir)
include $(CLEAR_VARS)

LOCAL_MODULE := hello-jni
LOCAL_SRC_FILES := hello-jni.c

include $(BUILD SHARED LIBRARY)

Let’s go through this file line by line to better understand its syntax. Since this is a GNU Makefile
fragment, its syntax is exactly the same as any other Makefile. Each line contains a single
instruction. The lines starting with a hash (#) sign indicate a comment and they are not processed by
the GNU Make tool. By the naming convention, the variable names are upper-case.

The first instruction after the comments block is the definition of the LOCAL_PATH variable. As a
requirement of the Android build system, the Android.mk file should always begin with the definition
of LOCAL_PATH variable.

LOCAL_PATH := $(call my-dir)

The LOCAL_PATH is used by the Android build system to locate the source files. Since setting this
variable to a hard-coded value is not appropriate, the Android build system provides a macro
function called my-dir. By setting the variable to the return of the my-dir macro function, it gets set
to the current directory.

The CLEAR_VARS variable gets set by the Android build system to the location of clear-vars.mk
fragment. Including this Makefile fragment clears the LOCAL_<name> variables such as LOCAL_MODULE,
LOCAL_SRC_FILES, etc., with the exception of LOCAL_PATH.

include $(CLEAR_VARS)

This is needed because multiple build files and module definitions are parsed by the Android build
system in a single execution, and the LOCAL <name> variables are global. Clearing them prevent
conflicts. Each native component is referred to as a module.
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The LOCAL_MODULE variable is used to name these modules with a unique name. This line sets the
name of the module to hello-jni

LOCAL MODULE ~ := hello-jni

since the module name is also used to name the generated file as a result of the build process. The
build system adds the proper prefix and the suffix to the file. In this example, the hello-jni module
will generate a shared library file, and it will be named as 1ibhello-jni.so by the build system.

The list of source files that will be built and assembled to produce the module is defined using the
LOCAL_SRC_FILES variable.

hello-jni module is produced by only one source file, but LOCAL_SRC_FILES variable can contain

Android.mk file simply described

BUILD_ SHARED LIBRARY variable is set by the Android NDK build system to the location of
build-shared-1library.mk file. This Makefile fragment contains the necessary build procedure to
build and assemble the source files as a shared library:

include $(BUILD SHARED_ LIBRARY)

The hello-jni is a simple module; however, unless your module requires any special treatment, your
Android.mk file will contain the exact same flow and instructions.

Building Multiple Shared Libraries

Depending on your application’s architecture, multiple shared library modules can also be produced
from a single Android.mk file. In order to do so, multiple modules need to be defined in the Android.mk
file, as shown in Listing 2-2.

Listing 2-2. Android.mk Build File with Multiple Shared Library Modules
LOCAL_PATH := $(call my-dir)

#

# Module 1

#

include $(CLEAR_VARS)

modulel
modulel.c

LOCAL_MODULE
LOCAL_SRC_FILES :
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include $(BUILD SHARED LIBRARY)

#

# Module 2

#

include $(CLEAR_VARS)

LOCAL_MODULE := module2
LOCAL_SRC_FILES := module2.c

include $(BUILD SHARED_ LIBRARY)

The Android NDK build system will produce libmodulel.so and libmodule2.so shared libraries after
processing this Android.mk build file.

Building Static Libraries

Static libraries are also supported by the Android NDK build system. Static libraries are not directly
consumable by the actual Android application, and they don’t get included into the application
package. Static libraries can be used to build shared libraries. For example, when integrating third
party code into an existing native project, instead of including the source code directly, the third
party code can be compiled as a static library and then combined into the shared library, as shown
in Listing 2-3.

Listing 2-3. Android.mk File Showing the Use of Static Library
LOCAL_PATH := $(call my-dir)

#

# 3" party AVI library

gnclude $(CLEAR_VARS)

LOCAL_MODULE := avilib
LOCAL_SRC_FILES := avilib.c platform_posix.c

include $(BUILD_STATIC_LIBRARY)
#

# Native module

#

include $(CLEAR_VARS)

LOCAL_MODULE := module
LOCAL_SRC_FILES := module.c

LOCAL_STATIC_LIBRARIES := avilib

include $(BUILD SHARED LIBRARY)
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Upon building the module as a static library, it can get consumed by the shared libraries by including

its module name into the LOCAL_STATIC_LIBRARIES variable.

Sharing Common Modules using Shared Libraries

Static libraries allow you to keep your source code modular; however, when the static library gets
linked into a shared library, it becomes part of that shared library. In the case of multiple shared
libraries, linking with the same static library simply increases the application size due to multiple
copies of the common module. In such cases, instead of building a static library, the common
module can be built as a shared library, and the dependent modules then dynamically link to it to

eliminate the duplicate copies (see Listing 2-4).

Android.mk File Showing Code Sharing Between Shared Libraries

™ party AVI library

include $(BUILD_SHARED_LIBRARY)

#

# Native module 1

#

include $(CLEAR_VARS)

LOCAL_MODULE
LOCAL_SRC_FILES :

modulel
modulel.c

LOCAL_SHARED_LIBRARIES := avilib
include $(BUILD SHARED LIBRARY)

#

# Native module 2

#

include $(CLEAR _VARS)

LOCAL_MODULE := module2
LOCAL_SRC_FILES := module2.c

LOCAL_SHARED_LIBRARIES := avilib

include $(BUILD SHARED LIBRARY)
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Sharing Modules between Multiple NDK Projects

Using both the static and shared libraries, the common modules can be shared between modules.
However, the caveat here is that all these modules should be part of the same NDK project. Starting
from version R5, Android NDK also allows sharing and reusing modules between NDK projects.
Considering the previous example, the avilib module can be shared between multiple NDK projects
by doing the following:

First, move the avilib source code to a location outside the NDK project, such
as C:\android\shared-modules\avilib. In order to prevent name conflicts, the
directory structure can also include the module provider’s name, such as
C:\android\shared-modules\transcode\avilib.

Caution The Android NDK build system does not accept the space character in shared module path.

As a shared module, avilib requires its own Android.mk file, as shown in
Listing 2-5.

Listing 2-5. Android.mK File of the Shared avilib Module
LOCAL_PATH := $(call my-dir)

#

# 3™ party AVI library

fnclude $(CLEAR_VARS)

LOCAL_MODULE := avilib
LOCAL_SRC FILES := avilib.c platform posix.c

include $(BUILD SHARED LIBRARY)

Now the avilib module can be removed from the Android.mk file of the NDK
project. A call to function macro import-module with parameter transcode/
avilib should be added to the end of the build file, as shown in Listing 2-6,
to use this shared module. The import-module function macro call should be
placed at the end of the Android.mk file to prevent any build system conflicts.

Listing 2-6. NDK Project Using the Shared Module

#

# Native module

#

include $(CLEAR_VARS)

LOCAL_MODULE 1= module
LOCAL_SRC_FILES := module.c
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LOCAL_SHARED LIBRARIES := avilib
include $(BUILD SHARED LIBRARY)
$(call import-module,transcode/avilib)

The import-module function macro needs to first locate the shared module
and then import it into the NDK project. By default, only the < Android NDK>/
sources directory is searched by the import-module function macro. In order to
include the c:\android\shared-modules directory into the search, define a new
environment variable called NDK_MODULE_PATH and set it to the root directory of
shared modules, such as c:\android\shared-modules.

You want to distribute your modules to other parties without distributing your
source code.

You want to use prebuilt version of your shared modules to speed up the builds.

Although they are already compiled, prebuild modules still required an Android.mk build file, as
shown in Listing 2-7.

Listing 2-7. Android.mk File for Prebuilt Shared Module
LOCAL_PATH := $(call my-dir)

#

# 3rd party prebuilt AVI library

?nclude $(CLEAR_VARS)

LOCAL_MODULE := avilib
LOCAL_SRC_FILES := libavilib.so

include $(PREBUILT_SHARED_ LIBRARY)
The LOCAL_SRC_FILES variable, instead of pointing to the source files, points to the location of the

actual prebuilt library relative to the LOCAL_PATH.

Caution The Prebuilt library definition does not carry any information about the actual machine
architecture that the prebuilt library is built for. Developers need to ensure that the prebuilt library is
built for the same machine architecture as the NDK project.
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The PREBUILT_SHARED_ LIBRARY variable points to the prebuilt-shared-library.mk Makefile fragment.
It does not build anything, but it copies the prebuilt library to the NDK project’s 1ibs directory. By
using PREBUILT_STATIC_LIBRARY variable, static libraries can also be used as prebuilt libraries the
same way as the shared libraries. NDK project can use the prebuilt library the same way as the
ordinary shared libraries.

LOCAL_SHARED_LIBRARIES := avilib

Building Standalone Executable

The recommended and supported way of using native components on Android platform is through
packaging them as shared libraries. However, in order to facilitate testing and quick prototyping,
Android NDK also provides support for building a standalone executable. The standalone
executables are regular Linux applications that can be copied to the Android device without being
packaged into an APK file, and they can get executed directly without being loaded through a Java
application. Standalone executables can be produced by importing the BUILD_EXECUTABLE variable in
the Android.mk build file instead of BUILD_SHARED_LIBRARY, as shown in Listing 2-8.

Listing 2-8. Android.mk File for Standalone Executable Module

#

# Native module standlone executable
#

include $(CLEAR_VARS)

LOCAL_MODULE := module
LOCAL_SRC_FILES := module.c

LOCAL_STATIC_LIBRARIES := avilib
include $(BUILD_EXECUTABLE)

The BUILD EXECUTABLE variable points to the build-executable.mk Makefile fragment that contains
the necessary build steps to produce a standalone executable on Android platform. The standalone
executable gets placed into 1ibs/<machine architecture>directory with the same name as the
module. Although it is placed into this directory, it does not get included into the APK file during the
packaging phase.

Other Build System Variables

Besides the variables covered in the previous sections, there are other variables that are supported
by the Android NDK build system. This section will briefly mention them.

The variables that are defined by the build system are

TARGET_ARCH: Name of the target CPU architecture, such as arm.
TARGET_PLATFORM: Name of the target Android platform, such as android-3.
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TARGET_ARCH_ABI: Name of the target CPU architecture and the ABI, such as
armeabi-v7a.

TARGET_ABI: Concatenation of target platform and ABI, such as android-3-
armeabi-v7a.

The variables that can be defined as a part of the module description are

LOCAL_MODULE_FILENAME: Optional variable to redefine the name of the generated
output file. By default the build system uses the value of LOCAL_MODULE as the
name of the generated output file, but it can be overridden using this variable.

LOCAL_CPP_EXTENSION: The default extension of C++ source files is .cpp.
This variable can be used to specify one or more file extensions for the C++
source code.

LOCAL_CPP_EXTENSION := .cpp .cxx

LOCAL_CPP_FEATURES: Optional variable to indicate that the module relies on
specific C++ features such as RTTI, exceptions, etc.

LOCAL_CPP_FEATURES := rtti

LOCAL_C_INCLUDES: Optional list of paths, relative to NDK installation directory, to
search for header files.

sources/shared-module
$(LOCAL_PATH)/inc1ude

LOCAL_C_INCLUDES :
LOCAL_C_INCLUDES :

LOCAL_CFLAGS: Optional set of compiler flags that will be passed to the compiler
while compiling the C and C++ source files.

LOCAL_CFLAGS :=-DNDEBUG -DPORT=1234

LOCAL_CPP_FLAGS: Optional set of compiled flags that will be passed to the
compiler while compiling the C++ source files only.

LOCAL_WHOLE STATIC LIBRARIES: A variant of LOCAL_STATIC LIBRARIES that
indicates that the whole content of the static library should be included in the
generated shared library.
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Tip LOCAL_WHOLE_STATIC_LIBRARIES is very useful when there are circular dependencies
between several static libraries.

LOCAL_LDLIBS: Optional list of linker flags that will be passed to the linker while
linking the object files to generate the output file. It is primarily used to pass
the list of system libraries to dynamically link with. For example, to link with the
Android NDK logging library, use this code:

LOCAL_LDFLAGS := -1log

LOCAL_ALLOW_UNDEFINED SYMBOLS: Optionally disables the checking for missing
symbols in the generated file. When not defined, the linker will produce error
messages indicating the missing symbols.

LOCAL_ARM_MODE: Optional and ARM machine architecture-specific variable
indicating the type of ARM binary to be generated. By default, the build system
generates in thumb mode with 16-bit instructions, but this variable can be set to
arm to indicate that the 32-bit instructions should be used.

LOCAL_ARM MODE := arm

This variable changes the build system behavior for the entire module; the
.arm extension can also be used to only build specific files in arm mode.

LOCAL_SRC_FILES := filei.c file2.c.arm

LOCAL_ARM_NEON: Optional and ARM machine architecture-specific variable
indicating that ARM Advanced Single Instruction Multiple Date (SIMD)
(a.k.a. NEON) intrinsics should be enabled in the source files.

LOCAL_ARM_NEON := true

This variable changes the build system behavior for the entire module; the
.neon extension can also be used to only build specific files with NEON intrinsics.

LOCAL_SRC_FILES := filei.c file2.c.neon

LOCAL _DISABLE_NO EXECUTE: Optional variable to disable the NX Bit security
feature. NX Bit, which stands for Never Execute, is a technology used in CPUs
to segregate areas of memory for use by either code or storage. This prevents
malicious software from taking control of the application by inserting its code
into the application’s storage memory area.

LOCAL DISABLE _NO_EXECUTE := true

LOCAL_EXPORT_CFLAGS: This variable allows recording a set of compiler flags that
will be added to the LOCAL_CFLAGS definition of any other module that is using
this module through either LOCAL_STATIC LIBRARIES or LOCAL_SHARED LIBRARIES.

LOCAL_MODULE := avilib
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LOCAL_EXPORT_CFLAGS := - DENABLE_AUDIO

LOCAL_MODULE := module1
LOCAL_CFLAGS :=-DDEBUG

LOCAL_SHARED LIBRARIES := avilib
The compiler will get executed with flags -DENABLE_AUDIO -DDEBUG while
building the module1.

LOCAL_EXPORT CPPFLAGS: Same as the LOCAL_EXPORT CLAGS but for C++
code-specific compiler flags.

LOCAL_EXPORT_LDFLAGS: Same as the LOCAL_EXPORT_CFLAGS but for the linker flags.

LOCAL_EXPORT_C_INCLUDES: This variable allows recording set include paths
that will be added to the LOCAL_C_INCLUDES definition of any other module that
is using this module through either LOCAL_STATIC_ LIBRARIES or LOCAL_SHARED_
LIBRARIES.

LOCAL_SHORT_COMMANDS: This variable should be set to true for modules with a
very high number of sources or dependent static or shared libraries. Operating
systems like Windows only allow a maximum of 8191 characters on the
command line; this variable makes the build commands shorter than this limit by
breaking them. This is not recommended for smaller modules since enabling it
will make the build slower.

LOCAL_FILTER_ASM: This variable defines the application that will be used to filter
the assembly files from the LOCAL_SRC_FILES.

Other Build System Function Macros
This section covers the other function macros that are supported by the Android NDK build system.

all-subdir-makefiles: Returns a list of Android.mk build files that are located
in all sub-directories of the current directory. For example, calling the following
includes all Android.mk files in the sub-directories into the build process:

include $(call all-subdir-makefiles)

this-makefile: Returns the path of the current Android.mk build file.

parent-makefile: Returns the path of the parent Android.mk build file that
included the current build file.

grand-parent-makefile: Same as the parent-makefile but for the grandparent.
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Defining New Variables

Developers can define other variables to simplify their build files. The names beginning with LOCAL _
and NDK_ prefixes are reserved for use by the Android NDK build system. It is recommended to use
MY _ prefix for variables that are defined by the developers, as shown in Listing 2-9.

Listing 2-9. Android.mk File Showing the Use of Developer-Defined Intermediate Variables

MY_SRC_FILES := avilib.c platform_posix.c
LOCAL_SRC_FILES := $(addprefix avilib/, $(MY_SRC_FILES))

Conditional Operations

The Android.mk build file can also contain conditional operations on these variables, for example, to
include a different set of source files per architecture, as shown in Listing 2-10.

Listing 2-10. Android.mk Build File with Conditional Operation

ifeq ($(TARGET_ARCH),arm)
LOCAL_SRC_FILES += armonly.c
else
LOCAL_SRC_FILES += generic.c
endif

Application.mk

The Application.mk is an optional build file that is used by the Android NDK build system. Same as the
Android.mk file, it is also placed in the jni directory. Application.mk is also a GNU Makefile fragment.

Its purpose is to describe which modules are needed by the application; it also defines the variables that
are common for all modules. The following variables are supported in the Application.mk build file:

APP_MODULES: By default the Android NDK build system builds all modules that
are declared by the Android.mk file. This variable can override this behavior and
provide a space-separated list of modules that need to be built.

APP_OPTIM: This variable can be set to either release or debug to alter the
optimization level of the generated binaries. By default the release mode is
used and the generated binaries are highly optimized. This variable can be set to
debug mode to generate un-optimized binaries that are easier to debug.

APP_CLAGS: This variable lists the compiler flags that will be passed to the
compiler while compiling C and C++ source files for any of the modules.

APP_CPPFLAGS: This variable lists the compilers flags that will be passed to the
compiler while compiling the C++ source files for any of the modules.

www.it-ebooks.info


http://www.it-ebooks.info/

64 CHAPTER 2: Exploring the Android NDK

APP_BUILD_SCRIPT: By default the Android NDK build system looks for the
Android.mk build file under the jni sub-directory of the project. This behavior
can be altered by using this variable, and a different build file can be used.

APP_ABI: By default Android NDK build system generates binaries for armeabi
ABI. This variable can be used to alter this behavior and generate binaries for a
different ABI, like so:

APP_ABI := mips

Additionally, more than one ABI can be set

APP_ABI := armeabi mips

in order to generate binaries for all supported ABls
APP_ABI := all

APP_STL: By default the Android NDK build system uses the minimal STL runtime
library, also known as the system library. This variable can be used to select a
different STL implementation.

APP_STL := stlport shared

APP_GNUSTL_FORCE_CPP_FEATURES: Similar to LOCAL_CPP_EXTENSIONS variable, this
variable indicates that all modules rely on specific C++ features such as RTTI,
exceptions, etc.

APP_SHORT_COMMANDS: Similar to the LOCAL_SHORT COMMANDS variable, this variable
makes the build system use shorter commands on projects with high amount of
source files.

Using the NDK-Build Script

As stated earlier in this chapter, the Android NDK build system is started by executing the
ndk-build script. The script can take a set of arguments to allow you to easily maintain and control
the build process.

By default the ndk-build script expects to be executed within the main project
directory. The -C argument can be used to specify the location the NDK project
on the command line so that the ndk-build script can be started from an
arbitrary location.

ndk-build -C /path/to/the/project

The Android NDK build system does not rebuild objects if their source file is not
being modified. You can execute the ndk-build script using the -B argument to
force rebuilding all source code.

ndk-build -B
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In order to clean the generated binaries and object files, you can execute
ndk-build clean on the command line. Android NDK build system removes the
generated binaries.

ndk-build clean

The Android NDK build system relies on GNU Make tool to build the modules.
By default GNU Make tool executes one build command at a time, waiting

for it to finish before executing the next one. GNU Make can execute build
commands in parallel if the -j argument is provided on the command line.
Optionally, the number of commands that can be executed in parallel can also
be specified as a number following the argument.

ndk-build -j 4

Troubleshooting Build System Problems

The Android NDK build system comes with extensive logging support for troubleshooting build
system related problems. This section briefly explores them.

Logging of the internal state of the Android NDK build system can be enabled by typing ndk-build
NDK_LOG=1 on the command line. The Android NDK build system will produce extensive amount of
logging with log messages prefixed with “Android NDK: ” (see Figure 2-13).

Cwindows\system32\cmd exe - ndk-build NDK_LOG=1

-\andruld\wurkspace\cum example . hellojni.HelloJni>ndk-—bhuild NDK_LOG=1
NDEK: NDK installation path auto—detected: *G:randroid/android—-ndk—r8’

GHU HMake version 3.81 detected

Host 0% wasz auto—detected: windows

Host operating system detected: windows

Host CPU waz auto—detected: xB6

HOST_TAG set to windouws

Host tools prebuilt directory: C:randroidsandroid-ndk-v»8.prebuilt.w

Host ‘echo’ tool: C:randroid-sandroid-ndk—r8-prebuilt windows~-bin-sec
= Host "awk’ tool: C:randroid-/android-ndk—r8-/prebuilt/uindows bin~auk

: Host 'awk’ test returned: Pass

NDK: This NDK supports the following target architectures and ABIS:

HDK: arm: armeabi armeabhi-v7a

NDK: mips: mips

NDK:  xB6: x86 |

Figure 2-13. Ndk-build script displaying debug information

If you are only interested in seeing the actual build commands that get executed, you can type
ndk-build V=1 on the command line. Android NDK will only display the build commands, as shown
in Figure 2-14.
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svandroidsworkspacescom.example .hellojni.Hellodni>ndk—bhuild U=1

dbserver : [arm—linux—androideabi—4.4.3]1 libhs/armeabirgdbserver i
if not exist “_“libsz“armeabi" md "_“libs“armeabi"
opy sbrs/y "Cisandroidsandroid-—ndk—r8stoolchainssarm—linux—androideahi—4.4.3\preh

iltsgdhserver' “.“libs“armeabisgdbserver'" > NUL

dbhsetup : libs/armeabisgdb.setup

if not exist “.“~libs“armeahi" md ".~libs“armeabhi™
tsandroidsandroid-ndk-r8/prebuilt windowsbinsecho.exe “set solib—search—path .
obhjslocalsarmeahi' > .rlibhssarmeabisgdh.setup
s/androids/android-—ndk-r8/prebuilt windows binsecho.exe "directory C:randroid/an
roid-ndk-r8-platformzsandroid-14-arch-armsusr-include jni GC:randroid-sandroid—nd
—r8/sources/cxx—stl/system' »> _/libhssarmeabisgdh.setup
Install : hello—jni => libs-armeabishello—jni

if not exist ".“libs“armeabi' md ".“\libs“armeabi'

opy sbsy "_“obhjslocalvsarmeabishello—jni'" ".“lihssarmeabishello—jni" > NUL
s/androidsandroid—-ndk-r8-toolchainss/arm—linux—androideabi-4.4.3/prebuilt window
binsarm—linux—androideabi—strip ——strip—unneeded .~libs~armeabishello—jni

ssandroidsworkspacescom.example _hellojgni.Hellodni :j

Ndk-build script displaying the build commands
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Chapter

Communicating with Native
Code using JNI

In the previous chapter, you started exploring the Android NDK by going through its components, its
structure, and its build system. Using this information you can now build and package any kind of
native code with your Android applications. In this chapter, you will focus on the integration part by
using the Java Native Interface (JNI) technology to enable the Java application and the native code
to communicate with each other.

What is JNI?

The JNI is a powerful feature of the Java programming language. It allows certain methods of Java
classes to be implemented natively while letting them be called and used as ordinary Java methods.
These native methods can still use Java objects in the same way that the Java code uses them.
Native methods can create new Java objects or use objects created by the Java application, which
can inspect, modify, and invoke methods on these objects to perform tasks.

Starting with an Example

Before going into the details of JNI technology, let’s walk through an example application. This will
provide you with the foundation necessary to experiment with the APIs and concepts as you work
through the chapter. By going through the example application, you will learn the following key
concepts:

How the native methods are called from Java code
Declaration of native methods
Loading the native modules from shared libraries

Implementing the native methods in C/C++

67
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To begin, open the Eclipse IDE and go into the hello-jni sample project that you imported in the
previous chapter. The hello-jni application is a single activity Android application. Using the Project
Explorer view, expand the src directory, and then expand the com.example.hellojni package. Open
the HelloJni activity in the editor view by double-clicking the HelloJni.java source file.

The HelloJni activity has a very simple user interface that is formed by a single
android.widget.TextView widget. In the body of activity’s onCreate method, the string value of the
TextView widget is set to the return value of stringFromJNI method, as shown in Listing 3-1.

Listing 3-1. HelloJni Activity onCreate Method

/** Called when the activity is first created. */

super.onCreate(savedInstanceState);

/* Create a TextView and set its content.
* the text is retrieved by calling a native
* function.
*/
TextView tv = new TextView(this);
tv.setText( stringFromINI() );
setContentView(tv);

There is nothing new here. You will find the stringFromINI method just below the onCreate method.

Declaration of Native Methods

As shown in Listing 3-2, the method declaration of stringFromINI contains the native keyword to
inform the Java compiler that the implementation of this method is provided in another language.
The method declaration is terminated with a semicolon, the statement terminator symbol, because
the native methods do not have a body.

Listing 3-2. Method Declaration of Native stringFromJNI Method

/* A native method that is implemented by the

* 'hello-jni' native library, which is packaged
* with this application.

*/
public native String stringFromINI();

Although the virtual machine now knows that the method is implemented natively, it still does not
know where to find the implementation.
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Loading the Shared Libraries

As mentioned in the previous chapter, native methods are compiled into a shared library. This shared
library needs to be loaded first for the virtual machine to find the native method implementations. The
java.lang.System class provides two static methods, load and loadLibrary, for loading shared libraries
during runtime. As shown in Listing 3-3, the HelloJni activity loads the shared library hello-jni.

Listing 3-3. HelloJni Activity Loading the hello-jni Shared Library

/* this is used to load the 'hello-jni' library on application
* startup. The library has already been unpacked into
* /data/data/com.example.HelloJni/1lib/1libhello-jni.so at
* installation time by the package manager.
*/
static {
System.loadLibrary("hello-jni");
}

The loadlLibrary method is called within the static context because you want the native code
implementations to be loaded as the class is loaded and initialized for the first time.

Bear in mind that Java technology is designed with the goal of being platform independent. As a part
of the Java framework API, the design of loadLibrary is not any different. Although the actual shared
library produced by Android NDK is named libhello-jni.so, the loadLibrary method only takes
the library name, hello-jni, and adds the necessary prefix and suffix as required by the operating
system in use. The library name is same as the module name that is defined in Android.mk using the
LOCAL_MODULE build system variable.

The argument to loadLibrary does not include the location of the shared library either. The Java
library path, system property java.library.path, holds the list of directories that the loadLibrary
method will search for in the shared libraries. The Java library path on Android contains /vendor/1ib
and /system/1ib.

The caveat here is that loadLibrary will load the shared library as soon as it finds a library with the
same name while going through the Java library path. Since the first set of directories in the Java
library path is the Android system directories, Android developers are strongly encouraged to pick
unique names for the shared libraries in order to prevent any name clashes with the system libraries.

Now let’s look into the native code to see how the native method is declared and implemented.

Implementing the Native Methods

Using the Project Explorer view, expand the jni directory and double-click the hello-jni.c source
file to open it in the editor view. The C source code starts by including the jni.h header file, as
shown in Listing 3-4. This header file contains definitions of JNI data types and functions.

Listing 3-4. Native Implementation of stringFromJNI Method

#include<string.h>
#include<jni.h>
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jstring

Java_com_example hellojni HelloJni_stringFromINI( INIEnv* env,
jobject thiz )

{

}

The stringFromINI native method is also declared with a fully qualified function named
Java_com_example hellojni HelloJni_stringFromINI. This explicit function naming allows the
virtual machine to automatically find native functions in loaded shared libraries.

return (*env)->NewStringUTF(env, "Hello from INI !");

jawvah, to automate this task. The javah tool parses a Java class file for native methods

<Eclipse Workspace>/com.example.hellojni.
, Wwhere the HelloJni project is imported. The javah tool operates on compiled Java class

parse, like so:
javah -classpath bin/classes com.example.hellojni.HelloIni

The javah tool will parse the com.example.hellojni.HelloJni class file, and it will generate the
C/C++ header file as com_example hellojni HelloJni.h, as shown in Listing 3-5.

Listing 3-5. The com_example_hellojni_HelloJni.h Header File

/* DO NOT EDIT THIS FILE - it is machine generated */
#include<jni.h>
/* Header for class com example_hellojni_HelloJni */

#ifndef _Included_com_example_hellojni_HelloJni
#define _Included_com_example_hellojni_HelloJni
#ifdef _ cplusplus
extern "C" {
#endif
/*
* (lass: com_example_hellojni_HelloJni
* Method: stringFromINI
* Signature: ()Ljava/lang/String;
*/
INIEXPORT jstring INICALL Java_com example hellojni HelloIni_ stringFromINI
(INIEnv *, jobject);
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/*

* Class: com_example_hellojni HelloJni

* Method: unimplementedStringFromINI

* Signature: ()Ljava/lang/String;

*/

INIEXPORT jstring INICALL Java_com example_hellojni_HelloJni_unimplementedStringFromINI
(INIEnv *, jobject);

#ifdef _ cplusplus

}
#endif

#endif

The C/C++ source file simply needs to include this header file and provide the implementation for the
native methods, as shown in Listing 3-6.

Listing 3-6. The com_example_hellojni_HelloJni.c Source File
#include "com_example hellojni HelloJni.h"

INIEXPORT jstring INICALL Java_com example_hellojni_HelloJni_stringFromINI
(INIEnv * env, jobject thiz)

{
}

return (*env)->NewStringUTF(env, "Hello from INI !");

Instead of running the javah tool each time from the command line, it can be integrated into Eclipse
as an external tool to streamline the process of generating the header files.

Running from Eclipse IDE

Open the Eclipse IDE, and choose Run » External Tools External Tools Configurations from the top
menu bar. Using the External Tools Configurations dialog, select Program, and then click the New
launch configuration button. Using the Main tab, fill in the tool information as follows and as shown
in Figure 3-1:

Name: Generate C and C++ Header File
Location: ${system path:javah}
Working Directory: ${project_loc}/jni

Arguments: -classpath "${project classpath};${env_var:ANDROID SDK HOME}/
platforms/android-14/android.jar" ${java_type name}
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= Extemnal Tools Configurations E

Create. manage. and run configurations Q
Run a program =
i
|_|<}L=%:§| “| E}:D' I!_la-e:lGenardeCa-ldC++HaaclarFile
kypeﬁllertexl Qéh Hefreeh\l [mb Bu'ld\I B Emnmrnerﬂ B Qnmnw
-~ 4% Ant Build ~ Location: il
(@ API Use Report [stsystem_pathiavah}
= % Program -
..... .[% B’nwse\\'urksgace...l Browse File Syslen___l Variables_.. |
rWorking Di ¥
[stproject_loc}/ini
Bmwse\\'url;spa::e...l Browse File Sﬁlﬁ!...l Variables... |
r Arguments:
-classpath "${project_classpath}] -
${env_wvarANDROID_SDK I-IOHE}IuIalfmhﬂmd—Mfaﬂmd;a’ -
Variables
Note: Enclose an argument ining =p using double-quotes (). |
L | | »
n Poply || Reven |

Filter matched 4 of 4 items

@ T .

Figure 3-1. The javah external tool configuration

You will need to replace the semicolon symbol with colon symbol on Mac OS X and Linux platforms.
Switch to the Refresh tab; put a checkmark next to the “Refresh resource upon completion” and
select “The project containing the selected resource” from the list, as shown in Figure 3-2.
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= Bdemal Tools Configurations E
Create. manage. and run configurations 0
Run —
a program C o P
l
&+ = —+,
L1 &=l x| H 5 - ﬂmte:lGerﬂdeCaﬂCe--&HeaderFile
kype filter text Emnmrlned\l =] Comnonw
l: [¥| Refresh resources upon completion.
.h""--..____
7 The entire workspace
| © The-selected
(:: (%) The project containing the selected resource )
. |
' Specific resources Specify Resources... |
¥ Recursively include sub-folders

Figure 3-2. Refresh project upon running the javah tool

Switch to the Common tab, and put a checkmark next to the External Tools under the “Display in

favorites menu” group, as shown in Figure 3-3.

= External Tools Configurations

Figure 3-3. Display the javah tool in the favorites menu

[ x|
Create. manage. and run configurations 0
Run a program _I
—ly
e +
IS x| H 5 - ﬂmne:lGerﬂdeCaldCi--&HaaderFile
fype fiter text =] Main [§* Refresh [} Build (1§ Environment [ loa
o3 Ant Build rSave as
(@ API Use Report @ Local file
= % Program
----- O [y || © Soredfie | [ powee.. |
P —Display in favorites menu Encoding
\\\ = %Exlernd Tools (* Default - inherited {Cp1252)
> Other [I50-8859-1 [~]

Click the OK button to save the external tool configuration. In order to test the new configuration
using the Project Explorer view, select the HelloJni class, then choose Run » External Tools
» Generate C and C++ Header File. The javah tool will parse the selected class file for native
methods, and it will generate a C/C++ header file called com_example_hellojni_HelloJni.h under

the jni directory with the method descriptions.
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Now that you have automated the way to generate the native method declarations, let’s look into the
generated method declarations more in detail.

Method Declarations

Although the Java method stringFromJINI does not take any parameters, the native function takes
two parameters, as shown in Listing 3-7.

Listing 3-7. Mandatory Parameters of Native Methods

INIEXPORT jstring INICALL Java_com_example_hellojni_HelloJni_stringFromJNI
(INIEnv *, jobject);

INIEnv, is an interface pointer that points to a function table of available JNI
jobject, is a Java object reference to the HelloJni class instance.

interface pointer. INIEnv is a pointer to thread-local data, which in turn contains a pointer to
INIEnv interface pointer as their

Caution The INIEnv interface pointer that is passed into each native method call is also valid in the
thread associated with the method call. It cannot be cached and used by other threads.

Depending on whether the native code is a C or C++ source file, the syntax for calling JNI functions
differs. In C code, INIEnv is a pointer to JNINativelnterface structure. This pointer needs to be
dereferenced first in order to access any JNI function. Since the JNI functions in C code do not know
the current JNI environment, the JNIEnv instance should be passed as the first argument to each JNI
function call, like so:

return (*env)->NewStringUTF(env, "Hello from INI !");

In C++ code, INIEnv is actually a C++ class instance. JNI functions are exposed as member
functions. Since JNI methods have access to the current JNI environment, the JNI method calls do
not require the JNIEnv instance as an argument. In C++, the same code looks like

return env->NewStringUTF("Hello from INI !");

Instance vs. Static Methods

The Java programming language has two types of methods: instance methods and static methods.
Instance methods are associated with a class instance, and they can only be called on a class
instance. Static methods are not associated with a class instance, and they can be called directly
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from a static context. Both instance and static methods can be declared as native, and their
implementations can be provided as native code through the JNI technology. Native instance
methods get the instance reference as their second parameter as a jobject value, as shown in
Listing 3-8.

Listing 3-8. Native Instance Method Definition

INIEXPORT jstring INICALL Java_com_example_hellojni_HelloJni_stringFromJINI
(INIEnv * env, jobject thiz);

Since static methods are not tied to an instance, they get the class reference instead as their second
parameter as a jclass value, shown in Listing 3-9.

Listing 3-9. Native Static Method Definition

INIEXPORT jstring INICALL Java_com example hellojni HelloJni_stringFromINI
(INIEnv * env, jclass clazz);

As you may have noticed in the method definitions that JNI provides its own data types to expose
Java types to native code.

Data Types

There are two kinds of data types in Java:
Primitive types: boolean, byte, char, short, int, long, float, and double
Reference types: String, arrays, and other classes

Let’s take a closer look at each of these data types.

Primitive Types

Primitive types are directly mapped to C/C++ equivalents, as shown in Table 3-1. The JNI uses type
definitions to make this mapping transparent to developers.
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Table 3-1. Java Primitive Data Types

Java Type JNI Type C/C++ Type Size

Boolean Jboolean unsigned char Unsigned 8 bits
Byte Jbyte char Signed 8 bits
Char Jchar unsigned short Unsigned 16 bits
Short Jshort short Signed 16 bits
Int Jint Int Signed 32 bits
Long Jlong long long Signed 64 bits
Float Jfloat float 32 bits

Double Jdouble double 64 bits

3-2. Their internal data structure is not

Table 3-2. Java Reference Type Mapping

Java Type Native Type
java.lang.Class jclass
java.lang.Throwable jthrowable
java.lang.String jstring
Other objects jobject
java.lang.Object[] jobjectArray
boolean( ] jbooleanArray
byte[] jbyteArray
char[] jcharArray
short[] jshortArray
int[] jintArray
long[] jlongArray
float[] jfloatArray
double[] jdoubleArray
Other arrays Jarray
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Operations on Reference Types

Reference types are passed as opaque references to the native code rather than native data types,
and they cannot be consumed and modified directly. JNI provides a set of APIs for interacting with
these reference types. These APIs are provided to the native function through the IJNIEnv interface
pointer. In this section, you will briefly explore these APIs pertinent to the following types and
components:

Strings
Arrays

NIO Buffers
Fields
Methods

String Operations

Java strings are handled by the JNI as reference types. These reference types are not directly usable
as native C strings. JNI provides the necessary functions to convert these Java string references to
C strings and back. Since Java string objects are immutable, JNI does not provide any function to
modify the content of an existing Java string.

JNI supports both Unicode and UTF-8 encoded strings, and it provides two sets of functions
through the INIEnv interface pointer to handle each of these string encodings.

New String

New string instances can be constructed from the native code by using the functions NewString for
Unicode strings and NewStringUTF for UTF-8 strings. As shown in Listing 3-10, these functions take
a C string and returns a Java string reference type, a jstring value.

Listing 3-10. New Java String from a Given C String

jstring javaString;
javaString = (*env)->NewStringUTF(env, "Hello World!");

In case of a memory overflow, these functions return NULL to inform the native code that an
exception has been thrown in the virtual machine so the native code should not continue. We will get
back to the topic of exception handling later in this chapter.

Converting a Java String to C String

In order to use a Java string in native code, it needs to be converted to a C string first. Java

strings can be converted to C strings using the functions GetStringChars for Unicode strings and
GetStringUTFChars for UTF-8 strings. These functions take an optional third argument, a pass-by-
reference output parameter called isCopy that can allow the caller to determine whether the returned
C string address points to a copy or the pinned object in the heap. This is shown in Listing 3-11.
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Listing 3-11. Converting a Java String to C String

const jbyte* str;
jboolean isCopy;

str = (*env)->GetStringUTFChars(env, javaString, &isCopy);
if (0 != str) {
printf("Java string: %s", str);

if (INI_TRUE == isCopy) {
printf("C string is a copy of the Java string.");

} else {
printf("C string points to actual string.");
}

GetStringChars and GetStringUTFChars functions need to be

ReleaseStringChars for Unicode strings and ReleaseStringUTFChars for

Releasing the C Strings Returned by JNI Functions

(*env)->ReleaseStringUTFChars(env, javaString, str);

Array Operations

Java arrays are handled by the JNI as reference types. The JNI provides the necessary functions to
access and manipulate Java arrays.

New Array

New array instances can be constructed from the native code using the New<Type>Array function,
with the <Type> being Int, Char, Boolean, etc. such as NewIntArray. As shown in Listing 3-13, the size
of the array should be provided as a parameter when invoking these functions.

Listing 3-13. New Java Array from Native Code

jintArray javaArray;
javaArray = (*env)->NewIntArray(env, 10);
if (o != javaArray) {
/* You can now use the array. */
}

Same as the NewString function, in case of a memory overflow, the New<Type>Array function will
return NULL to inform the native code that an exception has been thrown in the virtual machine and
that the native code should not continue.
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Accessing the Array Elements

JNI provides two types of access to Java array elements. Code can either get a copy of the array as
a C array, or it can ask JNI to get a direct pointer to the array elements.

Operating on a Copy

The Get<Type>ArrayRegion function copies the given primitive Java array to the given C array, as
shown in Listing 3-14.

Listing 3-14. Getting a Copy of Java Array Region as a C Array

jint nativeArray[10];
(*env)->GetIntArrayRegion(env, javaArray, 0, 10, nativeArray);

The native code can then use and modify the array elements as an ordinary C array. When the native
code wants to commit its changes back to the Java array, the Set<Type>ArrayRegion function can be
used to copy the C array back to Java array, as shown in Listing 3-15.

Listing 3-15. Committing Back the Changes from C Array to Java Array
(*env)->SetIntArrayRegion(env, javaArray, 0, 10, nativeArray);

When the array sizes are big, copying the array in order to operate on them causes performance
problems. In such cases, the native code should either only get or set the region of the array
elements instead of getting the entire array, if possible. Otherwise, JNI provides a different set of
functions to obtain a direct pointer to the array elements instead of their copies.

Operating on Direct Pointer

The Get <Type>ArrayElements function allows the native code to get a direct pointer to array
elements, when possible. As shown in Listing 3-16, the function takes a third optional parameter, a
pass-by-reference output parameter called isCopy that can allow the caller to determine whether the
returned C array points to a copy or the pinned array in the heap.

Listing 3-16. Getting a Direct Pointer to Java Array Elements

jint* nativeDirectArray;
jboolean isCopy;

nativeDirectArray = (*env)->GetIntArrayElements(env, javaArray, &isCopy);

JNI does not provide a set method, since the array elements can be accessed and manipulated as
an ordinary C array. JNI requires the native code to release these pointers when it finishes; otherwise
memory leaks happen. JNI provides the Release<Type>ArrayElemens functions to enable native code
to release the C arrays that are returned by Get<Type>ArrayElements function calls, as shown in
Listing 3-17.
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Listing 3-17. Releasing the Direct Pointer to Java Array Elements
(*env)->ReleaselIntArrayElements(env, javaArray, nativeDirectArray, 0);

This function takes a fourth parameter, the release mode. Table 3-3 contains a list of supported
release modes.

Table 3-3. Supported Release Modes

Release Mode Action
0 Copy back the content and free the native array.
INI_COMMIT Copy back the content but do not free the native array.
This can be used for periodically updating a Java array.
INI_ABORT Free the native array without copying its content.
New Direct Byte Buffer

Native code can create a direct byte buffer that will be used by the Java application by providing a
native C byte array as the basis. The NewDirectByteBuffer is used in Listing 3-18.

Listing 3-18. New Byte Buffer Based on the Given C Byte Array
unsigned char* buffer = (unsigned char*) malloc(1024);

jobject directBuffer;
directBuffer = (*env)->NewDirectByteBuffer(env, buffer, 1024);

Note The memory allocated in native methods is out of the scope and control of the virtual machine’s
garbage collector. Native functions should manage their memory properly by freeing the unused
allocations to prevent memory leaks.

Getting the Direct Byte Buffer

The direct byte buffer can also be created in the Java application. Native code can use the
GetDirectBufferAddress function call to obtain the memory address of the native byte array, as
shown in Listing 3-19.
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Listing 3-19. Getting the Native Byte Array from the Java Byte Buffer

unsigned char* buffer;
buffer = (unsigned char*) (*env)->GetDirectBufferAddress(env,
directBuffer);

Accessing Fields

Java has two types of fields: instance fields and static fields. Each instance of a class owns its copy
of the instance fields, whereas all instances of a class share the same static fields.

The JNI provides functions to access both field types. Listing 3-20 shows an example of a Java
class with one static and one instance field.

Listing 3-20. Java Class with Both Static and Instance Fields
public class JavaClass {
/** Instance field */

private String instanceField = "Instance Field";

/** Static field */
private static String staticField = "Static Field";

Getting the Field ID

The JNI provides access to both types of fields through field IDs. You can obtain field IDs through
the class object for the given instance. The class object is obtained through the GetObjectClass
function, as shown in Listing 3-21.

Listing 3-21. Getting the Class from an Object Reference

jclass clazz;
clazz = (*env)->GetObjectClass(env, instance);

Depending on the field type, there are two functions to obtain the field ID from the class. The
GetFieldId function is for instance fields, as shown in Listing 3-22.

Listing 3-22. Getting the Field ID of an Instance Field
jfieldID instanceFieldId;
instanceFieldId = (*env)->GetFieldID(env, clazz,

"instanceField", "Ljava/lang/String;");

The GetStaticFieldld is for static fields, as shown in Listing 3-23. Both functions return the field ID as
a jfieldID type.
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Listing 3-23. Getting the Field ID of a Static Field

jfieldID staticFieldId;

staticFieldId = (*env)->GetStaticFieldID(env, clazz,
"staticField", "Ljava/lang/String;");

The last parameter of both functions takes the field descriptor that represents the field type in Java.
In the example code, "Ljava/lang/String" indicates that the field type is a String. We will get back
to this later in this chapter.

Tip The field IDs can be cached in order to improve application performance. Always cache the most
frequently used field ids.

Get<Type>Field function

Getting an Instance Field

Use the GetStatic<Type>Field function for static fields, as shown in Listing 3-25.
Listing 3-25. Getting a Static Field

jstring staticField;
staticField = (*env)->GetStaticObjectField(env, clazz, staticFieldId);

In case of a memory overflow, both of these functions can return NULL, and the native code should
not continue to execute.

Tip Getting the value of a single field takes two or three JNI function calls. Native code reaching back
to Java to obtain values of each individual field adds extra overhead to the application and leads to
poorer performance. It is strongly recommended to pass all needed parameters to native method calls
instead of having the native code reach back to Java.

Calling Methods

As with fields, there are two types of methods in Java: instance methods and static methods. The
JNI provides functions to access both types. Listing 3-26 shows a Java class that contains one
static method and one instance method.
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Listing 3-26. Java Class with Both Instance and Static Methods

public class JavaClass {
/¥

* Instance method.
*/
private String instanceMethod() {
return "Instance Method";
}

Jx*

* Static method.

*/

private static String staticMethod() {
return "Static Method";

}

Getting the Method ID

The JNI provides access to both types of methods through method IDs. You can obtain method IDs
through the class object for the given instance. Use the GetMethodID function to obtain the method
ID of an instance method, as shown in Listing 3-27.

Listing 3-27. Getting the Method ID of an Instance Method

jmethodID instanceMethodId;

instanceMethodId = (*env)->GetMethodID(env, clazz,
"instanceMethod", "()Ljava/lang/String;");

Use the GetStaticMethodID function to get the method ID of a static field, as shown in Listing 3-28.
Both functions return the method ID as a jmethodID type.

Listing 3-28. Getting the Method ID of a Static Method

jmethodID staticMethodId;

staticMethodId = (*env)->GetStaticMethodID(env, clazz,
"staticMethod", "()Ljava/lang/String;");

Like the field ID getter methods, the last parameter of both functions takes the method descriptor. It
represents the method signature in Java.

Tip The method IDs can be cached in order to improve application performance. Always cache the most
frequently used method ids.
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Calling the Method

Using the method ID, you can call the actual method through the Call<Type>Method function for
instance methods, as shown in Listing 3-29.

Listing 3-29. Calling an Instance Method
jstring instanceMethodResult;
instanceMethodResult = (*env)->CallStringMethod(env,

instance, instanceMethodId);

Use the CallStatic<Type>Field function for static methods, as shown in Listing 3-30.

clazz, staticMethodId);

NULL and the native code should

Tip Transitions between Java and native code is a costly operation. It is strongly recommended that
you take this into account when deciding to split between Java and native code. Minimizing these
transitions can benefit the application performance greatly.

Field and Method Descriptors

As mentioned in the previous two sections, getting both the field ID and the method ID requires the
field and method descriptors. Both the field and the method descriptors can be generated by using
the Java type signature mapping shown in Table 3-4.
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Table 3-4. Java Type Signature Mapping

Java Type Signature

Boolean yA

Byte B

Char c

Short S

Int I

Long ]

Float F

Double D
fully-qualified-class Lfully-qualified-class;
type[] [type

method type (arg-type)ret-type

Manually producing the field and method descriptors by using the type signature mapping and
keeping them in sync with the Java code can be a cumbersome task.

Java Class File Disassembler: javap

JDK comes with a command line Java class file disassembler called javap. This tool can be used to
extract the field and method descriptors from the compiled class files.

Running from Command Line

Using the command line, change the directory to<Eclipse Workspace>/com.example.hellojni.
HelloJni, where the HelloJni project is imported. The javap tool operates on compiled Java class
files. Invoke the javap tool with the location of compiled class files and the name of the Java class to
disassembile, like so:

javap -classpath bin/classes -p -s com.example.hellojni.HelloJni

The javap tool will disassemble the com.example.hellojni.HelloJni class file and will output the
field and method signatures, as shown in Figure 3-4.
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‘windows‘system32\cmd .exe

:sandroidsworkspacescom.example . hellojni.HelloJdni*javap —classpath hinsclasses
P —3 com.example _hellojni.HellodJdni
ompiled from "HellodJdni.java"
ublic class com.example.hellojni.HelloJni extends android.app.Activity{
tatic {Z;
Signature: (U
ublic com.example.hellojni.HelloJdni<2>;

Signature: (OU
ublic void onCreatefandroid.os.Bundle?;

Signature: {(Landroid-os/Bundle;ilU

ublic native java.lang.String stringFromJNIC);
Signature: (ILjava-slang-sString;
ublic native java.lang.S5tring unimplementedStringFromdNIC);
Signature: (OLjavarslang/String;

:svandro idsworkspacescom.example .hellojni.HellodJdni>

The javap tool output

Run » External Tools Configurations... from the top menu
bar. Using the External Tool Configurations dialog, select Program, and then click the New launch
configuration button. Using the Main tab, fill in the tool information as follows and as shown in

Figure 3-5:
Name: Java Class File Disassembler
Location: ${system path:javap}
Working Directory: ${project loc}

Arguments: -classpath "${project_classpath};${env_var:ANDROID_SDK_HOME}/
platforms/android-14/android.jar" -p -s ${java_type_name}
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CEX| B Name: [Java Class File Disassembler
fype fitter text CIE\, & Refresh| fij Build) [§ Environment | = Common |
r Location:
[$isystem_pathjavap}

B'nwseﬂorlcsgace...l B’nwngileSyﬂm...l Variables .. |

~ Working Directory:
[${project_loc}

Browse Workspace... | Browse Fle Sysleg...l Variables.... |

-classpath "${project_classpath}: ;I
${env_var-ANDROID_SDK_HOME}/platforms.//android-14/android jar™ p s
${java_type_name})]

=
Variables.
Note: Enclose an amgument containing spaces using double-quotes (™).
K1 I 2l —
Filter matched 5 of 5 items Aoply | — |
@ Run I Close |

Figure 3-5. The javap external tool configuration

You will need to replace the semicolon symbol with colon symbol on Mac OS X and Linux platforms.
Switch to the Common tab, and put a checkmark next to the External Tools under the “Display in
favorites menu” group, as described earlier.

Click the OK button to save the external tool configuration. In order to test the new configuration, using
the Project Explorer view, select the HelloJni class, then choose Run » External Tools » Java Class
File Disassembiler. The console view will show the output of the javah tool, as shown in Figure 3-6.
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[£! Problems = Tasks [ Console 2 = Properties ® % | G Eﬁ@@| w (8 e = .

<terminated> Java Class Fle Di nbler [Program] C-\Program Fles (xB6\Java\jdk1.6.0_33\bin\javap .EXE
Compiled from "HelloJni java™ ;I
pl.blic{tilass com_example_hellojni_HelloJni extends android app_Activity{
static 1i:
Signature: WV
public com_example_hellojni.HelloJni();
Signature: WV
public void onCreate({android.os.Bundle);
Signature: (Landroid/os./Bundle:)V
public native java lang_String stringFromJNI();
Signature: (JLjava/lang/String:
public native java lang_String unimplemented StringFromJNI():
}Sg’ﬁu‘e: Olavasang/String;

Console showing the javap tool output

called catching an exception. The virtual machine clears the exception and transfers the control to
the exception handler block. In contrast, the JNI requires developers to explicitly implement the
exception handling flow after an exception has occurred.

Catching Exceptions

The INIEnv interface provides a set of functions related to exceptions. To see these functions in
action, use the Java class, shown in Listing 3-31, as an example.

Listing 3-31. Java Example That Throws an Exception

public class JavaClass {
/**

* Throwing method.
*/
private void throwingMethod() throws NullPointerException {
throw new NullPointerException("Null pointer");
}

/**

* Access methods native method.
*/
private native void accessMethods();
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The accessMethods native method needs to explicitly do the exception handling while calling the
throwingMethod method. The JNI provides the ExceptionOccurred function to query the virtual
machine if there is a pending exception. The exception handler needs to explicitly clear the
exception using the ExceptionClear function after it finishes with it, as shown in Listing 3-32.

Listing 3-32. Exception Handling in Native Code
jthrowable ex;

(*env)->CallVoidMethod(env, instance, throwingMethodId);
ex = (*env)->ExceptionOccurred(env);
if (0 != ex) {

(*env)->ExceptionClear(env);

/* Exception handler. */

Throwing Exceptions

The JNI allows the native code to throw exceptions as well. Since exceptions are Java classes, the
exception class should be obtained first using the FindClass function. The ThrowNew function can be
used to initiate and throw the new exception, as shown in Listing 3-33.

Listing 3-33. Throwing an Exception from Native Code
jclass clazz;

clazz = (*env)->FindClass(env, "java/lang/NullPointerException");
if (0 !'= clazz) {

(*env)->ThrowNew(env, clazz, "Exception message.");
}

As the code execution of native functions are not under the control of the virtual machine, throwing
an exception does not stop the execution of the native function and transfer control to the exception
handler. Upon throwing an exception, the native function should free any allocated native resources,
such as the memory, and properly return. The references obtained through the IJNIEnv interface

are local references and they get freed automatically by the virtual machine as soon as the native
function returns.

Local and Global References

References play an important role in Java programming. The virtual machine manages the lifetime
of class instances by tracking their references and garbage-collecting the ones that are no longer
referenced. Since native code is not a managed environment, the JNI provides a set of functions to
allow native code to explicitly manage the object references and lifetimes. The JNI supports three
type kinds of references: local references, global references, and weak global references,

as described in the following sections.
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Local References

Most JNI functions return local references. Local references cannot be cached and reused in
subsequent invocations since their lifetime is limited to the native method. Local references are freed
once the native function returns. For example, the FindClass function returns a local reference; it is
freed automatically when the native method returns. Native code can also be freed explicitly through
the DeletelocalRef function, as shown in Listing 3-34.

Listing 3-34. Deleting a Local Reference

jclass clazz;
clazz = (*env)->FindClass(env, "java/lang/String");

EnsurelLocalCapacity method to request more local reference slots from the

Global references remain valid across subsequent invocations of the native methods until they are
explicitly freed by the native code.

New Global Reference

Global references can be initiated from local references through the NewGlobalRef function, as shown
in Listing 3-35.

Listing 3-35. New Global Reference from a Given Local Reference

jclass localClazz;
jclass globalClazz;

localClazz = (*env)->FindClass(env, "java/lang/String");
globalClazz = (*env)-»NewGlobalRef(env, localClazz);

(*env)->DeletelocalRef(env, localClazz);

Deleting a Global Reference

When a global reference is no longer needed by the native code, you can free it at any time through
the DeleteGlobalRef function, as shown in Listing 3-36.
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Listing 3-36. Deleting a Global Reference

(*env)->DeleteGlobalRef(env, globalClazz);

Weak Global References

Another flavor of global reference is the weak global reference. Like global references, weak global
references remain valid across subsequent invocations of the native methods. Unlike global references,
weak global references do not prevent the underlying object from being garbage-collected.

New Weak Global Reference

Weak global references can be initiated using the NewWeakGlobalRef function, as shown in Listing 3-37.
Listing 3-37. New Weak Global Reference from a Given Local Reference

jclass weakGlobalClazz;
weakGlobalClazz = (*env)->NewWeakGlobalRef(env, localClazz);

Validating a Weak Global Reference

To determine if the weak global reference is still pointing to a live class instance, you can use the
IsSameObject function, as shown in Listing 3-38.

Listing 3-38. Checking if Weak Global Reference is Still Valid
if (INI_FALSE == (*env)->IsSameObject(env, weakGlobalClazz, NULL)) {
/* Object is still live and can be used. */

} else {
/* Object is garbage collected and cannot be used. */
}

Deleting a Weak Global Reference

Weak global references can be freed at any time using the DeleteWeakGlobalRef function, as shown
in Listing 3-39.

Listing 3-39. Deleting a Weak Global Reference
(*env)->DeleteleakGlobalRef(env, weakGlobalClazz);

Until they get explicitly freed, the global references remains valid, and they can be used by other
native function calls as well as the native threads.
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Threading

The virtual machine supports running native code as a part of the multithreaded environment. There
are certain constraints of JNI technology to keep in mind while developing native components:

Local references are valid only during the execution of the native method and in
the thread context that is executing the native method. Local references cannot
be shared among multiple threads. Only global references can be shared by
multiple threads.

The INIEnv interface pointer that is passed into each native method call is also
valid in the thread associated with the method call. It cannot be cached and
used by other threads.

Java Synchronized Code Block

synchronized(obj) {

/* Synchronized thread-safe code block. */
}
In the native code, the same level of synchronization can be achieved using the JNI’'s monitor
methods, as shown in Listing 3-41.
Listing 3-41. Native Equivalent of Java Synchronized Code Block
if (INI_OK == (*env)->MonitorEnter(env, obj)) {

/* Error handling. */
}
/* Synchronized thread-safe code block. */

if (INI_OK == (*env)->MonitorExit(env, obj)) {
/* Error handling. */
}

Caution The call to the MonitorEnter function should be matched with a call to MonitorExit in
order to prevent deadlocks in the code.
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Native Threads

These native components may use native threads in order to execute certain tasks in parallel. Since
the native threads are not known to the virtual machine, they cannot directly communicate with the
Java components. Native threads should be attached to the virtual machine first in order to interact
with the remaining portion of the application.

The JNI provides the AttachCurrentThread function, through the JavaVM interface pointer, to allow
native code to attach native threads to the virtual machine, as shown in Listing 3-42. The JavaVM
interface pointer should be cached earlier since it cannot be obtained otherwise.

Listing 3-42. Attaching and Detaching the Current Thread to the Virtual Machine
JavaVM* cachedJvm;
INIEnv* env;

/* Attach the current thread to virtual machine. */
(*cachedJvm)->AttachCurrentThread(cachedJvm, &env, NULL);

/* Thread can communicate with the Java application
using the INIEnv interface. */

/* Detach the current thread from virtual machine. */
(*cachedJvm)->DetachCurrentThread(cachedIvm);

The call to the AttachCurrentThread function allows the application to obtain a INIEnv interface
pointer that is valid for the current thread. There is no side effect of attaching an already attached
native thread. When the native thread completes, it can be detached from the virtual machine by
using the DetachCurrentThread function.

Summary

In this chapter, you learned how to communicate between the Java application and the native code
using the JNI technology. More information on the JNI technology and available JNI APIs can be
found in Oracle’s JNI documentation at http://docs.oracle.com/javase/1.5.0/docs/guide/jni/
spec/jniTOC.html.

As you may have noticed, doing any operation in JNI takes two or three function calls. Implementing
a large number of native methods and keeping them in sync with the Java classes can easily
become a cumbersome task. In the next chapter, you will evaluate some open source solutions that
can automatically generate the JNI code for you based on the existing native code interfaces.
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Chapter

Auto-Generate JNI Code
Using SWIG

In the previous chapter you explored JNI technology and you learned how to connect native code
to a Java application. As noted, implementing JNI wrapper code and handling the translation of
data types is a cumbersome and time-consuming development task. This chapter will introduce
the Simplified Wrapper and Interface Generator (SWIG), a development tool that can simplify this
process by automatically generating the necessary JNI wrapper code.

SWIG is not an Android- and Java-only tool. It is a highly extensive tool that can generate code
in many other programming languages. As SWIG is rather large, this chapter will only cover the
following key SWIG concepts and APlIs that will get you started:

Defining a SWIG interface for native code.
Generating JNI code based on the interface.
Integrating SWIG into the Android Build process.
Wrapping C and C++ code.

Exception handling.

Using memory management.

Calling Java from native code.

As SWIG simplifies the development of JNI code, you will be using SWIG often in the next chapters.

What is SWIG?

SWIG is a compile-time software development tool that can produce the code necessary to connect
native modules written in C/C++ with other programming languages, including Java. SWIG is an
interface compiler, merely a code generator; it does not define a new protocol nor is it a component
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framework or a specialized runtime library. SWIG takes an interface file as its input and produces the
necessary code to expose that interface in Java. SWIG is not a stub generator; it produces code that
is ready to be compiled and run.

SWIG was originally developed in 1995 for scientific applications; it has since evolved into a general-
purpose tool that is distributed under GNU GPL open source license. More information about SWIG
can be found at www.swig.org.

Installation

SWIG works on all major platforms, including Windows, Mac OS X, and Linux. At the time of this

www.swig.org. The binaries for SWIG, except the Windows

. As shown in Figure 4-1, click on the link to download the SWIG

/E Download SWIG - Windows Intemet Explorer |- O] x|

@\T__)"m htip-//swig org/download htmi O] [B][42]] x| 'em Bownload sWiG x w7 &

m Home Development Mailing Lists Bugs and Patches

Information DOWNLOAD

What is SWIG?
Compatibility The Latest Release
Features
Tutorial The latest release is swig-2.0.7. View the release notes.
Documentation . o .
N Windows users should downldad swigwin-2.0.7 whirh includes a prebuilt executable.

ews
The Bleeding Edge Many Unix-like operating systems also include packages of SWIG (e.g. Debian GNU/Limx,
History FreeBSD, Cygwin). Consult your package management application to see if your operating system

: Parties does. ;I

Figure 4-1. SWIG for Windows download link

The SWIG installation package comes as a ZIP archive file. The Windows OS comes with native
support for ZIP format. When the download completes, right-click on the ZIP file and choose
Extract All from the context menu to launch the Extract Compressed Folder wizard. Using the

www.it-ebooks.info


http://www.swig.org
http://www.swig.org
http://www.swig.org/download.html
http://www.it-ebooks.info/

CHAPTER 4: Auto-Generate JNI Code Using SWIG 97

Browse button, choose the destination directory where you want the extracted SWIG files to go. As
mentioned, the C:\android directory is used as the root directory to hold the development tools.
Select C:\android as the destination directory. A dedicated empty destination directory is not
needed since the ZIP file already contains a sub directory called swigwin-2.0.7 to hold the SWIG.
Click the Extract button to start the installation process.

Similar to the other development tools that you have installed, in order to have SWIG easily
reachable, its installation directory should be appended to system executable search path. Launch
the Environment Variables dialog from System Properties, and click the New button. As shown in
Figure 4-2, using the New System Variable, set the variable name to SWIG_HOME and the variable
value to the SWIG installation directory, such as C:\android\swigwin-2.0.7.

New User Variable [ x|

Variable pame: | swiG_HOME

Variable value: I C:\androidiswigwin-2.0.7

QK | Cancel

Figure 4-2. New SWIG_HOME environment variable

From the list of system variables, double-click on the PATH variable, and append ;%SWIG_HOME% to
the variable value, as shown in Figure 4-3.

Edit System Variable [ x|

Variable name: I Path

variable value: | ANDROID_NDK_HOME %; %SWIG_HOME %

0K I Cancel

Figure 4-3. Appending SWIG binary path to system PATH variable

If the installation was successful, you will see the SWIG version number, as shown in Figure 4-4.

& CA\windows\system32\cmd _exe

:sUsers™oncinar>swig —version
WIG Uersion 2.8.7

ompiled with iS86-—mingu3d2msvc—g++ [i586—pc—minguwlZmsvc]

onf igured options: +pcre

lease see http:/suww.suig.orgy for reporting bugs and further information

:sUserssoncinar? _I
-

Figure 4-4. Validating SWIG installation
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Installing on Mac 0S X

The SWIG web site does not provide an installation package for Mac OS X platform. A Homebrew
package manager will be used to download and install SWIG. In order to use Homebrew, it needs

to be installed on the host machine as well. Homebrew comes with a console-based installation
application. Copy the install command from the Homebrew installation page, as shown in Figure 4-5.

800 Installation - mxcl/homebrew Wiki - GitHub ]
> |+ (@ hitps:/ /github.com {mxcl fhomebrew/wiki/installation| & ' Google

github Signup and Pricing  Explore GitHub  Features Blog Signin
mxcl / homebrew Gt Watch < 9428 | 17 Fork < 4315

Code Metwork Pull Requests 278 Issues 478 Wiki Graphs
Home Pages Wiki History Git Access

Installation ——

Paste this at a shell prompt:

/fusr/binfruby -e "$(/usr/bin/fcurl -fsSL https://raw.github.com/mxcl/homebrew/master/Library/Contributions/install_homebrew.rb)"

Read the script first if you like.

The script installs Homebrew to  /usr/local so that you don't need sudo when you brew install . Itis a careful script, it can be run even if
you have stuff installed to  /usr/local already. It tells you exactly what it will do before it does it too. And you have te confirm everything it will (-
do before it starts.

4>

al»

Figure 4-5. Installation command for Homebrew

Open a Terminal window. At the command prompt, paste the install command, as shown in Figure 4-6,
and press the Enter key to start the installation process. The command will first download the
Homebrew installation script and it will execute it using Ruby. Follow the on-screen instructions to
complete the installation process.

& W - lermindl — Ba5n — 73X LS

% Jfusr/binfruby —e "${/usr/binfcurl —-fs5L https://raw.github.com/mxcl/homebrew/ B

master/Library/Contributions/install_homebrew.rb)" e~
==> This script will install:
fusrflocal/bin/brew

fusrf/local/Library/Formula/...
fusrf/local/Library/Homebrew/...

Press enter to continue

=== fusr/bin/sude /bin/mkdir /fusr/local

==> fusr/bin/sudo /bin/chmod g+rwx fusr/local

==> fusr/bin/sudo fusr/bin/chgrp admin fusr/local

==> Downloading and Installing Homebrew...

==» Installation successful!

You should rum “brew doctor' *beforex you install anything.
MNow type: brew help

sl

NI =)

Figure 4-6. Installing Homebrew from command line
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Upon completing the installation of Homebrew, SWIG can now be installed. Using the Terminal
window, execute brew install swig on the command prompt. As shown in Figure 4-7, Homebrew
will download the source code of SWIG and its dependencies, and then it will compile and install it
automatically.

sno Terminal — bash — 79x18

% brew install swig

=== Installing swig dependency: pcre

==» Downloading ftp://ftp.csx.cam.ac.uk/pub/software/programming/pcre/pcre-8.31
180. 8%
= ./configure --prefix=/usr/local/Cellar/pcre/8.31 --enable-utf8 --enable-uni
= make test

== make install

fusrflocal/Cellar/pcre/B.31: 138 files, 3.2M, built in 54 seconds

=== Installing swig

=== Downloading http://downloads.sourceforge.net/project/swig/swig/swig-2.8.7/s
1808. 8%

== .fconfigure --prefix=/usr/local/Cellar/swig/2.0.7
== make

=> make install

usrflocal/Cellar/swig/2.8.7: 598 files, 6.2M, built in 66 seconds

s
1

s 0 nn

RN =

Figure 4-7. Installing SWIG using Homebrew

In order to validate the installation, open a new Terminal window and execute swig -version on the
command line. If the installation was successful, you will see the SWIG version number, as shown in

Figure 4-8.

NN Terminal — bash — 79x10

% swig -version

SWIG Version 2.8.7
Compiled with fusr/bin/g++-4.2 [13B6-apple-darwinl®.B.8]
Configured options: +pcre

Please see http://www.swig.org for reporting bugs and further information
s 1

R =

Figure 4-8. Validating the SWIG installation

Installing on Ubuntu Linux

The SWIG web site does not provide an installation package for Linux flavors. The Ubuntu Linux
software repository contains the latest version of SWIG, and it can be installed using the system
package manager. Again, open a Terminal window. At the command prompt, execute sudo apt-get
install swig, as shown in Figure 4-9. The system package manager will download and install SWIG
and its dependencies automatically.
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cinar@onur-ubuntu: ~

$ sudo apt-get install swig
Reading package lists... Done
Building dependency tree
Reading state information... Done
The following extra packages will be installed:
swig2.e
Suggested packages:
swig-doc swig-examples swig2.0-examples swig2.0-doc
The following NEW packages will be installed:
swig swig2.e
0 upgraded, 2 newly installed, © to remove and 9 not upgraded.
Need to get © B/1,120 kB of archives.
After this operation, 4,370 kB of additional disk space will be used.
Do you want to continue [Y/n]? Y
Selecting previously unselected package swig2.0.
(Reading database ... 160649 files and directories currently installed.)
Unpacking swig2.0 (from .../swig2.0_2.0.4+really2.0.4-4ubuntu2_1i386.deb) ...
Selecting previously unselected package swig.
Unpacking swig (from .../swig_2.0.4+really2.0.4-4ubuntu2_1i386.deb) ...
Processing triggers for man-db ...
Setting up swig2.0 (2.0.4+really2.0.4-4ubuntu2) ...
Seiting up swig (2.0.4+really2.0.4-4ubuntu2) ...
)

Installing SWIG from command line

execute swig -version on the command line. If the installation was successful, you will see the
SWIG version number, as shown in Figure 4-10.

cinar@onur-ubuntu: ~

S swig -version -
SWIG Version 2.0.4

Compiled with g++ [1686-pc-1linux-gnu]
Configured options: +pcre -

Please see http://www.swig.org for reporting bugs and further information

s

(NKl|

Figure 4-10. Validating SWIG installation

Experimenting with SWIG Through an Example

Before learning the details of SWIG, you will walk through an example application to better
understand how SWIG works. The Android platform is built on top of the Linux OS, a multiuser
platform. It runs the applications within a virtual machine sandbox and treats them as different users
on the system to keep the platform secure. On Linux, each user gets assigned a user ID, and this
user ID can be queried by using the POSIX OS API getuid function. As a platform-independent

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 4: Auto-Generate JNI Code Using SWIG 101

programming language, Java does not provide access to these functions. As a part of this example
application, you will be

Writing a SWIG interface file to expose the getuid function.
Integrating SWIG into the Android build process.

Adding SWIG-generated source files into the Android.mk build file.
Use the SWIG-generated proxy classes to query the getuid.
Display the result on the screen.

You will be using the hello-jni sample project as a testbed. Open Eclipse IDE, and go into the
hello-jni project. As mentioned earlier, SWIG operates on interface files.

Interface File

SWIG interface files contain function prototypes, classes, and variable declarations. Its syntax is the

same as any ordinary C/C++ header file. In addition to C/C++ keywords and preprocessor directives,
the interface files can also contain SWIG specific preprocessor directives that can enable tuning the

generated wrapper code.

In order to expose getuid, an interface file needs to be defined. Using the Project Explorer, right-click
on jni directory under the hello-jni project, and choose New » File from the context menu to launch
the New File dialog. As shown in Figure 4-11, set file name to Unix.1i and click the Finish button.

= New File [ _ [O] x|
File

Create a new file resource.

Enter or select the parent folder:
|com._example hellojni . HelloJni /ini

tiy

B com._example hellojni_HelloJni -
b2 assets

- bin
Glc'b gen [Generated Java Fles]

Figure 4-11. Creating the Unix.i SWIG interface file
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Using the Editor view, populate the content of Unix. i, as shown in Listing 4-1.
Listing 4-1. Unix.i Interface File Content

/* Module name is Unix. */
%module Unix

%{

/* Include the POSIX operating system APIs. */
#include<unistd.h>

%}

They are merely for annotating the interface files for developers.
Listing 4-2. Unix.i Starting with a Comment

/* Module name is Unix. */

Module Name

Each invocation of SWIG requires a module name to be specified. The module name is used to name
the resulting wrapper files. The module name is specified using the SWIG specific preprocessor
directive %module, and it should appear at the beginning of every interface file. Complying with this
rule, the Unix.1i interface file also starts by defining its module name as Unix, as shown in Listing 4-3.

Listing 4-3. Unix.i Defining Its Module Name
%module Unix

User-Defined Code

SWIG only uses the interface file while generating the wrapper code; its content does not go beyond
this point. It is often necessary to include user-defined code in the generated files, such as any
header file that is required to compile the generated code. When SWIG generates a wrapper code,

it is broken up to into five sections. SWIG provides preprocessor directives to enable developers to
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specify the code snippets that should be included in any of these five sections. The syntax for SWIG
preprocessor directive is shown in Listing 4-4.

Listing 4-4. Syntax for SWIG insert preprocessor directive
%< section>%{

This code block will be included into generated code as is.

%}

The<section> portion can take following values:

begin: Places the code block at the beginning of the generated wrapper file. It is
mostly used for defining preprocessor macros that are used in the later part of
the file.

runtime: Places the code block next to SWIG’s internal type-checking and other
support functions.

header: Places the code block into the header section next to header files and
other helper functions. This is the default place to inject code into the generated
files. The %{ ... %} can also be used the short form.

wrapper: Places the code block next to generated wrapper functions.

init: Places the code block into to function that will initialize the module upon
loading.

As shown in Listing 4-5, the Unix. i interface file injects a header file into the generated wrapper
code using the short form of insert header preprocessor directive.

Listing 4-5. Unix.i Inserting a Header into Generated Wrapper Code

{

/* Include the POSIX operating system APIs. */
#include<unistd.h>

%}

Type Definitions

SWIG can understand all C/C++ data types but treats anything else as objects and wraps them as
pointers. The declaration of the getuid function suggests that its return type is uid_t, which is not

a standard C/C++ data type. As is, SWIG will treat it as an object, and it will wrap it as a pointer.
This is not the preferred behavior since uid_t is nothing more than a simple typedef-name based on
unsigned integer, not an object. As shown in Listing 4-6, the Unix.1i interface file uses a typedef to
inform SWIG about the actual return type of getuid function.
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Listing 4-6. Type Definition for uid_t

/* Tell SWIG about uid_t. */
typedef unsigned int uid_t;

Function Prototypes

The Unix. 1 interface file ends with the function prototype for the getuid function as shown in Listing 4-7.
Listing 4-7. Function Prototype for getuid

/* Ask SWIG to wrap getuid function. */

getuid function to Java. SWIG will generate two sets of files: wrapper C/C++ code to expose

Java Package for Proxy Classes

The Java package directory should be created in advance of invoking SWIG. Using the Project
Explorer, right-click on the src directory and select New » Package to launch the New Java
Package dialog. As shown in Figure 4-12, set the package name to com.apress.swig and click the
Finish button.

= New Java Package [ _ [O] x|
Java Package

Create a new Java package. £
Creates folders comesponding to packages.

Source folder- [com.example hellojni.HelloJni/src Browse.__. |
Name: |::omapresssmg

[[] Create package-info java

@ Finish Cancel

Figure 4-12. Java package for SWIG files
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Invoking SWIG

You are now ready to invoke SWIG. Open a Terminal window or a command prompt, and go in to
the directory where the hello-jni project is imported, such as C:\android\workspace\com.example.
hellojni.HelloJni. As shown in Figure 4-13, execute swig -java -package com.apress.swig
-outdir src/com/apress/swig jni/Unix.i onthe command line.

[a. C\windowssystem32\cmd exe

ssandroidsworkspacescom.example .hellojni.HelloJdnir*swig —java —package com.apres
.swig —outdir src/comsapresssswig jnislnix i

ssandroidsworkspacescom.example .hellojni.Hellodni>_ _I

Figure 4-13. Invoking SWIG on the command line

SWIG parses the Unix.1 interface file and generates the Unix_wrap.c C/C++ wrapper code in the jni
directory plus the UnixJNI. java and Unix.java Java proxy classes in the com.apress.swig package.

Before starting to explore these files, let’s streamline the process. SWIG can be integrated into the
Android build process, instead of being manually executed from the command line.

Integrating SWIG into Android Build Process

In order to integrate SWIG into Android build process, you will define a Makefile fragment.

Android Build System Fragment for SWIG

Using the Project Explorer, right-click the jni directory and choose New » File from the menu.
Using the New File dialog, create a file named my-swig-generate.mk. The contents of this Makefile
fragment are shown in Listing 4-8.

Listing 4-8. Contents of my-swig-generate.mk File

#

# SWIG extension for Android build system.
#

# @author Onur Cinar

#

# Check if the MY_SWIG_PACKAGE is defined
ifndef MY_SWIG_PACKAGE

$(error MY_SWIG PACKAGE is not defined.)
endif

# Replace dots with slashes for the Java directory
MY_SWIG OUTDIR := $(NDK_PROJECT PATH)/src/$(subst .,/,$(MY_SWIG PACKAGE))
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# Default SWIG type is C
ifndef MY_SWIG TYPE

MY_SWIG TYPE := c
endif

# Set SWIG mode
ifeq ($(MY_SWIG TYPE),cxx)
MY _SWIG MODE :=-c++
else
MY_SWIG_MODE :=
endif

# Append SWIG wrapper source files
+= $(foreach MY_SWIG INTERFACE,\
$(MY_SWIG_INTERFACES),\
$(basename $(MY_SWIG_INTERFACE)) wrap.$(MY_SWIG_TYPE))

+= .CXX

$(call host-mkdir,$(MY_SWIG OUTDIR))
swig -java \

$(MY_SWIG_MODE) \

-package $(MY_SWIG_PACKAGE) \
-outdir $(MY_SWIG OUTDIR) \

$<

Integrating SWIG into Android.mk

In order to use this build system fragment, the existing Android.mk file needs to be modified. The
build system fragment requires three new variables to be defined in Android.mk file in order to
operate:

MY_SWIG PACKAGE: Defines the Java package where SWIG will generate the proxy
classes. In your example, this will be the com.apress.swig package.

MY_SWIG_INTERFACES: Lists the SWIG interface file that should be processed. In
your example, this will be the Unix. i file.

MY_SWIG MODE: Instructs SWIG to generate the wrapper code in either C or C++.
In your example, this will be C code.

Using the Project Explorer, expand the jni directory under the project root, and open Android.mk in
editor view. Let’s now define these new variables for the project. The additions to the Android.mk file
are shown in Listing 4-9 as bold.
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Listing 4-9. Defining SWIG Variables in Android.mk file
LOCAL_PATH := $(call my-dir)
include $(CLEAR VARS)

LOCAL_MODULE ~ := hello-jni
LOCAL_SRC_FILES := hello-jni.c

MY_SWIG_PACKAGE := com.apress.swig
MY_SWIG_INTERFACES := Unix.i
MY_SWIG_TYPE := c

include $(LOCAL_PATH)/my-swig-generate.mk

include $(BUILD SHARED LIBRARY)

After defining these new variables, the Androd.mk file includes the my-swig-generate.mk build
system fragment that you defined earlier in this section. The build system fragment first creates the
Java package directory and then invokes SWIG by setting the proper parameters based on these
variables. This should happen before building the shared library since the wrapper code that will
be generated by SWIG should also get compiled into the shared library. The build system fragment
automatically appends the generated wrapper files into the LOCAL_SRC_FILES variable.

Choose Project » Build All from the top menu to rebuild the current project. As shown in Figure 4-14,
the Android NDK build logs indicate that the Unix_wrapper.c wrapper code is getting compiled into
the shared library.

JIT:_\ Problems =] Tasks | Bl Consale 32 | =] Properties 533 LogCat g | 0| |__-':|| PR IR R |
CDT Build Console [com.example.hellojni.Helloni]

89:13:52 **** Incremental Build of configuration Default for project com.example.hellojni.Hellodni ****
sh "C:%Y\android\\android-ndk-ra\\ndk-build™ all F

»

Gdbserver : [arm-linux-androideabi-4.4.3] libs/armeabi/gdbserver
Gdbsetup : libs/armeabi/gdb.setup
Cygwin : Generating dependency file converter script

m

Compile thumb : hello-jni <= hello-jni.c

ompile thumb : hello-jni <= Unix_wrap.c

SharedLibrary : libhello-jni.so

Install ¢ libhello-jni.so =» libs/armeabi/libhello-jni.so

©9:13:57 Build Finished (took 45.539ms) 57
Figure 4-14. Build logs showing the wrapper code getting compiled

Updating the Activity

The getuid function is now properly exposed through the Unix proxy Java class. In order to validate
it, you will be modifying the HelloJni activity to show its return value on the display. Using the
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Project Explorer, expand the src directory and then the com.example.hellojni Java package. Open
HelloJni in editor view, and modify the body of onCreate method as shown in Listing 4-10.

Listing 4-10. Invoking getuid Function from Unix Proxy Class

@0verride
public void onCreate(Bundle savedInstanceState)

{

super.onCreate(savedInstanceState);

TextView tv=new TextView(this);
tv.setText("UID: "+Unix.getuid());
setContentView(tv);

» Run from the top menu bar to launch the application.
4-15, activity will call the getuid function and the result will be displayed on the

4 & 8:30

Figure 4-15. Activity displaying the user ID

As demonstrated with this example, SWIG can automatically generate all of the necessary JNI and
Java code to expose a native function to Java.

Exploring Generated Code

In order to make the native function reachable from Java, SWIG has generated two Java classes and
one C/C++ wrapper:

B Unix_wrap.c: Contains the JNI wrapper functions to handle the type mapping
and to expose the selected native functions to Java. The generated wrapper
function is shown in Listing 4-11.
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Listing 4-11. Generated Wrapper Function for getuid

SWIGEXPORT jlong INICALL Java_com apress swig UnixINI getuid(INIEnv *jenv, jclass jcls)

{
jlong jresult = 0 ;
uid_t result;

(void)jenv;

(void)jcls;

result = (uid_t)getuid();
jresult = (jlong)result;
return jresult;

UnixJNI.java: Intermediary JNI class containing the Java native function
declaration for all functions that are exposed by the wrapper. It is generated
in the com.apress.swig Java package as specified in Android.mk file. The
generated intermediary JNI class is shown in Listing 4-12.

Listing 4-12. Generated Intermediary JNI Class
package com.apress.swig;

public class UnixINI {
public final static native long getuid();

}

Unix.java: Module class containing all methods and global variable getter
and setters. It wraps the calls in the intermediary JNI class to implement static
type checking. You will revisit this subject when you start exploring how SWIG
handles the objects. It is generated in com.apress.swig Java package as well.
The generated module class is shown in Listing 4-13.

Listing 4-13. Generated Module Class
package com.apress.swig;

public class Unix {
public static long getuid() {
return UnixINI.getuid();

}
}

Wrapping C Code

In the previous example, you learned how the functions get exposed through SWIG. In this section,
you will explore how other components get wrapped by SWIG. Note that the components that are
defined in the interface file are merely for SWIG to expose them to Java; they do not get included
into the generated files unless they are also declared in insert preprocessor declaration. SWIG
assumes that all exposed components are defined elsewhere in the code. If the component is not
defined, the build will simply fail during compile-time.
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Global Variables

Although there is no such thing as a Java global variable, SWIG does support global variables.
SWIG generates getter and setter methods in the module class to provide access to native global
variables. In order to expose a global variable to Java, simply add it to the interface file as shown in
Listing 4-14.

Listing 4-14. Interface File Exposing the Counter Global Variable
%module Unix

/* Global counter. */

Getter and Setter Methods for Counter Global Variable

public static void setCounter(int value) {
UnixINI.counter set(value);

}

public static int getCounter() {
return UnixJINI.counter_ get();

}
}

Besides the variables, SWIG also provides support for those constants that are associated with a
value that cannot be altered during runtime.

Constants

Constants can be defined in the interface file either through #define or %constant preprocessor
directives, as shown in Listing 4-16.

Listing 4-16. Interface File Defining Two Constants
%module Unix

/* Constant using define directive. */
#define MAX WIDTH 640
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/* Constant using Z%constant directive. */
%constant int MAX_HEIGHT = 320;

SWIG generates a Java interface called <Module>Constant, and the constants are exposed as static
final variables on that interface, as shown in Listing 4-17.

Listing 4-17. UnixConstants Interface Exposing Two Constants
package com.apress.swig;
public interface UnixConstants {

public final static int MAX WIDTH = UnixINI.MAX WIDTH get();
public final static int MAX HEIGHT = UnixINI.MAX_HEIGHT get();

}

By default SWIG generates runtime constants. The values of the constants are initialized by making
JNI function calls to the native code at runtime. This can be changed by using the %javaconst
preprocessor directive in interface file, as shown in Listing 4-18.

Listing 4-18. Instructions to Generate Compile-time Constant for MAX_WIDTH
%module Unix

/* Constant using define directive. */

%javaconst(1);

#define MAX_WIDTH 640

/* Constant using %constant directive. */

%javaconst(0);

%constant int MAX_HEIGHT = 320;

This preprocessor directive instructs SWIG to generate a compile-time constant for MAX_WIDTH
and a run-time constant for MAX_HEIGHT. The Java constants interface now looks like Listing 4-19.

Listing 4-19. UnixConstants Interface Exposing the Compile-time Constant
package com.apress.swig;
public interface UnixConstants {

public final static int MAX_WIDTH = 640;

public final static int MAX HEIGHT = UnixINI.MAX HEIGHT get();
}

In certain situation you may want to limit the write access on a variable and expose it as read-only
to Java.

Read-Only Variables

SWIG provides the %immutable preprocessor directive to mark a variable as read-only, as shown in
Listing 4-20.
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Listing 4-20. Enabling and Disabling Read-only Mode in the Interface File
%module Unix

/* Enable the read-only mode. */
%immutable;

/* Read-only variable. */
extern int readOnly;

/* Disable the read-only mode. */
smutable;

Setter Method Is Not Generated for the Read-only Variable

public static int getReadOnly() {
return UnixINI.readOnly get();

}

public static void setReadWrite(int value) {
UnixINI.readWrite set(value);

}

public static int getReadWrite() {
return UnixINI.readWrite get();

}
}

Besides the constants and read-only variables, enumerations are also frequently used in
applications. Enumerations are set of named constant values.

Enumerations

SWIG can handle both named and anonymous enumerations. Depending on the developer’s choice
or the target Java version, it can generate enumerations in four different ways.
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Anonymous

Anonymous enumerations can be declared in the interface file, as shown in Listing 4-22.
Listing 4-22. Anonymous Enumeration
%module Unix

/* Anonymous enumeration. */
enum { ONE = 1, TWO = 2, THREE, FOUR };

SWIG generates the final static variables in the <Module>Constants Java interface for each
enumeration, as shown in Listing 4-23. Like the constants, the enumerations are also generated as
run-time enumerations. The %javaconst preprocessor directive can be used to generate compile-
time enumeration.

Listing 4-23. Anonymous Enumeration Exposed Through Constants Interface
package com.apress.swig;
public interface UnixConstants {

édbiic final static int ONE = UnixINI.ONE_get();

public final static int TWO = UnixINI.TWO get();

public final static int THREE = UnixINI.THREE_get();
public final static int FOUR = UnixINI.FOUR get();

Type-Safe

Named enumerations can be declared in interface file, as shown in Listing 4-24. Unlike the
anonymous enumerations, they get exposed to Java as type-safe enumerations.

Listing 4-24. Named Enumeration
%module Unix

/* Named enumeration. */
enum Numbers { ONE = 1, TWO = 2, THREE, FOUR };

SWIG defines a separate class with the enumeration’s name, and the enumeration values are
exposed as final static member fields, as shown in Listing 4-25.

Listing 4-25. Named Enumeration Exposed as a Java Class
package com.apress.swig;
public final class Numbers {

public final static Numbers ONE = new Numbers(
"ONE", UnixINI.ONE get());
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public final static Numbers TWO = new Numbers(

"TWO", UnixINI.TWO get());
public final static Numbers THREE = new Numbers("THREE");
public final static Numbers FOUR = new Numbers("FOUR");

/* Helper methods. */

}...

This type of enumeration allows type checking and it is much safer than the constants based
approach, although it cannot be used in switch statements.

enumtypeunsafe.swg extension, as shown in

Named Enumeration Exposed as Type Unsafe

%include "enumtypeunsafe.swg"

/* Named enumeration. */
enum Numbers { ONE = 1, TWO = 2, THREE, FOUR };

The generated Java class for the enumeration is shown in Listing 4-27. This type of enumerations
can be used in switch statements since they are constants-based.

Listing 4-27. Type Unsafe Enumeration Exposed as a Java Class
package com.apress.swig;

public final class Numbers {
public final static int ONE = UnixJINI.ONE get();
public final static int TWO = UnixINI.TWO get();
public final static int THREE = UnixINI.THREE get();
public final static int FOUR = UnixINI.FOUR get();

}

Java Enumerations

Named enumerations can also be exposed to Java as proper Java enumerations. This type

of enumerations is type checked, and they can also be used in switch statements. Named
enumerations can be marked as Java enumeration exposure by including the enums . swg extension,
as shown in Listing 4-28.
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Listing 4-28. Java Enumeration
%module Unix

/* Java enumeration. */
%include "enums.swg"

/* Named enumeration. */
enum Numbers { ONE = 1, TWO = 2, THREE, FOUR };

The generated Java class is shown in Listing 4-29.
Listing 4-29. Generated Java Enumeration Class
package com.apress.swig;
public enum Numbers {
ONE(UnixINI.ONE get()),
TWO(UnixINI.TWO get()),

THREE,
FOUR;

/* Helper methods. */

}...

Structures are widely used in C/C++ applications. They aggregate a set of named variables into a
single data type.

Structures

Structures are also supported by SWIG, and they can be declared in the interface file, as shown in
Listing 4-30.

Listing 4-30. Point Structure That Is Declared in the Interface File
%module Unix
/* Point structure. */
struct Point {
int x;

int y;
b5

They get wrapped as Java classes with getters and setters for the member variables, as shown in
Listing 4-31.
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Listing 4-31. Generated Point Java Class
package com.apress.swig;

public class Point {
private long swigCPtr;
protected boolean swigCMemOwn;

protected Point(long cPtr, boolean cMemoryOwn) {
swigCMemOwn = cMemoryOwn;
swigCPtr = cPtr;

}

protected static long getCPtr(Point obj) {
return (obj == null) ? 0 : obj.swigCPtr;
}

protected void finalize() {
delete();

}

public synchronized void delete() {
if (swigCPtr ! = 0) {
if (swigCMemOwn) {
swigCMemOwn = false;
UnixINI.delete Point(swigCPtr);
}
swigCPtr = 0;
}
}

public void setX(int value) {
UnixJINI.Point_x_set(swigCPtr, this, value);

}

public int getX() {
return UnixINI.Point x_get(swigCPtr, this);
}

public void setY(int value) {
UnixINI.Point y set(swigCPtr, this, value);

}

public int getY() {
return UnixINI.Point_y get(swigCPtr, this);

}

public Point() {
this(UnixINI.new_Point(), true);
}
}
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Another widely used C/C++ data type is pointers, a memory address whose value refers directly to
value elsewhere in the memory.

Pointers

SWIG also provides support for pointers. As seen in the previous example, SWIG stores the C
pointer of the actual C structure instance in the Java class. SWIG stores the pointers using the long
data type. It manages the life cycle of the C components aligned with the life cycle of the associated
Java class through the use of the finalize method.

Wrapping C++ Code

In the previous section you explored the basics of wrapping C components. Now you will focus on
wrapping the C++ code. First, you need to modify the Android.mk file to instruct SWIG to generate
C++ code. In order to do so, open the Android.mk file in the editor view and set MY_SWIG TYPE
variable to cxx, as shown in Listing 4-32.

Listing 4-32. Android.mk Instructing SWIG to Generate C + Code
MY_SWIG PACKAGE := com.apress.swig
MY_SWIG_INTERFACES := Unix.i

MY_SWIG_TYPE := cxx

SWIG will now generate the wrapper in C++ instead of C code. You have already learned the function
generation, so you’ll now focus on the type of arguments that can be passed to these functions.

Pointers, References, and Values

In C/C++, function can take arguments in many different ways, such as through pointers, references,
or by simply value (see Listing 4-33).

Listing 4-33. Functions with Different Argument Types

/* By pointer. */
void drawByPointer(struct Point* p);

/* By reference */
void drawByReference(struct Pointd p);

/* By value. */
void drawByValue(struct Point p);

In Java there are no such types. SWIG unifies these types together in the wrapper code as object
instance reference, as shown in Listing 4-34.
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Listing 4-34. Unified Methods in Generated Java Class
package com.apress.swig;
public class Unix implements UnixConstants {

public static void drawByPointer(Point p) {
UnixINI.drawByPointer(Point.getCPtr(p), p);

}

public static void drawByReference(Point p) {
UnixINI.drawByReference(Point.getCPtr(p), p);

}

public static void drawByValue(Point p) {
UnixJINI.drawByValue(Point.getCPtr(p), p);
}

Unified Methods Getting Called with the Same Argument Type
Point p;
Unix.drawByPointer(p);
Unix.drawByReference(p);

Unix.drawByValue(p);

The C/C++ programming language allows functions to specify default values for some of their
arguments. When these functions are called by omitting these arguments, the default values are used.

Default Arguments

Although default arguments are not supported by Java, SWIG provides support for functions with
default arguments by generating additional functions for each argument that is defaulted. Functions
with default arguments can be decelerated in the interface file, as shown in Listing 4-36.

Listing 4-36. Function with Default Arguments in the Interface File
%module Unix

/* Function with default arguments. */
void func(int a = 1, int b = 2, int c = 3);

Generated additional functions will be exposed through the module Java class, as shown
in Listing 4-37.
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Listing 4-37. Additional Functions Generated to Support Default Arguments
package com.apress.swig;

public class Unix {

public static void func(int a, int b, int c) {
UnixINI.func_ SWIG o(a, b, c);
}

public static void func(int a, int b) {
UnixINI.func_ SWIG 1(a, b);

}

public static void func(int a) {
UnixINI.func_ SWIG 2(a);
}

public static void func() {
UnixINI.func__ SWIG_3();

}
}

Function overloading allows applications to define multiple functions having the same name but
different arguments.

Overloaded Functions

SWIG easily supports the overloaded functions since Java already provides support for them.
Overloaded functions can be declared in the interface file, as shown in Listing 4-38.

Listing 4-38. Overloaded Functions Declared in the Interface File
%module Unix
/* Overloaded functions. */

void func(double d);
void func(int i);

SWIG exposes the overloaded functions through the module Java class, as shown in Listing 4-39.

Listing 4-39. Overloaded Functions Exposed Through the Module Java Class
package com.apress.swig;

public class Unix {
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public static void func(double d) {
UnixINI.func_ SWIG o(d);

}

public static void func(int i) {
UnixINI.func_ SWIG 1(i);

}
}

SWIG resolves overloaded functions using a disambiguation scheme that ranks and sorts
declarations according to a set of type-precedence rules. Besides the functions and primitive data
types, SWIG can also translate C++ classes.

Class Declaration in the Interface File

class A {
public:

AQ);
A(int value);

“AQ);
void print();

int value;
private:
void reset();

};

SWIG generates the corresponding Java class, as shown in Listing 4-41. The value member
variable is public, and the corresponding getter and setter methods are automatically generated by
SWIG. The reset method does not get exposed to Java since it is declared in private in the class
declaration.

Listing 4-41. G/C++ Exposed to Java
package com.apress.swig;
public class A {

private long swigCPtr;
protected boolean swigCMemOwn;
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protected A(long cPtr, boolean cMemoryOwn) {
swigCMemOwn = cMemoryOwn;
swigCPtr = cPtr;

}

protected static long getCPtr(A obj) {
return (obj == null) ? 0 : obj.swigCPtr;
}

protected void finalize() {
delete();

}

public synchronized void delete() {
if (swigCPtr ! = 0) {
if (swigCMemOwn) {
swigCMemOwn = false;
UnixJINI.delete A(swigCPtr);
}
swigCPtr = 0;
}
}

public A() {
this(UnixINI.new A SWIG 0(), true);

}

public A(int value) {
this(UnixINI.new A SWIG 1(value), true);

}

public void print() {
UnixINI.A print(swigCPtr, this);
}

public void setValue(int value) {
UnixINI.A value set(swigCPtr, this, value);

}

public int getValue() {
return UnixINI.A value get(swigCPtr, this);

}
}

SWIG provides support for inheritance as well. Those classes are wrapped into a hierarchy of
Java classes reflecting the same inheritance relationship. Since Java does not support multiple
inheritance, any C++ class with multiple inheritance will trigger an error during the code generation
phase.
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Exception Handling

In native code, C/C++ functions can throw exceptions or return error codes. SWIG allows developers
to inject exception handling code into the generated wrapper code by using the %exception
preprocessor directive to translate the C/C++ exceptions and error codes into Java exceptions.
Exception handling code can be defined in the interface file, as shown in Listing 4-42. The exception
handling code should be defined before the actual function declaration.

Listing 4-42. Exception Handling Code for getuid Function
/* Exception handling for getuid. */

$action

if (!result) {
jclass clazz = jenv->FindClass("java/lang/OutOfMemoryError");
jenv->ThrowNew(clazz, "Out of Memory");
return $null;

}

getuid function now looks like

Listing 4-43. Wrapper Code with Exception Handling

SWIGEXPORT jlong INICALL Java_com apress swig UnixINI_getuid(INIEnv *jenv, jclass jcls) {
jlong jresult = 0 ;
uid_t result;

(void)jenv;
(void)jcls;
{
result = (uid_t)getuid();
if (!result) {
jclass clazz = jenv->FindClass("java/lang/OutOfMemoryError™);
jenv-» ThrowNew(clazz, "Out of Memory");
return 03
}

}
jresult = (jlong)result;

return jresult;

}

The generated Java code did not change since the code is throwing a run-time exception. If a
checked exception is thrown, SWIG can be instructed through the %javaexception preprocessor
directive to reflect that accordingly to the generated Java methods, as shown in Listing 4-44.
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Listing 4-44. Instructing SWIG That a Checked Exception May Be Thrown

/* Exception handling for getuid. */
%javaexception("java.lang.IllegalAccessException") getuid {
$action
if (!result) {
jclass clazz = jenv->FindClass("java/lang/IllegalAccessException”);
jenv->ThrowNew(clazz, "Illegal Access");
return $null;

}
}

The generated Java method signature now reflects the checked exception that may be thrown, as
shown in Listing 4-45.

Listing 4-45. Java Class Reflecting the Thrown Exception

package com.apress.swig;

public class Unix {
public static long getuid() throws java.lang.IllegalAccessException {
return UnixINI.getuid();

}
}

Memory Management

Each proxy class that is generated by SWIG contains an ownership flag called swigCMemOwn. This
flag specifies who is responsible for cleaning up the underlying C/C++ component. If the proxy
class owns the underlying component, the memory will get freed by the finalize method of the Java
class when it gets garbage collected. Memory can be freed without waiting for the garbage collector
by simply invoking the delete method of the Java class. During runtime the Java class can be
instructed to release or take ownership of the underlying C/C++ component’s memory through the
swigReleaseOwnership and swigTakeOwnership methods.

Calling Java from Native Code

Until this point you have always called from Java to C/C++ code. In certain cases, you may need
to call from C/C++ code back to Java code as well, such as for callbacks. SWIG does also provide
support calling from C/C++ code to Java by the use of virtual methods.

Asynchronous Communication

In order to demonstrate the flow, you will convert the getuid function call to an asynchronous mode
by wrapping it in a C/C++ class and returning its result through a callback. For this experiment, you
can place the class declaration and definition into the SWIG interface file, as shown in Listing 4-46.
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Listing 4-46. Declaration and Definition of AsyncUidProvider Class

%module Unix

7
/* Asynchornous user ID provider. */
class AsyncUidProvider {
public:
AsyncUidProvider() {

virtual ~AsyncUidProvider() {
}

void get() {
onUid(getuid());

virtual void onUid(uid t uid) {
}

public:
AsyncUidProvider();
virtual~AsyncUidProvider();

void get();
virtual void onUid(uid_t uid);

};

Enabling Directors

SWIG provides support for cross language polymorphism using directors feature. The directors
feature is disabled by default. In order to enable it, the %module preprocessor directive should be
modified to include the directors flag. After enabling the directors extension, the feature should be
applied to AsyncUidProvider class using the %feature preprocessor directive. Both changes are
shown in Listing 4-47.

Listing 4-47. Enabling Directors Extension and Applying the Feature

/* Module name is Unix. */
%module(directors=1) Unix

/* Enable directors for AsyncUidProvider. */
%feature("director") AsyncUidProvider;

In order to bridge calls from C/C++ code to Java, the directors extension relies on Run-Time Type
Information (RTTI) feature of the compiler.
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Enabling RTTI

By default, RTTI is turned off on Android NDK build system. In order to enable it, modify the
Android.mk file as shown in Listing 4-48.

Listing 4-48. Enabling RTTI in Android.mk File

# Enable RTTI
LOCAL_CPP_FEATURES+= rtti

The native code portion is now ready. Choose Project » Build All from the top menu to rebuild the
current project.

Overriding the Callback Method

On the Java side, you need to extend the exposed AsyncUidProvider class and override the onUid
method to receive the result of the getuid function call, as shown in Listing 4-49.

Listing 4-49. Extending the AsyncUidProvider in Java
package com.example.hellojni;

import android.widget.TextView;

import com.apress.swig.AsyncUidProvider;

public class UidHandler extends AsyncUidProvider {
private final TextView textView;

UidHandler(TextView textView) {
this.textView = textView;

}

@0verride
public void onUid(long uid) {
textView.setText("UID: "+uid);

}
}

Updating the HelloJni Activity

As the last step, the HelloJni activity needs to be modified to use the UidHandler class. The
modified content of onCreate method is shown in Listing 4-50.
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Listing 4-50. Modified onCreate Method Using the New UidHandler

@0verride
public void onCreate(Bundle savedInstanceState)

{

TextView tv = new TextView(this);
setContentView(tv);

UidHandler uidHandler = new UidHandler(tv);
uidHandler.get();

New > File from the top menu to launch the application. Upon invoking the
AsnycUidProvider, the C/C++ code will call back to Java with the result of the
function call and it will get displayed.

be found in SWIG Documentation at http://swig.org/Doc2.0/index.html. You will be using SWIG
often in the next chapters, and you will continue exploring the other unique features offered.
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Chapter

Logging, Debugging,
and Troubleshooting

In previous chapters, you explored the Android NDK build system and how to connect the native code
to the Java application using the JNI technology. Needless to say, learning application development
on a new platform involves much experimentation; it takes time to get things right. It is vital to gain the
troubleshooting skills pertaining to Android platform before starting to experiment with the native APIs
offered, as it can catalyze the learning phase greatly by helping you to spot problems quickly. Your
existing troubleshooting skills may not directly apply since the development and execution of Android
applications happens on two different machines. In this chapter you will explore logging, debugging,
and troubleshooting tools and techniques including:

An introduction to Android Logging framework

Debugging native code through Eclipse and command line
Analyzing stack traces from crashes

Using CheckJNI mode to spot problems earlier
Troubleshooting memory issues using libc and Valgrind

Using strace to monitor native code execution

Logging

Logging is the most important part of troubleshooting, but it is tricky to achieve, especially on mobile
platforms where the development and the execution of the application happen on two different
machines. Android has an extensive logging framework that promotes system-wide centralized
logging of information from both the Android system itself and the applications. A set of user-level
applications is also provided to view and filter these logs, such as the logcat and Dalvik Debug
Monitor Server (DDMS) tools.

127
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Framework

The Android logging framework is implemented as a kernel module known as the logger. The
amount of information being logged on the platform at any given time makes the viewing and
analysis of these log messages very difficult. In order to simplify this procedure, the Android logging
framework groups the log messages into four separate log buffers:

Main: Main application log messages

Events: System events

Radio: Radio-related log messages

System: Low-level system debug messages for debugging

/dev/log system directory. Since input

provides a set of API calls to allow both Java and the native code to easily send log messages to
the logger kernel module. The logging API for the native code is exposed through the android/log.h
header file. In order to use the logging functions, native code should include this header file first.

#include <android/log.h>

In addition to including the proper header file, the Android.mk file needs to be modified dynamically
to link the native module with the log library. This is achieved through the use LOCAL_LDLIBS build
system variable, as shown in Listing 5-1. This build system variable must be placed before the
include statement for the shared library build fragment; otherwise, it will not have any affect.

Listing 5-1. Dynamically Linking the Native Module with Log Library
LOCAL_MODULE := hello-jni
LOCAL_LDLIBS += -1llog

include $(BUILD SHARED LIBRARY)
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Log Message
Each log entry that is dispatched to the logger module through the logging APIs has the following

fields:

Priority: Can be verbose, debug, info, warning, error, or fatal to indicate the
severity of the log message. Supported log priority levels are declared in the
android/log.h header file, as shown in Listing 5-2.

Listing 5-2. Supported Log Priority Levels
typedef enum android_LogPriority {

ANDROID LOG_VERBOSE,
ANDROID_LOG_DEBUG,
ANDROID_LOG_INFO,
ANDROID_LOG_WARN,
ANDROID_LOG_ERROR,
ANDROID_LOG_FATAL,

} android LogPriority;

Tag: Identifies the component that emits the log message. The logcat and
DDMS tools can filter the log messages based on this tag value. The tag value is
expected to be reasonably small.

Message: Text payload carrying the actual log message. The newline character
gets automatically appended to each log message. Since the circular log buffers
are pretty small, it is strongly recommended that the applications keep the size
of log message at a reasonable level.

Logging Functions

The android/log.h header file also declares a set of functions for the native code to emit log
messages.

__android_log write: Can be used to emit a simple string as a log message. It
takes log priority, log tag, and a log message, as shown in Listing 5-3.

Listing 5-3. Logging a Simple Message

__android_log_write(ANDROID_LOG_WARN, "hello-jni", "Warning log.");
__android_log_print: Can be used to emit a formatted string as a log message.
It takes log priority, log tag, string format, and variable numbers of other

parameters as specified in the format, as shown in Listing 5-4. For the syntax of
the format string, please refer to ANSI C printf documentation.
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Listing 5-4. Logging a Formatted Message

__android_log print(ANDROID_LOG_ERROR, "hello-jni",
"Failed with errno %d", errno);

__android_log_vprint: It behaves exactly as the __android_log print
function except the additional parameters are passed as a va_list instead of
a succession of parameters. This is very useful if you are planning to call the
logging function with variable number of parameters that are passed to the
current function, as shown in Listing 5-5.

Listing 5-5. Logging a Message by Using the Variable Number of Parameters That Are Passed In

void log verbose(const char* format, ...)

{

va_list args;
va_start(args, format);
__android_log_vprint(ANDROID_LOG_VERBOSE, "hello-jni", format, args);
va_end(args);
}

void example()

log verbose("Errno is now %d", errno);

android log assert: Can be used to log assertion failures. Compared to other

Egging functions, it does not take a log priority and always emits logs as fatal,
as shown in Listing 5-6. If a debugger is attached, it also SIGTRAP’s the current
process to enable further inspection through the debugger.

Listing 5-6. Logging an Assertion Failure

if (0 != errno)
{
__android log assert("o != errno", "hello-jni",
"There is an error.");

Controlled Logging

Like their Java counterparts, the native logging APIs only let you emit log messages to the logger
kernel module. In real life, you would neither use asserts nor log at the same granularity in your
release and debug builds. Unfortunately, the Android logging API does not provide any capability to
suppress log messages based on their priorities. It is not as advanced as other logging frameworks
such as Log4dJ or Log4dCXX. The Android logging framework assumes that you will somehow take
out the unnecessary logging calls from your release builds. Although this can very easily be done in

Java applications by relying on Proguard, there is no easy recipe for the native code.
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Log Wrapper

This section will introduce a preprocessor based solution to this problem. To see it in action, you will
modify the hello-jni native project that you imported earlier. Open Eclipse and, using the Project
Explorer, right-click on the jni sub-directory. From the context menu, choose New Header File to
launch the New Header File dialog. Set the header file name as my_log.h, and click the Finish button
to proceed. The content of the my_log.h header file is shown in Listing 5-7.

Listing 5-7. The Content of my_log.h Header File

#pragma once

/**

* Basic logging framework for NDK.
*

* @author Onur Cinar

*/

#include <android/log.h>

#define MY_LOG_LEVEL VERBOSE 1
#define MY_LOG_LEVEL DEBUG 2
#define MY_LOG_LEVEL INFO 3
#define MY_LOG_LEVEL WARNING 4
#define MY_LOG_LEVEL ERROR 5
#define MY_LOG_LEVEL FATAL 6
#define MY_LOG_LEVEL SILENT 7

#ifndef MY _LOG TAG
#  define MY_LOG TAG _ FILE _
#endif

#ifndef MY _LOG_LEVEL
#  define MY_LOG LEVEL MY _LOG LEVEL VERBOSE
#endif

#define MY_LOG_NOOP (void) 0

#define MY _LOG PRINT(level,fmt,...) \
__android_log print(level, MY_LOG TAG, "(%s:%u) %s: " fmt, \
CFILE , LINE_, _ PRETTY FUNCTION , ## VA ARGS_ )

#if MY_LOG_LEVEL_VERBOSE >= MY_LOG_LEVEL

#  define MY_LOG VERBOSE(fmt,...) \
MY_LOG_PRINT(ANDROID LOG VERBOSE, fmt, ## VA ARGS )

#else

# define MY_LOG_VERBOSE(...) MY_LOG_NOOP

#endif

#if MY_LOG_LEVEL DEBUG >= MY LOG_LEVEL
# define MY_LOG DEBUG(fmt,...) \
MY_LOG_PRINT(ANDROID LOG DEBUG, fmt, ## VA ARGS )
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#else
#  define MY_LOG DEBUG(...) MY _LOG NOOP
#endif

#if MY_LOG_LEVEL_INFO >= MY_LOG_LEVEL
#  define MY_LOG_INFO(fmt,...) \
MY_LOG_PRINT(ANDROID LOG_INFO, fmt, ## VA ARGS )
#else
#  define MY_LOG_INFO(...) MY_LOG_NOOP
#endif

#if MY _LOG_LEVEL WARNING >= MY_LOG_LEVEL
#  define MY_LOG WARNING(fmt,...) \
MY_LOG_PRINT(ANDROID LOG WARN, fmt, ## VA ARGS )

MY_LOG_PRINT(ANDROID LOG ERROR, fmt, ## VA ARGS )

#  define MY_LOG_FATAL(fmt,...) \
MY_LOG_PRINT(ANDROID LOG FATAL, fmt, ## VA ARGS )

#else

#  define MY_LOG FATAL(...) MY_LOG_NOOP

#endif

#if MY_LOG_LEVEL FATAL >= MY_LOG_LEVEL
#  define MY_LOG_ASSERT(expression, fmt, ...) \
if (!(expression)) \

{\
__android_log_assert(#expression, MY _LOG TAG, \
fmt, ## VA ARGS_); \
}
#else
#  define MY_LOG_ASSERT(...) MY_LOG_NOOP
#tendif

Through a set of preprocessor directives, the my log.h header file defines a basic logging framework
for native code. These preprocessor directives wrap the Android logging functions and allow them to
be toggled during the compile time.
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Adding Logging

You can now add logging statements into the native code. Using the Project Explorer, double-click
the hello-jni.c source file to open it in the Editor view. In order to use the basic logging framework,
the my_log.h header file needs to be included first. There is no need to include the android/log.h
anymore, since it is already included through my log.h.

#include "my_log.h"

You can now add the logging statements into the native function, as shown in Listing 5-8.
Listing 5-8. Adding Logging Statements into Native Function

jstring

Java_com_example hellojni HelloJni_stringFromINI( INIEnv* env,
jobject thiz )

{ MY_LOG_VERBOSE("The stringFromINI is called.");
MY_LOG_DEBUG("env=%p thiz=%p", env, thiz);
MY_LOG_ASSERT(0 !'= env, "INIEnv cannot be NULL.");
MY_LOG_INFO("Returning a new string.");
return (*env)->NewStringUTF(env, "Hello from INI !");

}

Updating Android.mk

You can now update the Android.mk file to tune the basic logging framework. Using the Project
Explorer, double-click on the Android.mk source file to open it in the Editor view.

Log Tag

As mentioned, each log message contains a log tag identifying the component that is emitting the log
message. The log tag for the module can be defined in the Android.mk file, as shown in Listing 5-9.

Listing 5-9. Defining the Log Tag Through MY _LOG_TAG Build Variable
LOCAL_MODULE := hello-jni

# Define the log tag
MY_LOG _TAG := \"hello-jni\"

www.it-ebooks.info


http://www.it-ebooks.info/

134 CHAPTER 5: Logging, Debugging, and Troubleshooting

Log Level

The main advantage of the basic logging framework is the ability to define a log level. As you would
not log at the same granularity in your release and debug builds, the Android.mk file can be modified
to define different log levels for debug and release builds, as shown in Listing 5-10.

Listing 5-10. Defining the Default Logging Levels
LOCAL_MODULE := hello-jni

# Define the log tag
MY_LOG_TAG := \"hello-jni\"

MY_LOG_LEVEL := MY_LOG_LEVEL_ERROR

MY_LOG_LEVEL := MY_LOG_LEVEL_VERBOSE

APP_OPTIM build system variable indicates whether the build type
APP_OPTIM, the value of MY_LOG_LEVEL can be set to the

Applying the Logging Configuration

Upon defining the MY_LOG_TAG and MY_LOG_LEVEL build system variables, the logging system
configuration can be applied to the module, as shown in Listing 5-11.

Listing 5-11. Applying the Logging Configuration to the Module
LOCAL_MODULE := hello-jni

# Define the log tag
MY_LOG TAG := hello-jni

# Define the default logging level based build type
ifeq ($(APP_OPTIM),release)
MY_LOG_LEVEL := MY LOG_LEVEL ERROR
else
MY_LOG_LEVEL := MY_LOG_LEVEL VERBOSE
endif

# Appending the compiler flags
LOCAL_CFLAGS += -DMY_LOG_TAG=$(MY_LOG_TAG)
LOCAL_CFLAGS += -DMY_LOG_LEVEL=$(MY_LOG_LEVEL)

# Dynamically linking with the log library
LOCAL_LDLIBS += -llog
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Observing Log Messages Through Logcat

Upon executing the hello-jni application, the log messages can be observed through the Logcat
view, as shown in Figure 5-1.

[Z Problems = Tasks [l Console =] Properties 33 =[]

L | Time |PID__| TID__| Application | Tag | Text

v 08-08 05:16:0... 899 893 com. example. . .. hello—-jni {jni/hello-jni.c:32) Java_com example hellojn
NI: The stringFromJNI is called.

D 08-08 05:16:0... 899 EEE] com.example. ... hello-jni {jni/hello-jni_c:34) Java_com example_hellojn
NI: env=0xfZc0 thiz=0x4134b&l8

I 08-08 05:16:0... 899 893 com. example. . .. hello—jni {jni/hello-jni.c:38) Java_com example hellojn
NI: Beturning & nmew string.

a bl

Figure 5-1. Log messages from the native code

Console Logging

When integrating third party libraries and legacy modules into an Android application project,
changing their logging mechanism to Android-specific logging may not be possible. Most logging
mechanisms either log messages to a file or directly to the console.

The console file descriptors, STDOUT and STDERR, are not visible by default on the Android platform.
To redirect these log messages to the Android system log, open a command prompt or a Terminal
window and execute the ADB commands shown in Listing 5-12.

Listing 5-12. Redirecting Console Log to Android System Log
adb shell stop

adb shell setprop log.redirect-stdio true

adb shell start

Upon restarting the application, the console log messages will be visible through the Logcat view, as
shown in Figure 5-2.

[Z: Problems =] Tasks ] Console =] Properties &5 =[]
|std verbose LI HE D &
L_ | Time [pip |TiD ] ication | Tag | Text
D 08-08 05:52:2__. 25352 2582 dalvikvm Joining stdio converter. ..

D 08-08 05:5Z2:Z. Zglz Zglz dalvikvm Joining stdic converter...

I 08-08 05:52:Z. 2823 2830 com_example _hellojni stdout Logging to STDOUT descriptor.

I 08-08 05:52:Z. 2823 2830 com_example _hellojni stderr Logging to STDERR descriptor.

< I D]

Figure 5-2. Log messages re-directed from STDOUT and STDERR descriptors
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The system retains this setting until the device reboots. If you want to make these settings the
default, add them to the /data/local.prop file on the device or emulator.

Debugging

Logging allows you to output messages from a running application, exposing its current state. When
troubleshooting problems, the granularity of the log messages from the concerned portion of the
code may not be sufficient. New log messages can be implanted into the code to expose more
information about its current state but this simply slows down the troubleshooting process. Using
a debugger to properly observe the application state is the most convenient way of troubleshooting.
Android NDK supports debugging of native code through the GNU Debugger (GDB).

Native code should be compiled either through ndk-build command from the
command line, or through the Eclipse IDE using Android Development Tools.
The NDK build system generates a set of files during the build process to remote
debugging possible.

The application should be set as debuggable in its AndroidManifest.xml file
through the android:debuggable attribute of the application tag, as shown in
Listing 5-13.

Listing 5-13. Declaring the Application as Debuggable

<?xml version="1.0" encoding="utf-8"?>
<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="com.example.hellojni"

android:versionCode="1
android:versionName="1.0">

<application android:label="@string/app_name"
android:debuggable="true"»
</application>
</manifest>

The device or the emulator should be running Android version 2.2 or higher.
Native code debugging is not supported in earlier versions.

The ndk-gdb script handles many of the error conditions and outputs informative error messages to
let you know if any of these conditions have not been met.
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Debug Session Setup

The ndk-gdb script that takes care of setting up the debug session on behalf of the developer but
knows the sequence of events happening during the debug session setup, which is very beneficial to
understanding the caveats of debugging native code on Android. The complete sequence of events
during the debug session setup is shown in Figure 5-3.

NDK GDB GDB
am | [0 ][] [

| | | 1
d I I 1
| | I
tart Applicati P ——start Application—] | |
| | 1
| ork Applicatic ‘;I
Wait 2 seconds. | |
| | Application is now
| | i
T tart GDB Server and Attach to the Hello-INI Applicati > running.
|
Map Depug Port > Attach———
1
opy Binaries for Debuggi |
I
<— — = = -App Process and Shared Libraries— — — <
|
——S5tart Dy
Debug Session )
Debug € ds over Debug Port——————p
T ]
| I
I<-Debugging Stopped- —- | I
| | 1
T | | I
| | | 1

Figure 5-3. Debug session setup sequence diagram

The ndk-gdb script launches the target application by using the application manager through ADB.
The application manager simply relays the request to Zygote process.

Zygote, also known as the “app process,” is one of the core processes started when the Android system
boots. lts role within the Android platform is to start the Dalvik virtual machine and initialize all core
Android services. As a mobile operating system, Android needs to keep the startup time of applications
as small as possible in order to provide a highly responsive user experience. In order to achieve that,
instead of starting a new process from scratch for the applications, Zygote simply relies on forking. In
computing, forking is the operation to clone an existing process. The new process has an exact copy of
all memory segments of the parent process, although both processes execute independently.

At this point in time, the application is started and is executing code. As you may have noticed, the
debug session is not established yet at this point.

Note Due to the way Zygote works, the GDB cannot start the application, but it can simply attach to
an already running application process. If you want to prevent your application from executing code
prior to when GDB attaches, you need to use the Java Debugger to set a breakpoint at a proper position
in the code.
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Upon obtaining the process ID of the application, the ndk-gdb script starts the GDB Server on
Android and has it attach to the running application. The ndk-gdb script configures port forwarding
using ADB to make the GDB Server accessible from the host machine. Later, it copies the binaries
for Zygote and the shared libraries to the host machine prior starting the GDB Client. After the
binaries are copied, the ndk-gdb script starts the GDB Client and the debug session becomes active.
After this point, you can start debugging the application.

Setting up the Example for Debugging

In order to see the native code debugging in action, you will be using the hello-jni sample project.
To simplify the debug process, you will make a slight change in the HelloJni activity’s onCreate
HelloJni activity in the Editor View, as described earlier. Modify
onCreate method as shown in Listing 5-14.

Modified onCreate Method to Delay the Native Call

super.onCreate(savedInstanceState);

Button button = new Button(this);
button.setText("Call Native");
button.setOnClickListener(new OnClickListener() {
public void onClick(View button) {
((Button) button).setText(stringFromINI());
}

1

setContentView(button);
}

From the menu bar, choose Source » Organize Imports to get Eclipse to add the necessary
import statements to the source file. For the OnClickListener class, Eclipse will propose more than
one alternative to import. Select android.view.View.0OnClickListener and proceed. The modified
onCreate method places a button to the display. Clicking that button will initiate the native call. This
will let you to make sure that the native call is initiated after the debug session is properly set up.

Starting the Debugger

Debugging of native code can be done through both the command line and from within Eclipse. This
section will demonstrate both methods.

Fix for Windows Users

On Windows platform, there is a known bug in the Android NDK that prevents the GDB from locating
the binaries properly. The ndk-gdb script configures the GDB Client using a GDB script file. On the
Windows platform, this script file gets generated with extra carriage returns, causing this issue.
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In order to fix it, using Eclipse, open the <ANDROID NDK_HOME>/ndk-gdb script in the Editor view. Go to
the end of the file, and add fix as shown in Listing 5-15.

Listing 5-15. Fixing the GDB Setup Script Generation

# Fix the line endings.
sed -i 's/\r\rx//' 'native_path $GDBSETUP'

$GDBCLIENT -x 'native path $GDBSETUP'

Using Eclipse

Like running applications, Eclipse requires having a debug configuration defined in order establish a
debug session.

1. From the menu bar, choose Run » Debug Configurations to launch the
Debug Configurations dialog, as shown in Figure 5-4.

= Debug Configurations [ x|
Create, manage, and run configurations "
Android Native Application

LY
._‘T ' E2S | = :".=:4> - Configure launch settings from this dialog:
H'e filter text ,_‘,’ - Press the "New” button to create a configuration of the selected type.
BT Android Application |:=| - Press the 'Duplicate’ button to copy the selected configuration.

-] .example_hellojni.HelloJni
a l::om © oirt ¥ - Press the 'Delete’ button to remove the selected configuration.

G Android Native Application

:{=:‘> - Press the 'Fiter’ button to configure filtering options.

..... [€] C/C++ Attach to Application - Edit or view an existing configuration by selecting it.

----- E C/C++ Postmortem Debugger
""" [€] C/C++ Remote Application Configure launch perspective settings from the 'Perspectives’ preference
page.

Figure 5-4. New Android native application configuration

2. From the right panel, select Android Native Application.
3. Click the new configuration icon on the dialog toolbar.

4. As shown in Figure 5-5, using the right panel, use the Browse button to
select the current project.
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Create. manage. and run configurations
Android Native Application
CExXx|BEp- Name: [HelloJni Debug
h'Pe filter text Debugger\l Ee Sou'::e\l =] anmn}
E-{T] Android Application r Project:
CI com_example _hellojni_HelloJn Im e hellojni_HelloJri Browse.__ |
-~ J5 Android JUnit Test
&3] Android Native Application ~ Launch Action:
@ Launch Default Activity
--[E] C/C++ Application
O Launch: -
-[£] C/C++ Attach to Application =
E C/C++ Postmortem Debugger € Do Nothing
-] C/AC++ Remote Application
-4 Eclipse Application

Defining the native debug configuration

5. Click the Apply button to store the debug configuration.

6. Close the debug configurations dialog and go back to Eclipse workbench.

1. Open up the hello-jni.c source file in Editor view, as described earlier.

2. Go into the native function, and right-click on the marker area, the left border
of the Editor view.

3. As shown in Figure 5-6, choose from the context menu to place a breakpoint.
A blue point will be placed on the marker bar indicating the breakpoint.

[£ hello-jni.c 23 | [J] Hellolnijava

@ ~ Copyright (C) 2009 The Andimoid Open Source Project|)
12 Hinchude. <string.h>
12 Hinchude. <inih>

@ /* This iz a trivial JNI example where we use a native method]
= jstring
Java_com_example_hellojni_HelloJni_stringFromJNI{ JHNIEnv” env,
jobject thiz )

gllo froym JNI 17
Enable Breakpoint Shift+Double Click
Breakpoint Properties... Ctid+Double Click
Breakpoint Types 4

Figure 5-6. Toggle breakpoint
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Tip Using the same context menu, you can also place a conditional breakpoint as well as enable and

disable existing breakpoints.

4. Now that the breakpoint is placed, using the top menu bar, choose Run »

Debug Configurations to launch the Debug Configurations dialog.
5. Select the debug configuration that you defined earlier.

6. Click the Debug button.

7. Eclipse supports different perspectives, workbench layouts, for different tasks.
Upon clicking the Debug button, Eclipse will ask you if you would like to switch
to the Debug perspective, as shown in Figure 5-7. Click Yes to proceed.

= Confirm Perspective Switch [ x|
@% This kind of launch is configured to open the Debug perspective when it
'-\_. _/-' suspends_
This Debug perspective is desi ito supp lication debugging. It
incorporates views for displaying the debug stack. variables and breakpoint
management .
Do you want to open this perspective now?
[ Remember my decision
No

Figure 5-7. Switching to the debug perspective

8. Using the Android device or the emulator, click the Call Native button to

invoke the native function.

As soon as the native code hits the breakpoint, the application will stop and give the control to the

debugger, as shown in Figure 5-8.
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Fle Edit Refactor Source MNavigale Search Project Run  Window Help

jobject thiz )

i
) retum ("env)}->NewStringUTFenv. "Hello from JNI I™);

[ b ]
&0 LogCat 33 = B8 Bl Cons.. 32 = Tasks Prob... Exec Mem...
~ |L..L:,l_l_\”a|=rE_l

[Search for messases. Acoepts 3 [verbose -] B [0 & Hellon Debug [Andnid Naiive Appication)

— gralloc. golcllshso No =uch file orciredory
LI Time I PID I TiD I Application ‘I Error while mapping shared library sections:
I 08-05% 22:11:4._. &3 278 system process gralloc_default.=o0: No such file or directory.

{nc debugging swi:lolsfmnd]_ .

D 08-09 23:11:4... 160 165 com.android.phe GDBﬂl blzﬁlleltlzftl:;ﬂl } } Ilrkerlhl initializers

0E-05 23:1l:d... B3 B3 system process and track explicitly loaded dynamic code
waming: shared library handler failed to endjle breakpoint
hd [Switching to Thread 690]
e

K

| writable | Smart tnsent | 31:2

K I

i OB BRIV BREIH-0-Q-[Nk EBN2RBT  |[®®-
[ 4L -5l-ta~ - [Quick Access & | &' Java R C/Cer [35 Debug
%5 Debug 33 % &t | i ¥ =8 (4= Variables 33 Breakpoints iiii Registers =) Modules = O
- % @ | X % <
Name | Type | Value A|
of® Thread [1] 690 (Suspended : Breakpoint) » env JNIEnv = O 2c0 -
. | .
: = x407d3c74 - —
1 — | el On
[£] hello-jnic 2 [J] Hellolnijava = 0 5= Outline §3 = 8
u B a A W W e -
@ /* This is a trivial JNI example where we use a native method[] _I = lz}’i\ w #
= jstring string h
.Iava_mm_mam)le_l‘elloiri_l-hllml_i_dﬁngﬁmnl"l( JNIEnw* env. 44 Jnih

- @ Java_com_example_hell

|

= 8

B

o

Figure 5-8. Eclipse debug perspective in action

The debug perspective gives you a full snapshot of the native code’s current state. On the top left,

the Debug view shows the list of running threads and the function that they are currently running.

On the top right corner, the Variables view gives you access to the native variables and lets you to
inspect their current values. In the center area, the native source code is shown in the Editor view,

and an arrow is shown on the marker bar next to the line that will be executed next. As shown in

Figure 5-9, using the debug toolbar, you can control the execution of the application.

Help
| BN RS |

Figure 5-9. Debug toolbar

The following actions are provided through the debug toolbar:
Skip All Breakpoints: Allows you to disable all breakpoints.

Resume: Resumes the execution of the native code until the next breakpoint.
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Suspend: Suspends the execution of native code by sending the SIGINT
interrupt signal to the process, which allows you to investigate the current state
of the native code.

Step Into: Follows the next native call by going into it.
Step Over: Executes the next native call and then stops.
Step Return: Executes until the native function returns.

Terminate: Terminates the debug session.

Debugging of native applications is not only possible through Eclipse. The same level of debugging
functionality can also be achieved through the command line as well.

The Command Line

Native code can be debugged using the ndk-gdb script from the command line. Currently the
ndk-gdb script requires a UNIX shell to run. On the Windows platform, you will use Cygwin instead
of the command prompt for debugging. First, open Cygwin or the Terminal window, based on your
platform. You will use the hello-jni sample project for this experiment.

1.

o~ w0 Db

Make sure that Eclipse is no longer running in order to prevent any conflicts.
Change the current directory to the hello-jni project directory.

Delete any leftover files from the Eclipse by issuing rm -rf bin obj libs.
Compile the native module by issuing ndk-build on the command line.

In order to compile and package the application from command line, make
sure that the ANT build script build.xml file exists in project directory. If this
is the first time you are building this project from the command line, issue
android update project -p to generate the necessary build files. If you are
using Cygwin, use android.bat instead of android.

Compile and package the project in debug mode by issuing ant debug on the
command line.

Deploy the application to the device or the emulator by issuing ant installd
on the command line.

By default, the ndk-gdb script searches for an already running application
process; however, you can use the --start or --launch=<activity>
arguments to automatically start the application before the debugging
session. Start the debugging session by issuing ndk-gdb --start from the
command. When GDB successfully attaches to the hello-jni application,
it will show the GDB prompt.

Add a breakpoint to the hello-jni.c souce file at line 30 by issuing b
hello-jni.c:30 on the GDB prompt.

www.it-ebooks.info


http://www.it-ebooks.info/

144 CHAPTER 5: Logging, Debugging, and Troubleshooting

10. Now that the breakpoint is defined, issue c on the GDB prompt to continue
the execution of the native application.

11. Using the Android device or emulator, click the Native Call button to invoke
the native function.

Note It is normal to see a long list of error messages saying that GDB cannot be able locate various
system library files. You can safely ignore these messages since symbol/debug versions of these
libraries are not available.

5-10.

warning: Unable to find dynamic lTinker breakpoint function. _:J
GDB will be unable to debug shared Tibrary initializers

and track explicitly loaded dynamic code.

warning: shared library handler failed to enable breakpoint

({adb) b hello-jni.c:30

Breakpoint 1 at Ox474d0c38: file jni/hello-jni.c, Tine 30.

(gdb) c_

Continuing.

[New Thread 787]

[switching to Thread 787]

Breakpoint 1, Java_com_example_hellojni_Hellodni_stringFromINI (env=0xf2c0,
thiz=0x413476b8) at jni/hello-jni.c:30

30 return (*env)-=NewStringUTF(env, "Hello from INI 1™);
Cadb) | -

Figure 5-10. Command line debug session

Useful GDB Commands

Here is a list of useful GDB commands that you can use through the GDB prompt to debug the
native code:

break <where>: Places a breakpoint to the location specified. The location can
be a function name, or a file name and a line number such as file.c:10.

enable/disable/delete <#>: Enables, disables, or deletes the breakpoint with
the given number.

clear: Clears all breakpoints.

next: Goes to the next instruction.

continue: Continues execution of the native code.
backtrace: Shows the call stack.

backtrace full: Shows the call stack including the local variables in each frame.
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print <what>: Prints the content of the variable, expression, memory address, or
register.

display <what>: Same as the print, but continues printing the value after each
step instruction.

what is <variable>: Shows the type of the variable.
info threads: Lists all running threads.

thread <thread>: Operates on the selected thread.
help: Help screen to get a list of all commands.

quit: Terminates the debug session.

Note The debugged application will be stopped when quitting the GDB prompt. This is a known
limitation.

For more information on GDB, please check the GDB documentation at
www.gnu.org/software/gdb/documentation/.

Troubleshooting

During the development phase, logging allows you to decide and expose the information about the
application’s state that will be beneficial in solving problems later. Debugging comes into play when
the information exposed through logging is simply not enough, but you have an idea of where the
problem could be. When you are facing the unexpected, troubleshooting skills becomes a life saver.
Knowing the right tools and techniques enables you to rapidly resolve problems. In this section, you
will briefly explore some of them.

Stack Trace Analysis

In order to observe stack trace analysis in action, you will implant a bug into the hello-jni sample
application that will cause a crash. Using Eclipse, open up the hello-jni.c source file. Modify the
content of the native function as shown in Listing 5-16.

Listing 5-16. Bug Injected into the Native Function

static jstring funci( INIEnv* env )

{

/* BUG BEGIN */

env = 0;

/* BUG END */

return (*env)->NewStringUTF(env, "Hello from INI !");
}
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jstring

Java_com_example_hellojni HelloJni_stringFromINI( INIEnv* env,
jobject thiz )

{

}

return funci(env);

By setting the value of the INIEnv interface pointer to zero, you will trigger the crash. Now build and run
the application. When the application starts, click the Call Native method to invoke the native function.
The application will crash, and a stack trace will be displayed in logcat, as shown in Figure 5-11.

F_f'hbc 4

5268): Fata'l 51gna'| 11 (SIGSEGV) at DIDUODODOO (cnde=1) ;I
I,/DEBUG ¢ 345 = Grdr mededr mrdr meded
I,/DEBUG [ 34): Buﬂd 'F'|nger"pr'1nt. genemr_jsdl-c/’genemc.4.0.2]1(5_MRO]22953?:eng/’test—l-ce
ys'
I/DEBUG ( 34): pid: 526, tid: 526 >»> com.example.hellojni <<<
I/DEBUG ( 34): signal 11 (SIGSEGV), code 1 (SEGV_MAPERR), fault addr 00000000
I/DEBUG C 34): r0 0000T2c0 rl 4134del0 r2 42a7cded r3 00000000
I,/DEBUG [ 34): r4 42400008 r5 42a7cdac r6& 00000004 r7 42a7cdbd
I,/DEBUG [ 34): r8 be91b638 r9 42a7cdb0 10 00012820 fp bedlbedc
I/DEBUG 4 34): 1p 473ccc5d sp be9lb6l8 1r 473ccced pc 473ccc3c  cpsr 40000030
I/DEBUG [ 34): d0O 0000000080000000 dl1 OO000O0000E0000000
I/DEBUG [ 34): d2 0000000000000000 d3 3Jea9ced403T54e320
I/DEBUG ( 34): d4 43952a7200000000 d5 3f2aaaabc3Bc0039
I,/DEBUG [ 34): de& 000000003f2aaaab d7 0000000000000000
I,/DEBUG [ 34): d& 0000000000000000 d9 O0000000000000000
I/DEEUG [ 34): di0 0000000000000000 dil O0000000000000000
I/DEBUG [ 34): diz 0000000000000000 d13 O0000000000000000
I/DEBUG [ 34): di4 0000000000000000 d15 O0000000000000000
I/DEBUG ( 34): scr 60000012
I/DEBUG ( 34):
I/DEBUG C 34): #00 pc Jdata/data/com. example. hellojni/Tib/T1bhello-
jni.so
I/DEBUG [ 34): #01 pc 00000ce8 /data/data/com.example.hellojni/Tib/Tibhello-
jni.so (Java_com_example_hellojni_HelloJni_stringFromINI)
I,/DEBUG ( 34): #02 pc 0001ec70 Ssystem/11b/11bdwvm.so (dwvmPlatformInwvoke)
I,/DEBUG [ 34): #03 pc 0005925a Ssystem/11b/Tibdvm.so (_Z16dvmCallINIMethodPK
jPEJVEﬂueF‘KGMethodF‘GThr‘ead) [
I/DEBUG 4 34 #04 pc 000Mccic  Ssystem/Tib/Tibdvm.so (_Z21dwvmCheckCallINIMet
hDdF‘KjF‘GJVa'IueF‘KGMethodF'GThread} LI

Figure 5-11. Logcat displaying the stack trace after the crash

The lines starting with the hash sign indicates the call stack. The first line that starts with #00 is
where the crash occurred; the next line, #01, is the previous function call, and so on. The number
following the pc is the code’s address. As seen in the stack trace, the native code crashed at
address 00000c3c, and the previous function call was the stringFromINI native function. The address
00000c3c itself may not tell you much, but using the right tools this address can be used to find the
actual file and line number that the crash occurred. Android NDK comes with a tool called ndk-stack
that can translate the stack trace to the actual file names and line numbers. On the command line,
go into the project root directory, and issue

adb logcat | ndk-stack -sym obj/local/armeabi

The ndk-stack tool will translate the stack trace, as shown in Figure 5-12. The address got translated
to jni/hello-jni.c in source file line 33. Having this information makes the troubleshooting much
easier. By simply putting a breakpoint at this address you can stop the application and inspect the
application state.
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-stack i/ 1ocal farmeabi
Crash dump
Build fingerprint: "generic/sdk/generic:4.0.2/IC5_MR0O/229537:eng,/test-keys"'
pid: 526, tid: 526 »»> com.example.hellojni <<<
i APERR), fault addr 00000000
g/ com. example. hellojni/Tib/Tibhello-jni.s

%/ com. example. hellojni/Tib/Tibhello-jni.s
o (Java_com= 0Jni_stringFromINI): Routine Java com_example_h
ellojni_ H&'I'IDZIm 5tr1ngFromJNI in jni/hello-jni.c:40

Stack frame #02 pc 0001ec70 [Jsystem/1ib/Tibdwvm.so (dvmPlatformInvoke)

Stack frame #03 pc 0005925a /system/Tib/Tibdwm.so (_Z16dwmCallINIMethodPKjP&IV
aluePK6MethodP&Thread)

Stack frame #04 pc 000d4ccic [Jsystem/Tib/Tibdwm.so (_Z21dwmCheckCallJINIMethodPK
jP&IvaluePKeMethodP&Thread)

Stack frame #05 pc 0005af84 [Jsystem/Tib/Tibdwm.so (_Z22dvmResolveNativeMethodP
KjP&IValuePKeMethodP6Thread)

Stack frame #06 pc 00030aBc /system/1ib/T1ibdvm.s0

Stack frame #07 pc 000342ac /Jsystem/Tib/Tibdwm.so (_Z12dvmInterpretP6ThreadPK6
MethodP&Ivalue)

Stack frame #08 pc 0006c93e /Ssystem/1ib/Tibdwvm.so (_Z15dwvmInvokeMethodP&0Object
PK6MethodP11lArrayObjects5_P11Class0bjectb)

Stack frame #09 pc 00073dd4a [Ssystem/T1ib/T1ibdvm.s0o

Stack frame #10 pc 00030aBc [fsystem/T1ib/T1ibdwvm.so éll

Figure 5-12. Ndk-stack translates the code address.

Extended Checking of JNI

By default, JNI functions do a very little error checking. Errors usually result in a crash. Android
provides an extended checking mode for JNI calls, known as CheckJNI. When enabled, JavaVM and
INIEnv interface pointers gets switched to tables of functions that perform an extended level of error
checking before calling the actual implementation. CheckdNI can detect the following problems:

Attempt to allocate a negative-sized array

Bad or NULL pointers passed to JNI functions

Syntax errors while passing class names

Making JNI calls while in critical section

Bad arguments passed to NewDirectByeBuffer

Making JNI calls when an exception is pending

INIEnv interface pointer used in wrong thread

Field type and Set<Type>Field function mismatch

Method type and Call<Type>Method function mismatch
DeleteGlobalRef/DeletelocalRef called with wrong reference type
Bad release mode passed to Release<Type>ArrayElement function
Incompatible type returned from native method

Invalid UTF-8 sequence passed to a JNI call

By default, the CheckdNI mode is only enabled in the emulator, not on the regular Android devices,
due to its effect on the overall performance of the system.
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Enabling CheckJNI

On a regular device, using the command line, you can enable the CheckJNI mode by issuing the
following:

adb shell setprop debug.checkjni 1

This won'’t affect the running applications but any application launched afterwards will have
CheckdNI enabled. CheckJNI status is also displayed in the logcat, as shown in Figure 5-13.

»»»axmx AndroidRuntime START com.andr‘oid.inter‘na].os.ﬁ.un;l

D/AndroidRuntime( &79):
timeInit <<<<<<
D/AndroidRuntimel 67
D/AndroidRuntime( &79)% - com. android. commands. am. Am
I/ActivityManager ( 77): 5T act=android.intent.action.MAIN cat=[android.int
t_:gt.categor‘y.LAUNCHER] 1g=0x10000000 cmp=com.example.hellojni/.HelloIni} from p
1d 679

W/ WindowManager 77): Failure taking screenshot for (180x300) to layer 21005
D/AndroidRuntime 673): Shutting down WM LI

() : Check]NI is ON

CheckJNI status displayed in logcat

Listing 5-17. Creating an Array with Native Size

jstring

Java_com_example_hellojni_HelloJni_stringFromINI( INIEnv* env,
jobject thiz )

{

jintArray javaArray = (*env)-s>NewIntArray(env, -1);
return (*env)->NewStringUTF(env, "Hello from INI !");
You will be creating a new integer array with a negative size. Build and run the application on the

emulator. When the application starts, click the Call Native button to invoke the native function. As
shown in Figure 5-14, CheckJNI will display a warning message on logcat and abort the execution.

% adb logcat
W/dalvikwm( 742) negative jsize (NewIntArray)
I/dalvikwm({ 742): T fid=1 NATTVE
I/dalwikwm( 742): group="main" sCount=0 dsCount=0 obj=0x40997460 self=0x128
10

I/dalwvikwm{ 742):
2

sysTid=742 nice=0 sched=0/0 cgrp=default handle=107408295

I/dalwvikwvm( 742): | schedstat=( 293633435 735862963 95 ) utm=14 stm=15 cor‘e=0_l
I/dalwvikwm{ 742): at com.example.hellojni.Hellodni.stringFromJNI(Native Metho
d

I/dalvikwvm( 742): at com.example.hellojni.Hellodni$l.onClick(Hellodni. java:43L|

Figure 5-14. JNI warning about negative-sized array
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Memory Issues

Memory issues are very hard to troubleshoot in the absence of right tools. In this section you will
briefly explore two methods for analyzing the memory issues.

Using Libc Debug Mode
Using the emulator, the libc debug mode can be enabled to troubleshoot memory issues. In order to
enable libc debug mode, using the commands as shown in Listing 5-18.

Listing 5-18. Enabling libc debug mode

adb shell setprop libc.debug.malloc 1
adb shell stop
adb shell start

Supported libc debug mode values are

1: Perform leak detection.

5: Fill allocated memory to detect overruns.

10: Fill memory and add sentinel to detect overruns.
In order to see Libc debug mode in action, using Eclipse, open up hello-jni.c source code. Modify
the native function as shown in Listing 5-19.

Listing 5-19. Modifying a Memory Beyond the Allocated Buffer

jstring
Java_com_example hellojni HelloJni_ stringFromINI( INIEnv* env,
jobject thiz )

{

char* buffer;

size t i;

buffer = (char*) malloc(1024);

for (i = 0; 1 < 1025; i++)

buffer[i] = 'a’';

}

free(buffer);

return (*env)->NewStringUTF(env, "Hello from INI !");
}

You will be allocating 1024 bytes, but the code will be modifying an extra byte beyond the allocated
size, causing a memory corruption. Enable the libc debug mode by issuing the commands shown in
Listing 5-20.
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Listing 5-20. Enable libc Debug Mode for Memory Corruption Detection

adb shell setprop libc.debug.malloc 10
adb shell stop
adb shell start

Build and run the application on the emulator. When the application starts, click the Call Native
button to invoke the native function. As shown in Figure 5-15, libc debug mode will display a
warning message about the memory corruption on logcat and abort the execution.

I/Tibc { 3817): app_process using MALLOC_DEBUG = 10 (sentinels, fi11) ;I
E/1ibc { 3828): ==** FREE CHECK: buffer 0Oxa5218, size=1024, corrupted 1 bytes
after allocation

E/Tibc { 3828): call stack:

E/1ibc { 3828): 0: 40069Flc

E/1ibc { 3828): 1: 40069Fed

E/1ibc { 3828): 2: 4006a010

E/Tibc { 3828): 3: 400lalbe -

Libc debug mode displaying memory corruption error

for more advanced memory analysis. It is an open source tool for memory debugging, memory leak
detection, and profiling. For this experiment, you can either download the prebuilt Valgrind binaries
from book’s web site or you can build it on your machine. If you would like build it, skip to the
“Building from Source Code” section.

Using the Prebuilt Binaries

Using your web browser, download the Valgrind binaries for ARM emulator as a zip file from
http://zdo.com/valgrind-arm-emulator-3.8.0.zip. Extract the content of the zip file and take a
note of its location. You can now skip to the “Installing to Emulator” section.

Building from Source Code

In order to properly build Valgrind for Android from the source code, you will need a Linux host
system. Official distribution of Valgrind now comes with Android support. Download the latest
version of Valgrind from http://valgrind.org/downloads/current.html. At the time of this writing,
the latest version of Valgrind was 3.8.0. and it comes as a BZip2 compressed TAR archive. Using the
command line, extract it by issuing

tar jxvf valgrind-3.8.0.tar.bz2

Upon extracting the Valgrind source code, using your editor, open up README.android file for the up
to date build instructions. Since you will be using Valgrind in an Android emulator, please make sure
to set HWKIND to emulator by issuing

export HWKIND=emulator
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Upon properly building Valgrind, the binaries and the other necessary components will be placed in
Inst sub-directory.
Deploying Valgrind to Emulator

Valgrind needs to be deployed into the emulator first before it can be used. In order to do so, open
up Cygwin or a Terminal window, and go in to the root directory where you have extracted the zip file
if you are using the prebuilt binaries or to the root directory of Valgrind source code, and issue the
following on the command line:

adb push Inst /

This will deploy the Valgrind files to /data/local/Inst directory on the emulator. Upon deploying
the files to the device, the execution bits should be fixed. In order to do so, issue the following
command:

adb shell chmod 755 \
$(find Inst -type f -exec file {} \; | \
grep executable | \
sed -n -e "s/MInst\([*:]*\).*$/\1/gp" | \
xargs)

Valgrind Wrapper

In addition to Valgrind binaries, a helper script is also needed. Using Eclipse or your favorite editor,
create new file called valgrind wrapper.sh with the content shown in Listing 5-21.

Listing 5-21. Valgrind Wrapper Shell Script
#!/system/bin/sh

export TMPDIR=/sdcard
exec /data/local/Inst/bin/valgrind --error-limit=no $*

Fix the wrapper script’s line ending, deploy it to the Emulator, and grant executable permission by
issuing the commands shown in Listing 5-22.

Listing 5-22. Deploying the Valgrind Wrapper Script
dos2unix.exe valgrind wrapper.sh

adb push valgrind wrapper.sh /data/local/Inst/bin
adb shell chmod 755 /data/local/Inst/bin/valgrind_wrapper.sh

Running Valgrind

In order to run the application under Valgrind, inject the wrapper script into the startup sequence by
issuing the command shown in Listing 5-23.
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Listing 5-23. Injecting Valgrind Wrapper into Startup Sequence

adb shell setprop wrap.com.example.hellojni \
"logwrapper /data/local/Inst/bin/valgrind wrapper.sh"

The format for the property key is wrap.<package name>. To run your other applications under
Valgrind, simply substitute the package name with the proper value. Stop and restart the application.
Valgrind messages will be displayed on logcat, as shown in Figure 5-16.

Iidalvikvm  674): Exec: Jsystes/Bin/sh -¢ logerapper Sdata/local /Inst/binSvalgrind_wrapper, sh Siysten/bin/app_prodess 1'
faystes /bin --application “--nice-namescos. exarple. helloini’ cow. amdrotd. internal. os.ErapperInit 29 3 “andrond. app. Act
wvikyThread”

I/ /data/ Tecal /Inat Sbanfvalgrind_weapper, shi 686} : ==fiT== Mescheck, a semcey errar detector

I/ /data/ Tecal /Inst /binvalgrind_wrapper.shi S85): ==E87== Copyright (L) Z002-201F, amd GNU GFL'd, by Julian Sewsrd et
al.

I'-gu'l.u Tecal /Inat /ban/valgrind_weapper, sh{ E86): ==687== Using Valgrind-3, 8,0 and LiBVEX; rerwn wrth -h for cogyright
infa

I//data/Tecal /Inst bin/valgrind_wrapper.shi &B&): s=&87ss Command: /system/bin/app_process /systes/bin --application -
-rice-nare=com, exa=ple, hellajnt com, android, internal, ci, WrapperImit 29 3 androvd. app. &ctivityThread

sdata/Tecal /Inst Ban/valgrind_wrapper.sh{ GEE)}: ==fhl==

ActivityHanager{ 50%: +0% :-a.'--.-ﬂgrmu.- % user + 0% kernel

FReEsyviEyManager( 90): S4% GBY /valgrand;: BE% wier + §5,.5% kernel / Faults: 364 mimor

sdata/1ecal /Inst /Bin/valgrind_wrapper, sh{ G686} : ==fB7== Thread 5@

‘dataTocal /1 ban/valgrind_nrapper. shi Conditional jusp or move depends on wninitialised valwels)
fidata Tecal /1 ban/valgrind_srapper, shi at OndE20004 viprintf (in Ffsystem/Tib/Tibe. 50

‘data t/binsval grind_weapper, shi H

/data st/bin/valgrind_wrapper.sh{ &858): =effif== Conditicnal jusp or sove depends on wninitialised valwe(s)

fidataTecal fInst /ban/valgrind_srapper, sh{ &88): ==lfl== at OndB2ES34: vFprintf (in Ffsystem/Tib/Tibc. 50
‘dataslecal [Inst ban/valgrind_srapper, sh{ 686): ==fiT==
‘data/leccal /Inst /bin/valgrind_wrapper.sh{ G686): ==E87== Conditional jusp or move depends on uninitialised valwe(s) :i

B4 4 s 1 b T T

Logcat displaying Valgrind messages

Note Running application under Valgrind will slow down the application at a very high rate. Android may
complain about process not responding. Please click Wait button to give Valgrind more time in such cases.

Strace

In certain cases you may want to monitor every activity of your application without attaching a
debugger or adding numerous log messages. The strace tool can be used to easily achieve that. It
is a useful diagnostic tool because it intercepts and records the system calls that are called by the
application and the signals that are received. The name of each system call, its arguments, and its
return value are printed. Note that strace comes with the Android emulator.

In order to see strace in action, using Eclipse, open the hello-jni.c source code. Modify the source
file as shown in Listing 5-24.

Listing 5-24. Native Source Code with Two System Calls Added

#include <unistd.h>

jstring

Java_com_example_hellojni HelloIni_stringFromINI( INIEnv* env,
jobject thiz )
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{

getpid();

getuid();

return (*env)->NewStringUTF(env, "Hello from INI !");
}

Build and run the application on the emulator. Open up Cygwin or a Terminal window. When the
application starts, issue the following command to obtain the process ID of the application:

adb shell ps | grep com.example.hellojni

The process ID is the number on the third column, as shown in Figure 5-17.

§ adb she | grep com.example.hellojni -
app_40 3998 ) 3366 126652 35060 fFFFHFff 40011384 S com.example.hellojni
51

3

Figure 5-17. Getting the process ID of the application

Issue the following command to attach strace to the running application process by substituting the
process ID:

adb shell strace -v -p <Process ID>

As you can see, strace will attach to the application process and it will intercept and print the system
calls with their parameters and return values. Click the Call Native button to invoke the native
function, and strace will display two system calls that you have introduced into the native code, as
shown in Figure 5-18.

= MEH
§ adb shell strace -v -p 3998 ;I
Process 3998 attached - interrupt to gquit

msgget (Ox1, Oxbefae6d40, OxbefaesdDd, Ox40103eed) =
semget (0x22, Oxbefaeded, 0x10, r:mffffffff) =1 J
read(46, "D", 1)

ioct1(45, Ox40087707, Oxbefaedin) = 0
write(33, "w", 1) =1
msgge‘t(ﬂxl Oxbefae&40, Oxbefaesd0, Dx40103e&0}
msgget (Ox1, Oxbefae6d40, Oxbefaesd0d, Ox40103eed)
msgget(ﬂxl Oxbefaesd0, Oxbefaesd0, t}x4t}103&e0}
write(47, "f", 1)

I
=]

o
oo

getpid() = 3998

getuid3z() = 10040

semget (0x22, Oxbefaeded, Ox10, 0) =2

read(28, "W - 16) =1

Feadcae. "Dl T =1 ]

Figure 5-18. Strace printing the system calls

Strace is a very useful tool for troubleshooting both open and closed code applications.
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Summary

In this chapter, you explored the tools and the techniques for effective logging, debugging, and
troubleshooting on Android platform. The concepts presented in this chapter will be highly beneficial
when experimenting with the native APIs offered by the Android platform, as you will see in the
following chapters.
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Chapter

Bionic APl Primer

In previous chapter, you explored the logging, debugging, and troubleshooting tools and techniques
pertaining to Android native application development. Starting with this chapter, you will be exploring
the native APIs provided by the Android NDK.

Bionic is the POSIX standard C library that is provided by the Android platform for native application
development using C and C++ programming languages. Bionic is a derivation of BSD standard C
library by Google for the Android operating system. The name “Bionic” comes from the fact that it
consists of a mixture of BSD C library pieces with custom Linux-specific bits for handling threads,
processes, and signals.

Bionic is a highly vital subject for native application development, since it provides the minimal set
of constructs that are needed to develop any type of functional native code on Android platform. In
the following chapters, you will be relying heavily on the functionality provided by the Bionic. Before
getting into Bionic specifics, let’s quickly review standard libraries in general.

Reviewing Standard Libraries

A standard library for a programming language provides frequently needed constructs, algorithms,
data structures, and an abstract interface to tasks that would normally depend heavily on the
hardware and operating system, such as network access, multi-threading, memory management,
and file /0. Depending on the philosophy behind the programming language itself, the scope of the
standard library varies greatly. It can either be fairly minimal with only a set of constructs for vital
tasks, or in contrast, it can be highly extensive. In all cases, the standard library is conventionally
made available in every implementation of the programming language in order to provide a
consistent base for application development.

There is a standard library for almost every programming language. The Java platform comes

with the Java Class Library (JCL), a standard library for Java programming language that contains
a comprehensive set of standard class libraries for common operations such as sorting, string
manipulation, and an abstract interface to underlying operating system services such as the stream
I/0O for interacting with the files and the network. The Android framework extends the JCL by
incorporating additional constructs that are specific to Android application development.

155

www.it-ebooks.info


http://www.it-ebooks.info/

156 CHAPTER 6: Bionic API Primer

For the C programming language, the ANSI C standard defines the scope of the standard library.
This standard library is known as C standard library, or simply as libc. Implementations of the C
programming language also accompanied with an implementation of the C standard library. On
top of the standard C library specification, the POSIX C library specification declares the additional
constructs that should be included in such standard library on POSIX compliant systems.

Yet Another C Library?

Google’s motivation behind creating a new C library instead of reusing the existing GNU C Library
(glibc) or the C Library for Embedded Linux (uClibc) can be summarized under the three main goals

License: Both the glibc and uClibc are available under GNU Lesser General
Public License (LGPL), thus restricting the way they can be used by proprietary
applications. Instead, Bionic is published under the BSD license, a highly
permissive license that does not set any restriction on the use of the library.

Speed: Bionic is specifically crafted for mobile computing. It is tailored to work
efficiently despite the limited CPU cycles and memory available on the mobile
devices.

Size: Bionic is designed with the core philosophy of keeping it simple. It provides
lightweight wrappers around kernel facilities and a lesser set of APIs, making it
smaller compared to other alternatives. This chapter will cover these APIs.

Binary Compatibility

Even though it is a C standard library, Bionic is not in any way binary-compatible with other C
libraries. Object files and static libraries that are produced against other C libraries should not be
dynamically linked with Bionic. Doing so will usually result in the inability to link or execute your
native applications properly.

Besides that, any application that is generated by statically linking with other C libraries and not
mixed with Bionic can run on the Android platform without any issues, unless it is dynamically
loading any other system library during runtime.

What is Provided?

Bionic provides C standard library macros, type definitions, functions, and small number of Android-
specific features that can be itemized under these functionality domains:

Memory Management
File Input and Output
String Manipulation

Mathematics
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Date and Time
Process Control
Signal Handling
Socket Networking
Multithreading

Users and Groups
System Configuration

Name Service Switch

What is Missing?

As mentioned, Bionic is specifically designed for Android platform and tuned for mobile computing.
Not every function in the standard C library is supported by Bionic. Android NDK documentation
does provide a full list of missing functionality; however, such information is available within the
actual header files itself. Bionic header files can be located platforms/android- <api-level>/
arch- <architecture>/usr/include under the ANDROID_NDK_HOME directory.

Each header file in this directory contains a section clearly marking the list of missing functions. As
an example, the section listing the missing functions in stdio.h header file is shown in Listing 6-1.

Listing 6-1. Missing Functions in Bionic Implementation

#if o /* MISSING FROM BIONIC */
char *ctermid(char *);

char *cuserid(char *);
#endif /* MISSING */

The pre-processor if statement is used to disable these lines in the header file, and the associated
comment indicates that the section contains the list of missing functions. In addition to this list,
the Android NDK documentation also cites the functions that are exposed through Bionic but
implemented as a stub only, without any or minimal functionality.

Memory Management

Memory is the most basic resource available to a process. For Java applications, the memory is
managed by the virtual machine. Memory gets allocated as new objects are created, and through
the garbage collector, the unused memory automatically gets returned to the system. However,

in the native space, the applications are expected to manage their own memory explicitly. Managing
the memory properly is vital in native application development since failure to do so will result in
exhausting available system memory and will deeply impact the stability of the application as well as
the system in general.

www.it-ebooks.info


http://www.it-ebooks.info/

158 CHAPTER 6: Bionic API Primer

Memory Allocation
There are three types of memory allocation that are supported by the C/C++ programming language:

Static allocation: For each static and global variable that is defined in the code,
static allocation happens automatically when the application starts.

Automatic allocation: For each function argument and local variable, automatic
allocation happens when the compound statement containing the declaration is
entered; it’s freed automatically when compound statement is exited.

Dynamic allocation: Both static and automatic allocation assumes that the
required memory size and its scope are fixed and defined during the compile-
time. Dynamic allocation comes into play when the size and the scope of
memory allocation depends on runtime factors that are not known in advance.

In the C programming language, dynamic memory can be allocated during runtime using the
standard C library function malloc.

void* malloc(size t size);

In order to use this function, the stdlib.h standard C library header file should be included first. As
shown in Listing 6-2, malloc takes a single argument, the size of memory to be allocated as number
of bytes, and returns a pointer to the newly allocated memory.

Listing 6-2. Dynamic Memory Allocation in C Code Using malloc

/* Include standard C library header. */
#include<stdlib.h>

/* Allocate an integer array of 16 elements. */
int* dynamicIntArray = (int*) malloc(sizeof(int) * 16);
if (NULL == dynamicIntArray) {

/* Unable to allocate enough memory. */

} else {
/* Use the memory through the integer pointer. */
*dynamicIntArray = 0;
dynamicIntArray[8] = 8;
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/* Free the memory allocation. */
free(dynamicIntArray);
dynamicIntArray = NULL;

Tip Since malloc takes the size of memory as number of bytes, the C keyword sizeof can be used
to extract the size of a data types.

If the requested memory size is not achievable, malloc returns NULL to indicate that. Applications
should check the value returned from malloc prior using it. Once allocated, the dynamic memory can
be used by ordinary C code through the pointers, until it gets freed.

Freeing Dynamic Memory in C

Dynamic memory should be explicitly freed by the application when it is no longer needed. The
standard C library function free is used to release the dynamic memory.

void free(void* memory);

The free function takes a pointer the previously allocated dynamic memory and releases it, as
shown in Listing 6-3.

Listing 6-3. Releasing the Dynamic Memory in C Code Using free
int* dynamicIntArray = (int*) malloc(sizeof(int) * 16);
/* Use the allocated memory. */

free(dynamicIntArray);
dynamicIntArray = NULL;

Note that the pointer’s value does not change after this function call even though the memory that it
is pointing to got released. Any attempt to use this invalid pointer results in segmentation violation. It
is a good practice to set the pointer to NULL immediately after freeing it in order to prevent accidental
use of the invalid pointers.

Changing Dynamic Memory Allocation in C

Once the memory is allocated, its size can be changed through the realloc function that is provided
by the standard C library.

void* realloc(void* memory, size t size);

The size of dynamic memory allocation gets either expanded or reduced based on its new size. The
realloc function takes the original dynamic memory allocation as its first argument and the new size
as the second argument, as shown in Listing 6-4.
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Listing 6-4. Reallocating Dynamic Memory Allocation Using realloc

int* newDynamicIntArray = (int*) realloc(
dynamicIntArray, sizeof(int) * 32);

if (NULL == newDynamicIntArray) {
/* Unable to reallocate enough memory. */

} else {
/* Update the memory pointer. */
dynamicIntArray = newDynamicIntArray;

realloc function returns the pointer to reallocated dynamic memory. The function may move the

NULL.

new and delete keywords can be used to manage dynamic memory allocation instead of

When dealing with C++ objects, it is highly recommended to use these C++ keywords instead of the
functions provided through the standard C library. Unlike the standard C library functions, the C++
dynamic memory management keywords are type-aware, and they support C++ object lifecycle.

In addition to allocating memory, the new keyword also invokes the class’ constructor; likewise, the
delete keyword invokes the class’ destructor prior releasing the memory.

Allocating Dynamic Memory in C++

Memory is allocated using the new keyword followed by the data type, as shown in Listing 6-5.
Listing 6-5. Dynamic Memory Allocation for Single Element in C++ Code

int* dynamicInt = new int;
if (NULL == dynamicInt) {
/* Unable to allocate enough memory. */
} else {
/* Use the allocated memory. */
*dynamicInt = 0;

}

If an array of elements needs to be allocated, the number of elements is specified using the
brackets, as shown in Listing 6-6.
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Listing 6-6. Dynamic Memory Allocation for Multiple Elements in C++ Code

int* dynamicIntArray = new int[16];
if (NULL == dynamicIntArray) {
/* Unable to allocate enough memory. */

} else {
/* Use the allocated memory. */
dynamicIntArray[8] = 8;

}

Freeing Dynamic Memory in C++

Dynamic memory should be explicitly freed using the C++ delete keyword by the application when it
is no longer needed, as shown in Listing 6-7.

Listing 6-7. Freeing Single Element Dynamic Memory Using the delete Keyword

delete dynamicInt;
dynamicInt = 0;

If an array of elements needs to be freed, the C++ delete[ ] keyword should be used instead, as
shown in Listing 6-8.

Listing 6-8. Freeing Array Dynamic Memory Using delete[ ]

delete[] dynamicIntArray;
dynamicIntArray = 0;

Take care to use the proper delete keyword; failure to do so will result in memory leaks in the native
application.

Changing Dynamic Memory Allocation in C++

The C++ programming language does not have built-in support for reallocating dynamic memory.
The memory allocation is done based on the size of the data type and the number of elements. If the
application logic requires increasing or decreasing the number of elements during runtime, it is highly
recommended to use the suitable Standard Template Library (STL) container classes.

Mixing the Memory Functions and the Keywords

Developers must use the proper function and keyword pairs when dealing with dynamic memory.
Memory blocks that are allocated through malloc must be released through the free keyword;
likewise, memory blocks that are allocated through new keyword must be released with the delete
keyword accordingly. Failure to do so will result in unknown application behavior.
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Standard File 1/0

Native applications can interact with the file system through the Standard File I/O (stdio) functions
that are provided by the standard C library. Two flavors of file I/0 are provided through the standard
C library:

Low-level I/O: Primitive I/O functions with finer grade of control over the data
source.

Stream 1/O: Higher-level, buffered I/O functions more suitable for dealing with
data streams.

The stream based I/0 is more flexible and convenient when dealing with regular files. This section

stdin: Standard input stream for the application
stdout: Standard output stream for the application

stderr: Standard error stream for the application

As the native application on Android runs as a module behind the graphical user interface (GUI),
these streams are not very useful. While integrating legacy code, you should make sure that any

use of these standard streams is properly handled through the GUI. As explained in the “Console
Logging” section in Chapter 5, the stdout and stderr streams can be directed to Android system log
by setting the log.redirect-stdio system property prior starting the application.

Using the Stream 1/0

Stream I/O constructs and functions are defined in the stdio.h standard C library header file. In
order to use stream I/O in native applications, this header file should be included in advance, as
shown in Listing 6-9.

Listing 6-9. Including Standard I/0 Header File to Use the Stream I/0

#include<stdio.h>

For historical reasons, the type of data structure representing a stream is called FILE, not a stream,
in the standard C library. A FILE object holds all of the internal state information for the stream

I/0O connection. The FILE object is created and maintained by the stream 1/O functions and is not
expected to be directly manipulated by the application code.
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Opening Streams

A new stream to a new or an existing file can be opened through the stream 1/O fopen function. The
fopen function takes the name of the file, and the open type as arguments, and returns a pointer to
the stream.

FILE* fopen(const char* filename, const char* opentype);
The second argument to fopen function, the opentype, is a string that controls how the file is opened.
It should begin with one of the following open types:

r: Opens an existing file as read-only.

w: Opens the file as write-only. If the file already exists, it gets truncated to zero
length.

a: Opens the file in append mode. File content is preserved, and the new output
gets appended to the end of the file. If the file does not exist, a new file is
opened.

r+: Opens the file in read-write mode.

w+: Opens the file in read-write mode. If the file already exists, it gets truncated
to zero length.

a+: Opens the file for reading and appending. The initial file position is set to the
beginning for reading and to the end of the file for appending.

Note The buffers should be flushed using the fLush function prior to switching between reading
and writing if the file is opened in dual-mode with either r+, w+, or a+.

If the file could not be opened with the requested mode, the fopen function returns a NULL pointer. In
case of success, a stream pointer, a FILE pointer, is returned for communicating with the stream, as
shown in Listing 6-10.

Listing 6-10. Opening a Stream in Write-Only Mode
#include<stdio.h>

FILE* stream = fopen("/data/data/com.example.hellojni/test.txt", "u");
if (NULL == stream)

{
/* File could not be opened for writing. */
}
else
{
/* Use the stream. */
/* Close the stream. */
}

Once the stream is opened, it can be used for reading and writing until it gets closed.
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Writing to Streams

Stream I/O provides four functions for writing to a stream. This section will briefly explore these
functions.

Writing Block of Data to Streams

The fwrite function can be used for writing blocks of data to the streams.
size t fwrite(const void* data, size t size, size t count, FILE* stream);

fwrite function writes count number of elements of size size from the
data to given stream stream.

Writing Block of Data to Stream Using fwrite

= furite(data, sizeof(char), count, stream))

/* Error occured while writing to stream. */

It returns the number of elements actually written to the stream. In case of success, the returned
value should be equal to the value given as the count; otherwise, it indicates an error in writing.

Writing Character Sequences to Streams

Sequence of null-terminated characters can be written to a stream using the fputs function.
int fputs(const char* data, FILE* stream);

As shown in Listing 6-12, the fputs function writes the given character sequence data to the given
stream, named stream.

Listing 6-12. Writing Character Sequence to the Stream Using fputs
/* Writing character sequence to stream. */

if (EOF == fputs("hello\n", stream))

{

}

/* Error occured while writing to the stream. */

If the character sequence cannot be written to the stream, fputs function returns EOF.
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Writing a Single Character to Streams

A single character or byte can be written to a stream using the fputc function.
int fputc(int c, FILE* stream);

As shown in Listing 6-13, the fputc function takes the single character c as an integer and converts
it to a unsigned char prior writing to the given stream, named stream.

Listing 6-13. Writing a Single Character to Stream Using fputc

char ¢ = 'c';

/* Writing a single character to stream. */
if (c ! = fputc(c, stream))

/* Error occured while writing character to string.

}

If the character cannot be written to the stream, fputc function returns EOF; otherwise it returns the
character itself.

Writing Formatted Data to Streams

The fprintf function can be used to format and output variable number of arguments to the given
stream.

int fprintf(FILE* stream, const char* format, ...);

It takes a pointer to the stream, the format string, and variable number of arguments that are
referenced in the format. The format string consists of a mix of ordinary characters and format
specifiers. Ordinary characters in the format string are passed unchanged into the stream. Format
specifiers cause the fprintf function to format and write the given arguments to the stream
accordingly. The most frequently used specifiers are

%d, %i: Formats the integer argument as signed decimal.

%u: Formats the unsigned integer as unsigned decimal.

%o0: Formats the unsigned integer argument as octal.

%x: Formats the unsigned integer argument as hexadecimal.

%c: Formats the integer argument as a single character.

%f: Formats the double precision argument as floating point number.
%e: Formats the double precision argument in fixed format.

%s: Prints the given NULL-terminated character array.

%p: Print the given pointer as memory address.

% %: Writes a % character.
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As shown in Listing 6-14, the order and the type of the provided arguments to fprintf function
should match the specifiers in the format string.

Listing 6-14. Writing Formatted Data to the Stream

/* Writes the formatted data. */
if (o>fprintf(stream, "The %s is %d.", "number", 2))

/* Error occurred while writing formatted data. */

}

The fprintf function returns the number of characters written to the stream. In case of an error, it

fprintf manual page at

Normal termination of the application.

When a newline is written in case of line buffering.
When the buffer is full.

When the stream is closed.

Stream I/O also provides the fflush function to enable applications to manually flush the buffer as
needed.

int fflush(FILE* stream);
As shown in Listing 6-15, the fflush function takes the stream pointer and flushes the output buffer.
Listing 6-15. Flushing the Buffer Using fflush Function

char data[] = { 'h', 'e', '1', '1', ‘o', "\n' };
size t count = sizeof(data) / sizeof(data[0]);

/* Write data to stream. */
fwrite(data, sizeof(char), count, stream);

/* Flush the output buffer. */
if (EOF == fflush(stream))
{

}

/* Error occured while flushing the buffer. */
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If the buffer cannot be written to the actual file, fflush function returns EOF; otherwise, it returns zero.

Reading from Streams

Similar to writing, stream 1/0 provides four functions for reading from a stream.

Reading Block of Data from Streams

The fread function can be used for reading blocks of data from the stream.
size t fread(void* data, size t size, size t count, FILE* stream);

As shown in Listing 6-16, the fread function reads count number of elements of size (size) into the
buffer data from the given stream, named stream. It returns the number of elements actually read.

Listing 6-16. Reading Block Data of Four Characters from the Stream

char buffer[s5];
size t count = 4;

/* Read 4 characters from the stream. */
if (count ! = fread(buffer, sizeof(char), count, stream))

{
/* Error occured while reading from the stream. */
}
else
{
/* Null terminate. */
buffer[4] = NULL;
/* Output buffer. */
MY _LOG_INFO("read: %s", buffer);
}

In the case of success, the returned number of elements should be equal to the value passed as
count.

Reading Character Sequences from Streams

The fgets function can be used to read a newline-terminated character sequence from the given
stream.

char* fgets(char* buffer, int count, FILE* stream);

As shown in Listing 6-17, the fgets function reads at most count-1 characters up to and including
the newline character into the character array buffer from the given stream, named stream.
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Listing 6-17. Reading a Newline-Terminated Character Sequence

char buffer[1024];

/* Read newline terminated character sequence from the stream. */
if (NULL == fgets(buffer, 1024, stream))
{

}

else

{

/* Error occured while reading the stream. */

MY _LOG_INFO("read: %s", buffer);

NULL pointer.

fgetc function can be used to read a single unsigned char from the streams.

fgetc functions reads a single character from the stream and returns it

Listing 6-18. Reading a Single Character from the Stream

unsigned char ch;
int result;

/* Read a single character from the stream. */
result = fgetc(stream);
if (EOF == result)

{
/* Error occured while reading from the stream. */
}
else
{
/* Get the actual character. */
ch = (unsigned char) result;
}

If end-of-file indicator for the stream is set, it returns EOF.

Reading Formatted Data from Streams

The fscanf function can be used to read formatted data from the streams. It works in a way similar
to the fprintf function, except that it reads the data based on the given format into the provided
arguments.
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int fscanf(FILE* stream, const char* format, ...);

It takes a pointer to the stream, the format string, and variable number of arguments that are
referenced in the format. The format string consists of a mix of ordinary characters and format
specifiers. Ordinary characters in the format string are used to specify characters that must be
present in the input. Format specifiers cause the fscanf function to read and place the data into
the given arguments. The most frequently used specifiers are

%d, %i: Reads a signed decimal.

%u: Reads an unsigned decimal.

%o0: Reads an octal number as unsigned integer.

%x: Reads a hexadecimal number as unsigned integer.
%c: Reads a single character.

%f: Reads a floating point number.

%e: Reads a fixed format floating point number.

%s: Scans a string.

% %: Escapes the % character.

As shown in Listing 6-19, the order and the type of the provided arguments to fscanf function
should match the specifiers in the format string.

Listing 6-19. Reading Formatted Data from the Stream

char s[5];
int i,

/* Stream has "The number is 2" */
/* Reads the formatted data. */
if (2 !'= fscanf(stream, "The %s is %d", s, &i))

{
}

On success, the fscant function returns the number of items read. In case of an error,
EOF is returned. More information on the format string, including the full list of specifiers
and other modifiers, can be found in fscanf manual page at
http://pubs.opengroup.org/onlinepubs/009695399/functions/fscanf.html.

/* Error occured while reading formatted data. */

Checking for End of File

When reading from a stream, the feof function can be used to check if the end-of-file indicator for
the stream is set.

int feof(FILE* stream);
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As shown in Listing 6-20, the feof function takes the stream pointer as an argument and returns a
non-zero value if the end of file is reached; otherwise, it returns zero if more data can be read from
the stream.

Listing 6-20. Reading Strings from stream Until the End of the File
char buffer[1024];

/* Until the end of the file. */
while (0 == feof(stream))
{
/* Read and output string. */
fgets(buffer, 1024, stream);
MY _LOG_INFO("read: %s", buffer);

fseek function.

fseek function uses the stream pointer, the relative offset, and the whence as the reference point

SEEK_SET: Offset is relative to the beginning of stream.
SEEK_CUR: Offset is relative to current position.
SEEK_END: Offset is relative to the end of the stream.

The example code, shown in Listing 6-21, writes four characters, rewinds back the stream 4 bytes,
and overwrites them with a different set of characters.

Listing 6-21. Rewinding the Stream for 4 Bytes

/* Write to the stream. */
fputs("abcd", stream);

/* Rewind for 4 bytes. */
fseek(stream, -4, SEEK_CUR);

/* Overwrite abcd with efgh. */
fputs("efgh", stream);

Error checking is omitted in the example code. The fseek function returns zero if the operation is
successful; otherwise a non-zero value indicates the failure.
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Checking Errors

Most stream 1/O functions returns EOF to indicate both the errors as well as to report end-of-file.
The ferror function can be used to check if an error has occurred on a previous operation.

int ferror(FILE* stream);

As shown in Listing 6-22, the ferror function returns a non-zero value if the error flag is set for the
given stream.

Listing 6-22. Checking for the Errors
/* Check for the errors. */
if (0 != ferror(stream))

{
}

/* Error occured on the previous request. */

Closing Streams

Streams can be closed using the fclose function. Any buffered output gets written to the stream,
and any buffered input is discarded.

int fclose(FILE* stream);

The fclose function takes the stream pointer as argument. It returns zero in case of success and EOF
if an error is occurred while closing the stream, as shown in Listing 6-23.

Listing 6-23. Closing a Stream Using fclose Function

if (o != fclose(stream))

{
}

The error may indicate that the buffered output could not be written to the stream due to insufficient
space on the disk. It is always a good practice to check the return value of the fclose function.

/* Error occured while closing the stream. */

Interacting with Processes

Bionic enables native applications to start and interact with other native processes. Native code can
execute shell commands; it can execute a process in the background and communicate to it. This
section will briefly mention some of the key functions.
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Executing a Shell Command

The system function can be used to pass a command to the shell. In order to use this function, the
stdlib.h header file should be included first.

#include<stdlib.h>
As shown in Listing 6-24, the function blocks the native code until the command finishes executing.
Listing 6-24. Executing a Shell Command Using the System Function

int result;
= system("mkdir /data/data/com.example.hellojni/temp");

/* Execution of the shell failed. */

system command does not provide a communication channel for the native application to either

waits until the command finishes executing. In certain cases, having a communication channel
between the native code and the executed process is needed.

The popen function can be used to open a bidirectional pipe between the parent process and the
child process. In order o use this function, the stdio.h standard header file should be included first.

FILE *popen(const char* command, const char* type);

The popen function takes the command to be executed and the type of the requested
communication channel as arguments and returns a stream pointer. In case of an error, it returns
NULL. As shown in Listing 6-25, the stream I/O functions that you explorer earlier in this chapter can
be used to communicate with the child process as interacting with a file.

Listing 6-25. Opening a Channel to Is Command and Printing the Output
#include<stdio.h>

FILE* stream;

/* Opening a read-only channel to 1s command. */

stream = popen("1ls", "r");

if (NULL == stream)

{

}

MY _LOG_ERROR("Unable to execute the command.");
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else

char buffer[1024];
int status;

/* Read each line from command output. */
while (NULL != fgets(buffer, 1024, stream))
{

}

/* Close the channel and get the status. */
status = pclose(stream);
MY_LOG_INFO("process exited with status %d", status);

MY _LOG INFO("read: %s", buffer);

Note The popen streams are fully buffered by default. You will need to use ff1lush function to flush
the buffer as needed.

When the child process finishes executing, the stream should be closed using the pclose function.
int pclose(FILE* stream);

It takes the stream pointer as the argument and waits for the child process to terminate and returns
the exit status.

System Configuration

The Android platform holds the system properties as a simple key-value pair. Bionic provides a
set of functions to enable native applications to query the system properties. In order to use these
functions, the system properties header file should be included first.

#include<sys/system_properties.h>
The system properties header file declares the necessary structures and functions. Each system

property consists of a maximum of PROP_NAME_MAX character long name for the property and a
maximum of PROP_VALUE_MAX characters long value.

Getting a System Property Value by Name

The _system property get function can be used to look up a system property by name.

int _ system property get(const char* name, char* value);
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As shown in Listing 6-26, it copies the null-terminated property value to the provided value pointer
and returns the size of the value. The total bytes copied will not be greater than PROP_VALUE_MAX.

Listing 6-26. Getting a System Property Value by Name
char value[PROP_VALUE_MAX];

/* Gets the product model system property. */

if (0 == __system_property get("ro.product.model”, value))

/* System property is not found or it has an empty value. */
}
{

MY _LOG_INFO("product model: %s", value);

__system property find function can be used to get a direct pointer to the system property.

It searches the system property by name and returns a pointer to it if it is found; otherwise it returns
NULL. The returned pointer remains valid for the lifetime of the system, and it can be cached to avoid
future lookups. As shown in Listing 6-27, the _ system property read function can be used to
obtain the property value from this pointer.

Listing 6-27. Getting a System Property by Name
const prop_info* property;

/* Gets the product model system property. */
property = _ system property find("ro.product.model");
if (NULL == property)

{

}

else

{

/* System property is not found. */

char name[PROP_NAME_MAX];
char value[PROP_VALUE_MAX];

/* Get the system property name and value. */
if (0 == __system_property read(property, name, value))
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{
MY_LOG_INFO("%s is empty.");
}
else
{
MY_LOG_INFO("%s: %s", name, value);
}

}

The _ system property read function takes pointers to the system property and two other character
array pointers to return the system property name and value.

int _ system property read(const prop info* pi, char* name, char* value);

It copies the null-terminated property value to the provided value pointer, and returns the size of
the value. The total characters copied will not be greater than PROP_VALUE_MAX. The name argument
is optional; if a character array is supplied, it copies the system property name to the given value
pointer. The total characters copied will not be greater than PROP_NAME_MAX.

Users and Groups

The Linux kernel is designed for multiuser platforms. Although Android is meant to be used by a
single handset user, it still takes advantage of the user-based permission model.

Android runs the applications within a virtual machine sandbox and treats them
as different users on the system. By simply relying on the user-based permission
model, Android easily secures the system by preventing the applications from
accessing other applications’ data and memory.

Services and hardware resources are also protected through the user-based
permission model. Each of these resources has its own protection group. During
application deployment, the application requests access to those resources.
The application won’t be allowed to access any additional resources if it is not a
member of the proper resource group.

Bionic provides basic support for the user and group information functions, and most of these
functions are only stubs with minimal or no functionality. This section covers the key ones. In order
to use these functions, the unistd.h standard header file needs to be included first.

#include<unistd.h>

Getting the Application User and Group IDs

Each installed application gets its own user and group ID starting from 10000. The lower IDs are
used for system services. The user ID for the current application can be obtained using the getuid
function, as shown in Listing 6-28.
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Listing 6-28. Getting the Application User ID Using the getuid Function
uid_t uid;

/* Get the application user ID. */
uid = getuid();

MY _LOG_INFO("Application User ID is %u", uid);

Similar to the user ID, the group ID for the current application can be obtained through the getgid
function, as shown in Listing 6-29.

Getting the Application Group ID Using the getgid Function

= getgid();

application number. For example, the user name for application with user ID 10040 will be
app_40. The user name be obtained through the getlogin function, as shown in Listing 6-30.

Listing 6-30. Getting the Application User Name Using the getlogin Function
char* username;

/* Get the application user name. */
username = getlogin();

MY_LOG_INFO("Application user name is %s", username);

Inter-Process Communication

Bionic does not provide support for System V inter-process communication (IPC), in order to avoid
denial-of-service attacks and kernel resource leakage. Although System V IPC is not supported, the
Android platform architecture makes heavy use of IPC using its own flavor known as Binder. Android
applications communicate with the system, services, and each other through the Binder interface.
At the time of this writing, Bionic does not provide any official APIs to enable native applications

to interact with the Binder interface. Currently, the Binder interface is only accessible through the
Android Java APIs.
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Summary

In this chapter, you started exploring Bionic, a derivation of the BSD standard C library by Google
for the Android operating system. You studied the standard C library functions that are exposed to
the native applications through Bionic, such as memory management, standard I/O, process control,
system configuration, plus user and group management functions. Beside the APIs mentioned,
Bionic also provides multi-threading and networking APIs for the native applications. You will explore
these APIs separately in individual chapters.
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Native Threads

A thread is a mechanism enabling a single process to perform multiple tasks concurrently. Threads are
lightweight processes sharing the same memory and resources of the same parent process. A single
process can contain multiple threads executing in parallel. As part of the same process, threads can
communicate with each other and share data. Android supports threads in both Java and the native
code. In this chapter, you will be exploring different strategies and APIs that can be used for concurrent
programming pertaining to native code. The following key topics are covered in this chapter:

Java vs. POSIX Threads

Thread synchronization

Controlling the thread lifecycle

Thread priorities and scheduling strategies

Interacting with Java from within native threads

Creating the Threads Example Project

Before going into the details of having multithreading in native code, you will create a simple
example application that will act as a testbed. The example application will provide the following:

An Android application project with native code support.

A simple GUI to define the number of threads, the number of iterations per
worker, a button to start threads, and a text view showing the progress
messages from the native workers during runtime.

A native worker function mimicking a long-lasting task.

While working through the chapter, you will expand this example application to demonstrate different
techniques and APls pertaining to multithreading in native code.

179
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Creating the Android Project
Start by creating a new Android application project.

1. Open the Eclipse IDE and choose File » New » Other from the top menu bar
to launch the New dialog, as shown in Figure 7-1.

Select a wizard

= <7

Create an Android Application Project

Wizards:
It_l,lpe filter text

== Android [-]
- 22 Android Activity
B
4% Android lcon Set
+{7] Android Object |

New dialog

2. From the list of wizards, expand the Android category.
3. Choose Android Application Project from the sub-list.

4. Click the Next button to launch the New Android App wizard, as shown in
Figure 7-2.

= Mew Android App | _ (O] x|

Hew Android Application f
Creates a new Android Application

Application Name:f‘lThleads

Project Name:f‘IThleads

Package Name:f‘lcum.apress.threads

Build SDK:8|Android 4.0 [API 14) [-] |choose... |

Minimum Bequired SDK:QIAPI 8- Android 2.2 [Fropo] ;I

Figure 7-2. New Android App dialog
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Set Application Name to Threads.

Set Project Name to Threads.

Set Package Name to com.apress.threads.
Set Build SDK to Android 4.0.

Set Minimum Required SDK to API 8.

10. Click the Next button to proceed.

© o N o o

11. Keep the default settings for the launcher icon by clicking the Next button.
12. Select the Create activity.

13. Choose Blank Activity from the template list.

14. Click the Next button to proceed.

15. In the New Blank Activity step, accept the default values by clicking the
Finish button.

Adding the Native Support

Native support should be added to the new Android project in order to use native code. Using the
Project Explorer view, right-click the Threads project, and choose Android Tools » Add Native Support
from the context menu. As shown in Figure 7-3, the Add Android Native Support dialog will be
launched.

= N= B
Add Android Native Support

Settings for generated native components for project.

Library Hame: lib IThleads .80

Figure 7-3. Add Android Native Support dialog

Set the Library Name to Threads and click the Finish button. Native code support will be added to
the project.

Declaring the String Resources

The application’s user interface will be referring to a set of string resources. Using the Project
Explorer view, expand the res directory for resources. Expand the values subdirectory, and double-
click on strings.xml to open the string resources in the editor. Replace the content as shown

in Listing 7-1.
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Listing 7-1. Content of res/values/strings.xml File

<resources>
<string name="app_name">Threads</string>
<string name="menu_settings">Settings</string>
<string name="title activity main">Threads</string>
<string name="threads_edit">Thread Count</string>
<string name="iterations_edit">Iteration Count</string>
<string name="start_button">Start Threads</string>
</resources>

7-4).

s 4 & 410
g Threads

Thread Count

Iteration Count

Start Threads

Figure 7-4. Simple user interface for the example application

Using the Project Explorer view, expand the layout subdirectory under the res directory. Double-
click the activity main.xml layout file to open it in the editor. Replace the content as shown in
Listing 7-2.

Listing 7-2. Content of res/layout/activity_main.xml File

<LinearlLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"
android:layout_height="match_parent"
android:orientation="vertical" >

<EditText
android:id="@+id/threads_edit"
android:layout_width="match_parent"
android:layout_height="wrap_content"
android:ems="10"
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android
android

<reques
</EditText>

<EditText

android:

android

android:
android:
android:

android

<Button

android:
android:

android

android:

<ScrollView

android:
android:

android

<TextVi
and
and
and

</Scrollvie

</Linearlayout>

thint="@string/threads edit"
:inputType="number" >

tFocus />

id="@+id/iterations edit"
:layout_width="match_parent"
layout_height="wrap_content"
ems="10"
hint="@string/iterations_edit"
:inputType="number" />

id="@+id/start_button"
layout_width="wrap_content"
:layout_height="wrap_content"
text="@string/start_button" />

id="@+id/scrollview1"
layout_width="match_parent"
:layout_height="wrap_content” >

ew
roid:id="@+id/log_view"
roid:layout_width="match_parent"
roid:layout_height="wrap_content" />

W>

Implementing the Main Activity

The main activity will be presenting the user interface that you defined in the previous section, and
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it will enable the user interface to configure and control the threads and the workers during runtime.
Before going through the functions that are provided in the main activity, using the Project Explorer
view, expand the src directory, and select com.apress.thread Java package. Double-click the

MainActivity.java file, and replace the content as shown in Listing 7-3.

Listing 7-3. Content of src/com/apress/threads/MainActivity.java File

package com.apr

import android.
import android.
import android.
import android.
import android.

ess.threads;

app.Activity;

os.Bundle;

view.View;
view.View.0OnClickListener;
widget.Button;
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import android.widget.EditText;
import android.widget.TextView;

/**

* Main activity.

*

* @author Onur Cinar

*/

public class MainActivity extends Activity {
/** Threads edit. */
private EditText threadsEdit;

/** Iterations edit. */
private EditText iterationsEdit;

/** Start button. */
private Button startButton;

/** Log view. */
private TextView logView;

@0verride

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.activity main);

// Initialize the native code
nativelInit();

threadskdit = (EditText) findViewById(R.id.threads edit);
iterationskdit = (EditText) findViewById(R.id.iterations edit);
startButton = (Button) findViewById(R.id.start button);
logView = (TextView) findViewById(R.id.log view);

startButton.setOnClickListener(new OnClickListener() {
public void onClick(View view) {
int threads = getNumber(threadsEdit, 0);
int iterations = getNumber(iterationskdit, 0);

if (threads > 0 88 iterations > 0) {
startThreads(threads, iterations);
}

}
1
}

@0verride
protected void onDestroy() {
// Free the native resources

nativeFree();

super.onDestroy();
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Jx*
* On native message callback.
ES
* @param message
* native message.
*/
private void onNativeMessage(final String message) {
runOnUiThread(new Runnable() {
public void run() {
logView.append(message);
logView.append("\n");
}
D;
}

/**

* Gets the value of edit text as integer. If the value
* is empty or count not be parsed, it returns the

* default value.

*

* @param editText edit text.

* @param defaultValue default value.

* @return numeric value.

*/
private static int getNumber(EditText editText, int defaultValue) {
int value;
try {
value = Integer.parseInt(editText.getText().toString());
} catch (NumberFormatException e) {
value = defaultValue;
}
return value;
}
/**

* Starts the given number of threads for iterations.

*

* @param threads thread count.

* @param iterations iteration count.

*/

private void startThreads(int threads, int iterations) {
// We will be implementing this method as we
// work through the chapter

}

/**

* Initializes the native code.
*/
private native void nativeInit();
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* Free the native resources.

private native void nativeFree();

* Native worker.

* @param id worker id.
* @param iterations iteration count.

private native void nativeWorker(int id, int iterations);

static {
System.loadLibrary("Threads");

onNativeMessage is a callback function that will be invoked by the native code
to send progress messages to the Ul. Android does not allow code running

in a different thread than the main Ul thread to access or manipulate the Ul
components. As the native worker functions are expected to execute within

a different thread, the onNativeMessage method simply schedules the actual
update operation in Ul thread through the runOnUiThread method of the
android.app.Activity class.

startThreads method will simply dispatch the start request to the proper
threading example. As you work through the chapter, you will be experimenting
with different features of threading. The startThreads method will facilitate
switching between these different examples.

nativeInit method is implemented in the native code. It handles the
initialization of the native code prior executing the individual threads.

nativeFree method is implemented in the native code. It frees the native
resources when the activity is getting destroyed.

nativelWorker method is implemented in native code and mimics a long-lasting
task. It takes two arguments, the worked ID and the iterations count.

Generating the C/C++ Header File

In order to generate the function signatures for these two native methods, first select the
MainActivity.java source file using the Project Explorer, and choose Run » External Tools > Generate C
and C++ Header File from the top menu bar. The javah tool will generate the header file in the jni
directory with the content shown in Listing 7-4.
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Listing 7-4. Content of jni/com_apress_threads_MainActivity.h File

/* DO NOT EDIT THIS FILE - it is machine generated */
#include <jni.h>
/* Header for class com_apress threads MainActivity */

/*

* (lass: com_apress_threads MainActivity
* Method: nativeInit

* Signature: ()V

*/

INIEXPORT void INICALL Java_com_apress threads MainActivity nativeInit
(INIEnv *, jobject);

/*

* Class: com_apress_threads MainActivity
* Method: nativeFree

* Signature: ()V

*/

INIEXPORT void INICALL Java_com_apress_threads MainActivity nativeFree
(INIEnv *, jobject);

/*

* (lass: com_apress_threads_MainActivity
* Method: nativeWorker

* Signature: (II)V

*/

INIEXPORT void INICALL Java_com apress_threads MainActivity nativeWorker
(INIEnv *, jobject, jint, jint);

Implementing the Native Functions

Based on the function signatures that were generated in the previous section, you will now be

implementing the native functions.

1. Using the Project Explorer, right-click on jni directory.

From the list of wizards, expand the C/C++ category.
Select the Source File wizard.

Click the Next button.

o g ~ w0 DN

Using the New Source File dialog, set the source file to
com_apress_threads MainActivity.cpp.

7. Click the Finish button.
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The new source file will be opened in the editor. Replace its content as shown in Listing 7-5.
Listing 7-5. Content of jni/com_apress_threads_MainActivity.cpp File

#include <stdio.h>
#include <unistd.h>

#include "com_apress_threads MainActivity.h"

// Method ID can be cached
static jmethodID gOnNativeMessage = NULL;

INIEnv* env,
jobject obj)

// If method ID is not cached
if (NULL == gOnNativeMessage)

// Get the class from the object
jclass clazz = env->GetObjectClass(obj);

// Get the method id for the callback

gOnNativeMessage = env->GetMethodID(clazz,
"onNativeMessage",
"(Ljava/lang/String;)V");

// If method could not be found
if (NULL == gOnNativeMessage)

// Get the exception class
jclass exceptionClazz = env->FindClass(
"java/lang/RuntimeException");

// Throw exception
env->ThrowNew(exceptionClazz, "Unable to find method");

}

void Java_com apress_threads MainActivity nativeFree (
INIEnv* env,
jobject obj)

}

void Java_com_apress threads MainActivity nativeWorker (
INIEnv* env,
jobject obj,
jint id,
jint iterations)
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// Loop for given number of iterations
for (jint i = 0; i < iterations; i++)
{
// Prepare message
char message[26];
sprintf(message, "Worker %d: Iteration %d", id, i);

// Message from the C string
jstring messageString = env->NewStringUTF(message);

// Call the on native message method
env->CallVoidMethod(obj, gOnNativeMessage, messageString);

// Check if an exception occurred
if (NULL != env->ExceptionOccurred())
break;

// Sleep for a second
sleep(1);

}

The native source file contains three native functions:

Java_com_apress_threads MainActivity nativeInit function initializes the
native code by locating the method ID for the onNativeMessage callback function
and caching it in the gOnNativeMessage global variable.

Java_com_apress_threads_MainActivity nativeFree function is a placeholder
for releasing the native resources. You will implement this function as you work
through the chapter.

Java_com_apress_threads MainActivity nativeWorker function mimics a
long-lasting task through a for loop. It loops based on the specified number of
iterations and sleeps a second between iterations. It communicates the iteration
status to the Ul by invoking the onNativeMessage callback method.

Updating the Android.mk Build Script

The new source file should be added to the Android.mk build script for the Android build system

to compile it as part of the shared library. Using the Project Explorer, expand the jni directory, and
double-click the Android.mk file to open it in the editor. Replace the content as shown in Listing 7-6.
Listing 7-6. Content of jni/Android.mk File

LOCAL PATH := $(call my-dir)

include $(CLEAR_VARS)
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Threads
com_apress_threads MainActivity.cpp

LOCAL_MODULE
LOCAL_SRC_FILES

include $(BUILD SHARED LIBRARY)

The example application is now ready. You can validate the example project by running it in the
Android Emulator. Since the startThreads method is not implemented yet, the application will
not function, although the Ul will be displayed. In the next section, you will add multithreading
functionality to the example application.

Java Threads

java.lang.Thread instance can be created in Java space using pure Java code, and it can invoke

MainActivity.java source file in the editor. Add the
method into the MainActivity class as shown in Listing 7-7.

Adding the javaThreads Method to MainActivity Class

public class MainActivity extends Activity {
o
* Using Java based threads.
*

* @param threads thread count.
* @param iterations iteration count.
*/
private void javaThreads(int threads, final int iterations) {
// Create a Java based thread for each worker
for (int i = 0; i < threads; i++) {
final int id = i;

Thread thread = new Thread() {

public void run() {
nativeWorker(id, iterations);
}

};

thread.start();
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The javaThreads method takes two arguments, number of threads and the number of iterations for
each worker, and it does the following:

Creates the requested number of java.lang.Thread objects.

Overrides the run method of java.lang.Thread class to invoke the nativelWorker
method in the thread context.

Starts each thread instance.

In order to use the javaThreads method, you need to modify the startThreads method to point to it.
As you work through this chapter, you will be repeating the same procedure for other examples so
that you can easily switch between examples. Update the startThreads method as shown in
Listing 7-8.

Listing 7-8. Modified startThreads Method Invoking javaThreads Method

public class MainActivity extends Activity {
o
* Starts the given number of threads for iterations.
ES

* @param threads thread count.

* @param iterations iteration count.

*/

private void startThreads(int threads, int iterations) {
javaThreads(threads, iterations);

}

Executing the Java Threads Example
Run the example application on the Android Emulator, and follow these steps:
1. Set the Thread Count to 2 to have two threads run concurrently.

2. Set the Iteration Count to 10 to have each thread worker iterate through
ten steps.
3. Click the Start Threads button to start the Java threads.

The javaThreads method will create two threads, and each of these threads will run the nativelWorker
function with ten iterations. The threads will run for ten seconds. The nativeWorker function, while
starting each iteration step, will inform the Ul by sending an update message, as shown in Figure 7-5.
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4 & 10:49

2 Threads

2
19 .

Start Threads

Worker 0: Iteration 0
Worker 1: Iteration 0
Worker O: Iteration 1
Worker 1: Iteration 1
Worker 0: Iteration 2
Worker 1: Iteration 2
Worker 0: Iteration 3
Worker 1: Iteration 3

Native code running in multiple Java threads

Note Depending on the screen size you may need to scroll the results to see the latest update
messages.

Pros and Cons of using Java Threads for Native Code

Using Java threads for native code has the following advantages compared to native threads:
It’s much easier to set up.
It does not require any change in the native code.

It does not require being explicitly attached to the virtual machine, as Java
threads are already part of the Java platform. Native code can communicate
with the Java code using the supplied thread-specific INIEnv interface pointer.

The methods provided through the java.lang.Thread class can be used to
seamlessly interact with the thread instance from the Java code.

Besides its advantages, the Java threads have the following major shortcomings compared to native
threads when used for multithreading the native code:

Assumes that the logic to assign tasks to threads is part of the Java code, since
there is no API in native space to create Java threads.

Assumes that the native code is thread-safe, since Java-based threading is
transparent to the native code.
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Native code cannot benefit from other concurrent programming concepts and
components, such as semaphores, since no APIs for Java threads are available
in native space.

Native code running in separate threads cannot communicate or share
resources directly.

Note Although some of these shortcomings of Java threads can be resolved by using JNI to invoke
the necessary Java APIs, this approach is not preferable since passing through the JNI boundary is a
relatively expensive operation.

In the next section, you will start exploring the native threads.

POSIX Threads

POSIX Threads, also known as simply Pthreads, is a POSIX standard for threads. Prior to 1995,
several different threading APIs existed. The POSIX.1c, Threading Extensions, standard was
published in 1995 and defined a common API for creating and manipulating threads. Many of

the major operating systems, including Microsoft Windows, Mac OS X, BSD, and Linux provide
multithreading support conforming to the POSIX Threads standard. As it is based on the Linux
operating system, Android also provides non-compliant implementation of POSIX Threads for native
code. As POSIX Threads standard is rather large, this section will only cover the APIs that are fully
supported by Android platform.

Using POSIX Threads in Native Code

The POSIX Thread API is declared through the pthread.h header file. In order to use POSIX Threads
in native code, this header file needs to be included first.

#include <pthread.h>

The Android implementation of POSIX Threads is part of the Bionic standard C standard library.
Unlike other platforms, it does not require linking of any additional library during compile-time.

Creating Threads using pthread_create
The POSIX Threads are created through the pthread_create function.

int pthread create(pthread t* thread,
pthread_attr_t const* attr,
void* (*start_routine)(void*),
void* arg);

www.it-ebooks.info


http://www.it-ebooks.info/

194 CHAPTER 7: Native Threads

The function takes the following arguments:

Pointer to a thread_t type variable that will be used by the function to return the
handle for the new thread.

Attributes for the new thread in the form of a pointer to a pthread_attr t
structure. Stack base, stack size, guard size, scheduling policy, and scheduling
priority for the new thread can be specified through the attributes. You will learn
about some of these attributes later in the chapter. It can be NULL if the default
attributes are going to be used.

A function pointer to the start routine for the thread. The start routine function

signature should look like the following:

void* start rountine (void* args)

The start routine takes the thread arguments as a void pointer, and it returns a result as a
void pointer.

Any arguments should be passed to the start routine when the thread gets
executed in the form of a void pointer. It can be NULL if not arguments needs to
be passed.

pthread create function returns zero; otherwise it returns an error code.

You can now expand the example application to use POSIX Threads in order to experiment with the
pthread create function.

Updating the Main Activity

Using the Project Explorer, open the MainActivity. java source file in the editor. Add the native
posixThreads method into the MainActivity class as shown in Listing 7-9.

Listing 7-9. Adding the Native posixThreads Method to MainActivity Class

public class MainActivity extends Activity {
S
* Using the POSIX threads.
*

* @param threads thread count.

* @param iterations iteration count.

*/

private native void posixThreads(int threads, int iterations);
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Similar to the javaThreads method, the posixThreads method also takes two arguments, number of
threads and the number of iterations for each worker. In order to use the posixThreads method, you
need to modify the startThreads method to point to it instead of the javaThreads method. Update
the startThreads method as shown in Listing 7-10.

Listing 7-10. Modified startThreads Method Invoking posixThreads Method

public class MainActivity extends Activity {
o
* Starts the given number of threads for iterations.
ES

* @param threads thread count.

* @param iterations iteration count.

*/

private void startThreads(int threads, int iterations) {
posixThreads(threads, iterations);

Regenerating the C/C++ Header File for posixThreads Method

As you will be using the POSIX Threads, the implementation of the posixThreads method will
happen in native code instead of Java. Upon making these changes on the MainActivity class, the
com_apress_threads MainActivity.h header file should be updated. Select the MainActivity.java
source file using the Project Explorer, and then choose Run » External Tools » Generate C and C++
Header File from the top menu bar. The updated header file will contain the function declaration the
posixThreads native method, as shown in Listing 7-11.

Listing 7-11. Generated Function Signature for posixThreads

/*

* Class: com_apress_threads MainActivity

* Method: posixThreads

* Signature: (II)V

*/

INIEXPORT void INICALL Java_com apress_threads MainActivity posixThreads
(INIEnv *, jobject, jint, jint);

Updating the Native Code

You will now update the native code for POSIX Threads. As the POSIX Threads are not part of the
Java platform, multiple changes will be needed in the native code in order to provide the same
functionality. Using the Project Explorer, expand the jni directory, and double-click on the
com_apress_threads MainActivity.cpp source file to open it. Then follow these steps:

1. Include the pthread.h in the source file in order to utilize the POSIX Thread
APls in the native code, as shown in Listing 7-12.
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Listing 7-12. Including the pthread.h header File for POSIX Threads

#include <stdio.h>
#include <unistd.h>

#include <pthread.h>

#include "com_apress_threads MainActivity.h"

As mentioned earlier, the pthread create function can pass a single void
pointer argument to the start routine when running a new thread. The
com_apress_threads nativeWorker function requires two task specific
arguments, the worker ID and the iteration count to be supplied. In order to
pass more than one argument to the start routine, a new structure is needed
to wrap these multiple arguments. Add the definition of NativeWorkerArgs
structure, as shown in Listing 7-13.

Listing 7-13. Defining the NativeWorkerArgs Structure
#include "com_apress_threads MainActivity.h"

// Native worker thread arguments
struct NativelWorkerArgs

{
jint id;
jint iterations;

b

// Method ID can be cached
static jmethodID gOnNativeMessage = NULL;

As the POSIX Threads are not part of the Java platform, they are not known
to the virtual machine. The POSIX Threads should first attach themselves

to the virtual machine in order to interact with the Java space. The Java

VM interface pointer should be available to the POSIX Threads in order to
properly attach them. Once they are attached, the worker code running in
the POSIX Threads needs to invoke the onNativeMessage callback method
to inform the UI. This requires having a reference to the MainActivity class
instance. The object reference that is provided with the JNI method call
cannot be cached here since it is a local reference. A global reference should
be created and stored for the threads to use. Add the two global variables in
Listing 7-14 to the native code.
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Listing 7-14. Global Variables to Hold Java VM Interface Pointer and Global Reference to Object Instance

// Method ID can be cached
static jmethodID gOnNativeMessage = NULL;

// Java UM interface pointer
static JavaVM* gUm = NULL;

// Global reference to object
static jobject gObj = NULL;

void Java_com apress threads MainActivity nativeInit (
INIEnv* env,
jobject obj)

There are multiple ways to get the Java VM interface pointer in native code.
The easiest and most proper way of doing it is through the IJNI_OnLoad
function. This function gets invoked automatically by the virtual machine
when the shared library gets loaded. The function takes the Java VM
interface pointer as one of its arguments. As shown in Listing 7-15, add the
INI_OnLoad function to the native code in order to store the Java VM interface
pointer in the gVm global variable that was defined in the previous step.

Listing 7-15. JNI OnLoad Function to Store Java VM Interface Pointer

jint INI_OnLoad (JavaVM* vm, void* reserved)

{
// Cache the JavaVM interface pointer
gvm = vm;
return INI_VERSION_1_4;

}

The object reference to MainActivity class instance is needed in order to
invoke the onNativeMessage callback method to deliver updates to the Ul
from the native code. As shown in Listing 7-16, update the Java_com_apress_
threads MainActivity nativeInit method to create a global reference that
can be used by the threads.

Listing 7-16. Creating a Global Reference for the Object Instance
void Java_com_apress_threads MainActivity nativeInit (
INIEnv* env,
jobject obj)
/1 If object global reference is not set

if (NULL == gObj)
{
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// Create a new global reference for the object
gobj = env-»>NewGlobalRef(obj);

if (NULL == gObj)
{

}

goto exit;

}

// If method ID is not cached
if (NULL == gOnNativeMessage)

exit:
return;
}

Global references should be properly deleted when they are no longer
needed; otherwise memory leaks will occur. Update the
Java_com_apress_threads_MainActivity nativeFree function to delete the
global reference once the activity has stopped, as shown in Listing 7-17.

Listing 7-17. Updated nativeFree Method Deleting the Global Reference

void Java_com_apress_threads MainActivity nativeFree (
INIEnv* env,
jobject obj)

// If object global reference is set
if (NULL != gObj)

// Delete the global reference
env-sDeleteGlobalRef(g0bj);
gobj = NULL;

In order to run the Java_com apress threads MainActivity nativeWorker
function within the POSIX Thread, an intermediate start routine is required to
properly attach the POSIX Thread to the Java virtual machine, obtain a valid
INIEnv interface pointer, and execute the native worker with the proper set of
arguments. As shown in Listing 7-18, add the nativelWorkerThread start routine.

Listing 7-18. Adding the Start Routine for Native Worker Threads
static void* nativeWorkerThread (void* args)

{
INIEnv* env = NULL;
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// Attach current thread to Java virtual machine
// and obrain INIEnv interface pointer

if (0 == gVm->AttachCurrentThread(&env, NULL))

{

// Get the native worker thread arguments
NativeWorkerArgs* nativeWorkerArgs = (NativeWorkerArgs*) args;

// Run the native worker in thread context

Java_com _apress_threads MainActivity nativeWorker(env,
gobj,
nativelWorkerArgs->id,
nativelWorkerArgs->iterations);

// Free the native worker thread arguments
delete nativeWorkerArgs;

// Detach current thread from Java virtual machine
gVm->DetachCurrentThread();
}

return (void*) 1;

}

As all the prerequisites have been satisfied, the Java_com apress_threads
MainActivity posixThreads function can be implemented in the native code.
The function creates new threads using the pthread create function and
supplies the worker arguments wrapped in a NativeWorkerArgs structure
that was defined earlier. In case of an error, the function throws a
java.lang.RuntimeException and terminates. As shown in Listing 7-19, add
the function to the native code.

Listing 7-19. The posixThreads Native Method Implementation

void Java_com apress_threads_MainActivity_posixThreads (
INIEnv* env,
jobject obj,
jint threads,
jint iterations)

// Create a POSIX thread for each worker
for (jint i = 0; i < threads; i++)
{
// Native worker thread arguments
NativeWorkerArgs* nativeWorkerArgs = new NativeWorkerArgs();
nativelWorkerArgs->id = i;
nativeWorkerArgs->iterations = iterations;

// Thread handle
pthread_t thread;

www.it-ebooks.info

199


http://www.it-ebooks.info/

200 CHAPTER 7: Native Threads

// Create a new thread

int result = pthread create(
&thread,
NULL,
nativeWorkerThread,
(void*) nativeWorkerArgs);

if (0 != result)

{
// Get the exception class
jclass exceptionClazz = env->FindClass(
"java/lang/RuntimeException");
// Throw exception
env->ThrowNew(exceptionClazz, "Unable to create thread");
}

for the Java threads to test the application using POSIX Threads. The application should execute
identically, although the underlying threading mechanism is different.

Return Result from POSIX Threads

Threads can return a result back when they are terminating. This is achieved through the void pointer
that is returned from the thread start routine. In the previous example, the Java_com_apress threads_
MainActivity posixThreads function is designed to return immediately after executing the threads.
The function can be modified to wait for threads to finish their work and return. A function can wait
for a thread to terminate by using the pthread join function.

int pthread join(pthread t thread, void** ret val);

The pthread_join function takes the following arguments:

Thread handle that is returned from the pthread_create function for the target
thread.

Pointer to a void pointer for obtaining the returned result from the start routine.

It suspends the execution of the calling thread until the target thread terminates. If the ret_val is not
NULL, the function will set the value of ret_val pointer to the result returned from the start routine. In
case of success, pthread_join function returns zero; otherwise it returns the error code.
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Updating the Native Code to Use pthread_join

In order to see pthread_join in action, you will update the example application. Using the Project
Explorer, expand the jni directory, double-click the com_apress threads MainActivity.cpp source
file to open it in the editor, and update the Java_com_apress_threads MainActivity posixThreads
function as shown in Listing 7-20.

Listing 7-20. Adding pthread_join to Native Code

void Java_com_apress threads MainActivity posixThreads (
INIEnv* env,
jobject obj,
jint threads,
jint iterations)

// Thread handles
pthread_t* handles = new pthread_t[threads];

// Create a POSIX thread for each worker
for (jint i = 0; i < threads; i++)

{
// Native worker thread arguments
NativeWorkerArgs* nativeWorkerArgs = new NativeWorkerArgs();
nativelWorkerArgs->id = i;
nativeWorkerArgs->iterations = iterations;
// Create a new thread
int result = pthread create(
&handles[i],
NULL,
nativelWorkerThread,
(void*) nativeWorkerArgs);
if (0 != result)
{
// Get the exception class
jclass exceptionClazz = env->FindClass(
"java/lang/RuntimeException");
// Throw exception
env->ThrowNew(exceptionClazz, "Unable to create thread");
goto exit;
}
}

// Wait for threads to terminate
for (jint i = 0; i < threads; i++)

void* result = NULL;

// Join each thread handle
if (0 !'= pthread_join(handles[i], &result))
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// Get the exception class
jclass exceptionClazz = env->FindClass(
"java/lang/RuntimeException");

// Throw exception
env->ThrowNew(exceptionClazz, "Unable to join thread");

}

else

{
// Prepare message
char message[26];
sprintf(message, "Worker %d returned %d", i, result);

// Message from the C string
jstring messageString = env->NewStringUTF(message);

// Call the on native message method
env->CallVoidMethod(obj, gOnNativeMessage, messageString);

// Check if an exception occurred
if (NULL != env->ExceptionOccurred())

{
}

goto exit;

}

exit:
return;
}

Upon making the necessary changes, run the example application on the Android Emulator. Set both
the thread count and the iteration count to a small number, such as 2, and click the Start Threads
button. You will immediately notice that the Ul will hang for few seconds. This is due to pthread _join
function suspending the execution of the main Ul thread until the created threads terminates. The Ul
will show the returned result from the threads.

Synchronizing POSIX Threads

As they are running within the same process space, threads share the same memory and resources.
This makes it very easy for threads to communicate and share data, although it makes two kinds of
problems possible: thread interference and memory inconsistency due to concurrent modification of
shared resources. Thread synchronization becomes vital in these situations. Thread synchronization
provides the mechanism to ensure that two concurrently running threads do not execute specific
portions of the code at the same time. Similar to Java threads, the POSIX Thread API also provides
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synchronization functionality. In this chapter, you will mainly focus on the two most frequently used
synchronization mechanisms offered by the POSIX Threads:

Mutexes allow mutual exclusion in the code where specific portions of the code
do not execute at the same time.

Semaphores control access to a resource based on a defined number of
available resources. If no resource is available, the calling thread simply waits on
the semaphore until a resource becomes available.

Synchronizing POSIX Threads using Mutexes

POSIX Thread API exposes mutexes to the native code through the pthread_mutex_t data type.
The POSIX Thread API provides a set of functions for interacting with mutexes from the native code.
Prior to being used, the mutex variables should be initialized first.

Initializing Mutexes

The POSIX Thread API provides two ways of initializing the mutexes: pthread mutex_init function
and the PTHREAD_MUTEX_INITIALIZER macro. The pthread mutex_init function can be used to
initialize the mutexes.

int pthread_mutex_init(pthread_mutex_t* mutex,
const pthread mutexattr t* attr);

The pthread_mutex_init function takes two arguments, a pointer to the mutex variable to initialize
and a pointer to the pthread_mutextattr_t structure defining the attributes for the mutex. If the
second argument is set to NULL, the default attributes gets used. If the default attributes are enough,
instead of the pthread _mutex_init function, the PTHREAD_MUTEX_INITIALIZER macro is more
appropriate.

pthread mutex_t mutex = PTHREAD_MUTEX INITIALIZER;

Upon successful initialization, the state of the mutex becomes initialized and unlocked, and the
function returns zero; otherwise it returns the error code.

Locking Mutexes

The pthread_mutex_lock function can be used to gain mutual exclusion by locking an already
initialized mutex.

int pthread mutex lock(pthread mutex t* mutex);

The function takes a pointer to the mutex variable. If the mutex is already being locked, the calling
thread gets suspended until the mutex becomes available. In case of success, the function returns
zero; otherwise it returns the error code.
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Unlocking Mutexes

Upon completing executing the critical code section, the mutex can be unlocked using the
pthread mutex unlock function.

int pthread mutex unlock(pthread mutex t* mutex);

The function takes a pointer to the mutex variable and unlocks it. The scheduling policy decides
which thread waiting on the mutex gets executed next. In case of success, the function returns zero;
otherwise it returns the error code.

pthread mutex destroy

jni directory, double-click the com_apress threads MainActivity.cpp source file to open

1. Add the mutex variable to the native code as shown in Listing 7-21.
Listing 7-21. Adding the Mutex Variable to the Native Code

// Global reference to object
static jobject gObj = NULL;

// Mutex instance
static pthread_mutex_t mutex;

jint INI OnLoad (JavaVM* vm, void* reserved)

2. The mutex variable should be initialized prior being used. As shown in
Listing 7-22, update the Java_com paress threads MainActivity nativeInit
function to initialize the mutex.

Listing 7-22. Initializing the Mutex Variable
void Java_com apress_threads_MainActivity nativeInit (
INIEnv* env,

jobject obj)

// Initialize mutex
if (0 !'= pthread_mutex_init(&mutex, NULL))
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// Get the exception class
jclass exceptionClazz = env->FindClass(
"java/lang/RuntimeException");

// Throw exception
env->ThrowNew(exceptionClazz, "Unable to initialize mutex");
goto exit;

}

Once the mutex is no longer needed, it should be destroyed. Update the
Java_com_apress_threads MainActivity nativeFree function as shown in
Listing 7-283.

Listing 7-23. Destroying the Mutex Variable
void Java_com apress_threads MainActivity nativeFree (

INIEnv* env,
jobject obj)

// Destory mutex
if (0 != pthread_mutex_destroy(&mutex))

{
// Get the exception class
jclass exceptionClazz = env->FindClass(
"java/lang/RuntimeException");
// Throw exception
env->ThrowNew(exceptionClazz, "Unable to destroy mutex");
}

}

The thread worker can now lock the mutex at the beginning of the code
section and then unlock it when the code section terminates. Update the
Java_com_apress_threads MainActivity nativeWorker function as shown in
Listing 7-24.

Listing 7-24. Locking and Unlocking the Mutex Variable

void Java_com apress threads MainActivity nativeWorker (
INIEnv* env,
jobject obj,
jint id,
jint iterations)

// Lock mutex
if (0 !'= pthread_mutex_lock(&mutex))
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// Get the exception class
jclass exceptionClazz = env->FindClass(
"java/lang/RuntimeException");

// Throw exception
env->ThrowNew(exceptionClazz, "Unable to lock mutex");
goto exit;

// Unlock mutex
if (0 !'= pthread_mutex_unlock(&mutex))

// Get the exception class
jclass exceptionClazz = env->FindClass(
"java/lang/RuntimeException");

// Throw exception
env->ThrowNew(exceptionClazz, "Unable to unlock mutex");

}

exit:
return;

You can now run the example application on the Android Emulator. As the native code is now using
the mutex, threads will no longer execute concurrently. Only the thread with the mutex lock will
execute and send update messages to Ul; the other threads will be suspended, waiting for the
mutex to become available.

Synchronizing POSIX Threads Using Semaphores

Unlike the other POSIX functions, the POSIX semaphores are declared in a different header file, the
semaphore.h.

#include <semaphore.h>
The POSIX semaphores are exposed to native code through the sem_t data type. The POSIX

Semaphore API provides a set of functions for interacting with the semaphores from the native code.
Prior being used, the semaphore variables should be initialized first.
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Initializing Semaphores

The POSIX Semaphore API provides the sem_init function to initialize the semaphore variables.
extern int sem init(sem t* sem, int pshared, unsigned int value);

It takes three arguments: a pointer to the semaphore variable that will be initialized, the share flag,
and its initial value. On success, the function returns zero; otherwise -1 is returned.

Locking Semaphores

Once the semaphore is properly initialized, threads can use the sem_wait function to decrease the
number of the semaphore.

extern int sem wait(sem t* sem);

The function takes a pointer to the semaphore variable. If semaphore’s value is greater than zero,
the locking succeeds and the value of the semaphore gets decremented accordingly. If the value
of the semaphore is zero, then the calling thread gets suspended until the semaphore value gets
incremented by another thread through unlocking it. On success, the function returns zero;
otherwise -1 is returned.

Unlocking Semaphores

Upon finishing executing the critical code section, the thread can unlock the semaphore using the
sem_post function.

extern int sem post(sem t* sem);

When the semaphore gets unlocked by the sem post function, its value gets incremented by one.
Scheduling policy decides which thread waiting on the semaphore gets executed next. On success,
the function returns zero; otherwise —1 is returned.

Destroying Semaphores

Once the semaphore is no longer needed, it can be destroyed through the sem destory function.
extern int sem destroy(sem t* sem);

The function takes a pointer to the semaphore variables that will be destroyed. Destroying a
semaphore that another thread is currently blocked on may result in undefined behavior. On success,
the function returns zero; otherwise -1 is returned.

Priority and Scheduling Strategy for POSIX Threads

Scheduling policies, with the thread priorities, orders the list of threads in a certain execution order.
This section will briefly explore these scheduling strategies and the thread priorities.
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POSIX Thread Scheduling Strategy

The POSIX Thread specification requires a set of scheduling strategies to be implemented. The most
frequently used scheduling policies are the following:

SCHED_FIFO: The first in, first out scheduling policy orders the list of threads
based on the time the thread has been on the list. Based on its priority, the
thread can also move within the thread list.

SCHED_RR: the round-robin scheduling policy is identical to the SCHED_FIFO
scheduling policy with the addition of limiting the duration of the thread
execution to prevent any thread monopolizing the available CPU cycles.

sched.h header file. The scheduling strategy
sched_policy field of the thread attributes structure pthread_attr t
pthread_create function, or during runtime through the
function.

int poilcy,
struct sched param const* param);

POSIX Thread Priority

The POSIX Thread API also provides functions to adjust the priority of the threads based on the
scheduling policy. The thread priority can either be defined using the sched priority field of the
thread attributes structure pthread_attr_t while creating a new thread using the pthread_create
function, or during runtime through the pthread_setschedparam function and proving the thread
priority in sched_param structure. The minimum and maximum priority value differs based on the
scheduling policy in use. The application can query for these number by using the

sched_get priority max and sched_get priority min function.

Summary

In this chapter, you explored the possible multithreading mechanisms that are provided through
Java threads and POSIX Threads in the native space. The chapter provided a comparison of these
threading mechanisms. Then the chapter focused on POSIX Threads to provide a quick overview of
the threading APIs provided in the native space, such as synchronization, priority, and scheduling
pertaining to POSIX Threads.
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Chapter

POSIX Socket API:
Connection-Oriented
Communication

As they get executed in an isolated environment distant from the user, native code applications
require a medium of communication either with their parent applications or the external world
in order to provide any services. In Chapter 3, you explored the JNI technology enabling the
native code to communicate with its parent Java application. Starting with this chapter, you will
start exploring the POSIX Socket APIs available through Bionic that enable the native code to
communicate with the external world directly without calling into the Java layer.

A socket is a connection end-point that can be named and addressed in order to transmit data
between applications that are running either on the same machine or another machine on the
network. The POSIX Socket API, previously known as the Berkeley Socket API, is designed in a
highly generic fashion, enabling the applications to communicate over various protocol families
through the same set of API functions.

This chapter will give a brief overview of the POSIX Socket APIs for connection-oriented
communication with emphasis on the following key topics pertaining to Android platform:

Overview of POSIX sockets
Socket families
Connection-oriented sockets

Prior to going into the details of the POSIX Socket APIs for connection-oriented communication, you
will create a simple example application called Echo. This example application will act as a testbed
enabling you to better understand the different aspects of socket programming as you work through
the material presented in this chapter and the next two chapters of the book.

209
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Echo Socket Example Application

The example application will provide the following:

-y

10.

11.
12.

© © N o g &~ W D

A simple user interface for defining the parameters necessary to configure the
sockets.

Service logic for a simple echo service repeating the received bytes back to the
sender.

Boilerplate native code snippets to facilitate socket programming for Android in
native layer.

A connection-oriented socket communication example.
A connectionless socket communication example.

A local socket communication example.

Launch the Android Application Project dialog.

Set Application Name to Echo.

Set Project Name to Echo.

Set Package Name to com.apress.echo.

Set Build SDK to Android 4.1.

Set Minimum Required SDK to API 8.

Click the Next button to accept the default values for all other settings.
Click the Next button to accept the default launcher icon.

Uncheck the Create activity, and click the Finish button to create the empty
project.

From the Project Explorer view, launch the Android Native Support wizard
through the Android Tools context menu item.

Set Library Name to Echo.

Follow the wizard to add native support to the project.
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Abstract Echo Activity

In order to facilitate the reuse of common functionality, you will create an abstract activity class prior
defining the actual activities. Using the Project Explorer view, expand the src directory, right-click on
the com.apress.echo package, and choose New » Class from the context menu. Set the Name to
AbstractEchoActivity and click the Finish button. Using the Editor view, populate the content of the
new class file as shown in Listing 8-1.

Listing 8-1. Content of AbstractEchoActivity.java Class File
package com.apress.echo;

import android.app.Activity;

import android.os.Bundle;

import android.os.Handler;

import android.view.View;

import android.view.View.OnClickListener;
import android.widget.Button;

import android.widget.EditText;

import android.widget.ScrollView;

import android.widget.TextView;

/**

* Abstract echo activity object.
*

* @author Onur Cinar
*/
public abstract class AbstractEchoActivity extends Activity implements
OnClickListener {
/** Port number. */
protected EditText portEdit;

/** Server button. */
protected Button startButton;

/** Log scroll. */
protected ScrollView logScroll;

/** Log view. */
protected TextView logView;

/** Layout ID. */
private final int layoutID;

/**

* Constructor.
*

* @param layoutID
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* layout ID.
*/
public AbstractEchoActivity(int layoutID) {
this.layoutID = layoutID;
}

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(layoutID);

portEdit = (EditText) findViewById(R.id.port edit);
startButton = (Button) findViewById(R.id.start button);
logScroll = (ScrollView) findViewById(R.id.log scroll);
logView = (TextView) findViewById(R.id.log view);

startButton.setOnClickListener(this);
}

public void onClick(View view) {
if (view == startButton) {
onStartButtonClicked();
}

}

/**

* On start button clicked.

*/

protected abstract void onStartButtonClicked();

Jx*

* Gets the port number as an integer.
*

* @return port number or null.

*/

protected Integer getPort() {
Integer port;

try {

port = Integer.valueOf(portEdit.getText().toString());
} catch (NumberFormatException e) {

port = null;
}

return port;
}
/¥
* Logs the given message.
*

* @param message

* log message.
*/
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protected void logMessage(final String message) {
runOnUiThread(new Runnable() {
public void run() {
logMessageDirect(message);
}

};
}

/**

* Logs given message directly.

*

* @param message

* log message.

*/

protected void logMessageDirect(final String message) {
logView.append(message);
logView.append("\n");
logScroll.fullScroll(View.FOCUS DOWN);

}

/**

* Abstract async echo task.

*/

protected abstract class AbstractEchoTask extends Thread {
/** Handler object. */
private final Handler handler;

%k

* Constructor.

*/

public AbstractEchoTask() {
handler = new Handler();

}

/**

* On pre execute callback in calling thread.

*/

protected void onPreExecute() {
startButton.setEnabled(false);
logView.setText("");

}

public synchronized void start() {
onPreExecute();
super.start();

}

public void run() {
onBackground();
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handler.post(new Runnable() {
public void run() {
onPostExecute();
}

b
}

/**
* 0On background callback in new thread.
*/
protected abstract void onBackground();

/**

* On post execute callback in calling thread.

*/

protected void onPostExecute() {
startButton.setEnabled(true);

}
}
static {
System.loadLibrary("Echo");
}

AbstractEchoActivity, besides handling the housekeeping tasks such as binding the user
interface components, provides a simple thread implementation enabling the application to execute
the network operations in a separate thread than the Ul thread.

Echo Application String Resources

Using the Project Explorer view, expand the res directory for resources. Expand the values
subdirectory, and double-click strings.xml to open the string resources in the Editor view. Replace
the content as shown in Listing 8-2.

Listing 8-2. Content of res/values/strings.xml Resource File
{resources>

<string name="app_name">Echo</string>

<string name="title activity echo_server">Echo Server</string>
<string name="port_edit">Port Number</string>

<string name="start_server_button">Start Server</string>
<string name="title activity echo_client">Echo Client</string>
<string name="ip edit">IP Address</string>

<string name="start_client_button">Start Client</string>
<string name="send_button">Send</string>
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<string name="message edit">Message</string>
<string name="title activity local echo">Local Echo</string>
<string name="local port_edit">Port Name</string>

</resources>

The application’s user interface layouts will be referring to these common string resources.

Native Echo Module

The native echo module will provide the implementations of native socket methods to the Java
application. Using the Project Explorer view, expand the jni directory for native source files, and
double-click the Echo.cpp C++ source file. Replace its content as shown in Listing 8-3 with a set of
helper functions that will facilitate the implementation of the socket communication examples.

Listing 8-3. Content of jni/Echo.cpp File

// INI
#include <jni.h>

// NULL
#include <stdio.h>

// va_list, vsnprintf
#include <stdarg.h>

// errno
#include <errno.h>

// strerror_r, memset
#include <string.h>

// socket, bind, getsockname, listen, accept, recv, send, connect
#include <sys/types.h>
#include <sys/socket.h>

// sockaddr_un
#include <sys/un.h>

// htons, sockaddr_in
#include <netinet/in.h>

// inet_ntop
#include <arpa/inet.h>

// close, unlink
#include <unistd.h>
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// offsetof
#include <stddef.h>

// Max log message length
#define MAX_LOG_MESSAGE_LENGTH 256

// Max data buffer size
#define MAX BUFFER SIZE 80

/**
* Logs the given message to the application.
*

* @param env INIEnv interface.

INIEnv* env,
jobject obj,
const char* format,

)

// Cached log method ID
static jmethodID methodID = NULL;

// If method ID is not cached
if (NULL == methodID)
{
// Get class from object
jclass clazz = env->GetObjectClass(obj);

// Get the method ID for the given method
methodID = env->GetMethodID(clazz, "logMessage",
"(Ljava/lang/String;)V");

// Release the class reference
env->DeletelocalRef(clazz);

}

// If method is found
if (NULL != methodID)
{
// Format the log message
char buffer[MAX LOG_MESSAGE_LENGTH];

va_list ap;

va_start(ap, format);

vsnprintf(buffer, MAX LOG MESSAGE LENGTH, format, ap);
va_end(ap);
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// Convert the buffer to a Java string
jstring message = env->NewStringUTF(buffer);

// If string is properly constructed
if (NULL != message)

{
// Log message
env->CallVoidMethod(obj, methodID, message);
// Release the message reference
env->DeletelocalRef(message);
}
}
}
Vai

* Throws a new exception using the given exception class
* and exception message.
*
* @param env INIEnv interface.
* @param className class name.
* @param message exception message.
*/
static void ThrowException(
INIEnv* env,
const char* className,
const char* message)

// Get the exception class
jclass clazz = env->FindClass(className);

// If exception class is found

if (NULL !'= clazz)

{
// Throw exception
env->ThrowNew(clazz, message);

// Release local class reference
env->DeletelocalRef(clazz);

}

/**

* Throws a new exception using the given exception class
* and error message based on the error number.

*

* @param env INIEnv interface.

* @param className class name.

* @param errnum error number.

*/
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static void ThrowErrnoException(
INIEnv* env,
const char* className,
int errnum)

char buffer[MAX LOG MESSAGE_LENGTH];

// Get message for the error number
if (-1 == strerror r(errnum, buffer, MAX LOG _MESSAGE_LENGTH))

{
}

strerror_r(errno, buffer, MAX_LOG_MESSAGE_LENGTH);

// Throw exception
ThrowException(env, className, buffer);

throughout the lifetime of the communication, and handles the ordering and error checking of the
packets transparently from the application. You will modify the example Echo application to include
both TCP server and client activities in order to demonstrate the connection establishment and
message exchange using the sockets.

Echo Server Activity Layout

Using the Project Explorer view, expand the res directory for resources. Expand the layout
subdirectory, and create a new layout file called activity echo_server.xml. Using the Editor view,
replace its content as shown in Listing 8-4.

Listing 8-4. Content of res/layout/activty_echo_server.xml File

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"
android:layout_height="match_parent"
android:orientation="vertical" >

<LinearlLayout

android:layout_width="match_parent"
android:layout_height="wrap content" >
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<EditText
android:id="@+id/port_edit"
android:layout_width="wrap content"
android:layout_height="wrap_content"
android:layout_weight="1"
android:hint="@string/port_edit"
android:inputType="number" >

<requestFocus />
</EditText>

<Button
android:id="@+id/start button"
android:layout_width="wrap content"
android:layout_height="wrap_content"
android:layout_weight="1"
android:text="@string/start_server button" />

</Linearlayout>

<ScrollView
android:id="@+id/log_scroll"
android:layout_width="match_parent"
android:layout_height="match_parent" >

<TextView
android:id="@+id/log_view"
android:layout_width="match_parent"”
android:layout_height="wrap_content" />
</ScrollView>

</LinearlLayout>

The Echo Server provides a simple user interface to obtain the port number to bind the server and
also to present the status updates from the native TCP server while it is running.

Echo Server Activity

Using the Project Explorer view, create a new class file called EchoServerActivity.java under the
sxc directory. Using the Editor view, populate its content as shown in Listing 8-5.

Listing 8-5. Content of EchoServerActivity.java File

package com.apress.echo;

/**

* Echo server.
*

* @author Onur Cinar
*/
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public class EchoServerActivity extends AbstractEchoActivity {
/**

* Constructor.
*/
public EchoServerActivity() {
super(R.layout.activity echo server);
}

protected void onStartButtonClicked() {
Integer port = getPort();
if (port != null) {
ServerTask serverTask = new ServerTask(port);
serverTask.start();

}

%k

* Starts the TCP server on the given port.
*

* @param port

* port number.
* @throws Exception
*/

private native void nativeStartTcpServer(int port) throws Exception;

/**

* Starts the UDP server on the given port.
*

* @param port

* port number.
* @throws Exception
*/

private native void nativeStartUdpServer(int port) throws Exception;

Jx*¥
* Server task.
*/
private class ServerTask extends AbstractEchoTask {
/** Port number. */
private final int port;

/**

* Constructor.

ES

* @param port

* port number.

*/

public ServerTask(int port) {
this.port = port;

}
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protected void onBackground() {
logMessage("Starting server.");

try {
nativeStartTcpServer(port);
} catch (Exception e) {
logMessage(e.getMessage());
}

logMessage("Server terminated.");

}

The EchoServerActivity acquires the necessary parameters from the user and starts the
nativeStartTcpServer function, native TCP client implementation, within a separate thread.

Implementing the Native TCP Server

Using the Project Explorer, select the EchoServerActivity, and then choose “Generate C and C++
Header File” from the External Tools menu to generate the native header files. Using the Project
Explorer, expand the jni sub-directory, and open the Echo.cpp source file in the editor. Go the top
of the source file, and insert the include statement shown in Listing 8-6 in order to include the native
method declarations.

Listing 8-6. Including the EchoServerActivity Header File

#include "com_apress_echo_EchoServerActivity.h"

Creating a Socket: socket

A socket is represented through an integer called the socket descriptor. Socket API functions, other
than the one creating the socket itself, require a valid socket descriptor in order to function. A socket
can be created using the socket function.

int socket(int domain, int type, int protocol);

The socket function requires the following arguments to be provided in order to create a new socket:

Domain specifies the socket domain where the communication will take place
and selects the protocol family that will be used. At the time of this writing, the
following protocol families are supported on Android platform:

PF_LOCAL: Host-internal communication protocol family. This protocol family enables
applications that are running physically on the same device to use the Socket APIs to
communicate with each other.

PF_INET: Internet version 4 protocol family. This protocol family enables applications
to communicate with applications that are running elsewhere on the network.
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Type specifies the semantics of the communication. The following major socket
types are supported:

SOCK_STREAM: Stream socket type provides connection-oriented communication
using the TCP protocol.

SOCK_DGRAM: Datagram socket type provides connectionless communication using
the UDP protocol.

Protocol specifies the protocol that will be used. For most protocol families and
types, there is only one possible protocol that can be used. In order to pick the
default protocol, this argument can be set to zero.

socket function returns the associated socket descriptor;
-1 and the errno global variable is set to the appropriate error.

NewTcpSocket helper function to the Echo.cpp native module

NewTcpSocket Native Helper Function

* @throws IOException

*/
static int NewTcpSocket(INIEnv* env, jobject obj)
{

// Construct socket
LogMessage(env, obj, "Constructing a new TCP socket...");
int tcpSocket = socket(PF_INET, SOCK STREAM, 0);

// Check if socket is properly constructed
if (-1 == tcpSocket)
{

// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);

}

return tcpSocket;

}

This helper function creates a new TCP socket and throws a java.lang.IOException in case
of a failure.
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Binding the Socket to an Address: bind

When a socket is created through the socket function, it exists in a socket family space without
having a protocol address assigned to it. For clients to be able to locate and connect to this
socket, it needs to be bound to an address first. A socket can be bound to an address using the
bind function.

int bind(int socketDescriptor, const struct sockaddr* address,
socklen_t addressLength);

The bind function requires the following arguments in order to bind the socket to an address:

The socket descriptor specifies the socket instance that will be bound to the
given address.

The address specifies the protocol address where the socket will be bound.

The address length specifies the size of the protocol address structure that is
passed to the function.

Depending on the protocol family, a different flavor of protocol address gets used. For PF_INET
protocol family, the sockaddr_in structure is used to specify the protocol address. The definition of
sockaddr_in structure is shown in Listing 8-8.

Listing 8-8. The sockaddr _in address Structure

struct sockaddr_in {
sa_family t sin_family;
unsigned short int sin_port;
struct in_addr sin_addr;

}

If the socket is properly bound, the bind function returns zero; otherwise, it returns -1 and the errno
global variable is set to the appropriate error.

Using the Editor view, append the BindSocketToPort helper function to the Echo.cpp native module
source file, as shown in Listing 8-9.

Listing 8-9. BindSocketToPort Native Helper Function

Jx*
* Binds socket to a port number.

ES

* @param env INIEnv interface.

* @param obj object instance.

* @param sd socket descriptor.

* @param port port number or zero for random port.
* @throws IOException

*/
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static void BindSocketToPort(
INIEnv* env,
jobject obj,
int sd,
unsigned short port)

struct sockaddr_in address;

// Address to bind socket
memset (&address, 0, sizeof(address));
address.sin_family = PF_INET;

// Bind to all addresses
address.sin_addr.s_addr = htonl(INADDR_ANY);

// Convert port to network byte order
address.sin_port = htons(port);

// Bind socket

LogMessage(env, obj, "Binding to port %hu.", port);

if (-1 == bind(sd, (struct sockaddr*) &address, sizeof(address)))
{

// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);

}

If the port number is set to zero in the address structure, the bind function allocates the first
available port number for the socket. This port number can be retrieved from the socket using the
getsockname function. Using the Editor view, append the GetSocketPort helper function to the Echo.
cpp native module source file, as shown Listing 8-10.

Listing 8-10. GetSocketPort Native Helper Function

Vioio
* Gets the port number socket is currently binded.
*
* @param env INIEnv interface.
* @param obj object instance.
* @param sd socket descriptor.
* @return port number.
* @throws IOException
*/
static unsigned short GetSocketPort(
INIEnv* env,
jobject obj,
int sd)

unsigned short port = 0;
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struct sockaddr_in address;
socklen_t addressLength = sizeof(address);

// Get the socket address
if (-1 == getsockname(sd,
(struct sockaddr*) &address,

8addressLength))
{ // Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);
}
else
{

// Convert port to host byte order
port = ntohs(address.sin port);

LogMessage(env, obj, "Binded to random port %hu.", port);

return port;

}

As you may have noticed, the port number does not get passed directly into the sockaddr_in
structure. Instead, the htons function is used to make a conversion first. This is due to the difference
between the host and the network byte ordering.

Network Byte Ordering

Different machine architectures use different conventions for ordering and representing data at the
hardware level. This is known as the machine byte ordering, or endianness. For example:

Big-endian byte ordering stores the most significant byte first.
Little-endian byte ordering stores the least significant byte first.

Machines with different byte ordering conventions cannot directly exchange data. In order to enable
machines with different byte order conventions to communicate over the network, the Internet
Protocol declares big-endian byte ordering as the official network byte ordering convention for data
transmission.

As a Java virtual machine already uses big-endian byte ordering, this could be the first time you are
hearing about the endianness of data. Java applications do not have to do any conversions on the
data while communicating over the network. In contrast, as native components are not executed by
the Java virtual machine, they use the machine byte ordering.

ARM and x86 machine architectures use little-endian byte ordering.

MIPS machine architecture uses big-endian byte ordering.

When communicating over the network, the native code should do the necessary conversion
between the machine byte ordering and network byte ordering.
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The socket library provides a set of convenience functions to enable native applications to
transparently handle the byte ordering conversions. These functions are declared through the
sys/endian.h header file.

#include <sys/endian.h>

The following convenience functions are provided through this header file:

htons function converts an unsigned short from host machine byte ordering to
network byte ordering.

ntohs function does the reverse of htons by converting an unsigned short from
network byte ordering to host machine byte ordering.

htonl function converts an unsigned integer from host machine byte ordering to
network byte ordering.

ntohl function does the reverse of htonl by converting an unsigned integer from
network byte ordering to host machine byte ordering.

should explicitly start listening on the socket for incoming connections.

Listen for Incoming Connections: listen

Listening on a socket is achieved through the 1isten function.

int listen(int socketDescriptor, int backlog);

The listen function requires the following arguments to be provided in order to start listening for
incoming connections on the given socket:

The socket descriptor specifies the socket instance that the application wants to
start listening for incoming connections.

The backlog specifies the size of the queue to hold the pending incoming
connections. If the application is busy serving a client, other incoming
connections get queued up to the number of pending connections specified
by the backlog. When the backlog limit is reached, other incoming connections
get refused.
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If the function is successful, it returns zero; otherwise, it returns -1 and the errno global variable is
set to the appropriate error. Using the Editor view, append the ListenOnSocket helper function to the
Echo. cpp native module source file, as shown in Listing 8-11.

Listing 8-11. ListenOnSocket Native Helper Function

/**

* Listens on given socket with the given backlog for
* pending connections. When the backlog is full, the
* new connections will be rejected.
ES
* @param env INIEnv interface.
* @param obj object instance.
* @param sd socket descriptor.
* @param backlog backlog size.
* @throws IOException
*/
static void ListenOnSocket(
INIEnv* env,
jobject obj,
int sd,
int backlog)

{
// Listen on socket with the given backlog
LogMessage(env, obj,
"Listening on socket with a backlog of %d pending connections.",
backlog);
if (-1 == listen(sd, backlog))
{
// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);
}
}

Listening for incoming connections through the listen function simply puts the incoming
connections into a queue and waits for the application to explicitly accept them.

Accepting Incoming Connections: accept

The accept function is used to explicitly pull an incoming connection from the listen queue and to
accept it.

int accept(int socketDescriptor, struct sockaddr* address, socklen_t* addressLength);
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The accept function is a blocking function. If there is no pending incoming connection request in
the listen queue, it puts the calling process into a suspended state until a new incoming connection
arrives. The accept function requires the following arguments to be provided in order to accept a
pending incoming connection:

The socket descriptor specifies the socket instance that the application wants to
accept a pending incoming connection on.

The address pointer provides an address structure that gets filled with the
protocol address of the connecting client. If this information is not needed by the
application, it can be set to NULL.

The address length pointer provides memory space for the size of the protocol
address of the connecting client to be filled in. If this information is not needed,
it can be set to NULL.

accept request is successful, the function returns the client socket descriptor that will be used
-1 and the errno global variable is set

LogAddress helper function to the
native module source file, as shown in Listing 8-12, that will be used to extract and display

LogAddress Native Helper Function

/**

* Logs the IP address and the port number from the
* given address.
*
* @param env INIEnv interface.
* @param obj object instance.
* @param message message text.
* @param address adress instance.
* @throws IOException
*/
static void LogAddress(
INIEnv* env,
jobject obj,
const char* message,
const struct sockaddr in* address)

char ip[INET ADDRSTRLEN];

// Convert the IP address to string
if (NULL == inet_ntop(PF_INET,
&(address->sin_addr),
ip,
INET_ADDRSTRLEN))
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{
// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException", errno);
}
else
{
// Convert port to host byte order
unsigned short port = ntohs(address->sin_port);
// Log address
LogMessage(env, obj, "%s %s:%hu.", message, ip, port);
}

}

Using the Editor view, append the AcceptOnSocket helper function to the Echo.cpp native module
source file, as shown in Listing 8-13. This function will be used by the application to accept pending
incoming connections, as mentioned earlier.

Listing 8-13. AcceptOnSocket Native Helper Function

/**
* Blocks and waits for incoming client connections on the
* given socket.
*
* @param env INIEnv interface.
* @param obj object instance.
* @param sd socket descriptor.
* @return client socket.
* @throws IOException
*/
static int AcceptOnSocket(
INIEnv* env,
jobject obj,
int sd)

struct sockaddr_in address;
socklen t addresslLength = sizeof(address);

// Blocks and waits for an incoming client connection
// and accepts it
LogMessage(env, obj, "Waiting for a client connection...");

int clientSocket = accept(sd,
(struct sockaddr*) &address,
8addresslLength);

// If client socket is not valid
if (-1 == clientSocket)
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{
// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);
}
else
{
// Log address
LogAddress(env, obj, "Client connection from ", 8address);
}

return clientSocket;

accept

recv function.

int flags);

recv function is also a blocking function. If there is no data that can be received from the given
socket, it puts the calling process into suspended state until data becomes available. The recv
function requires the following arguments to be provided in order to accept a pending incoming
connection:

The socket descriptor specifies the socket instance that the application wants to
receive data from.

The buffer pointer to a memory address that will be filled with the data received
from the socket.

The buffer length specifies the size of the buffer. The recv function will only fill
the buffer up to this size and return.

Flags specify additional flags for receiving.

If the recv function is successful, it returns the number of bytes received from the socket; otherwise,
it returns -1 and the errno global variable is set to the appropriate error. If the function returns zero,
it indicates that the socket is disconnected. Using the Editor view, append the ReceiveFromSocket
helper function to the Echo.cpp native module source file, as shown in Listing 8-14.

Listing 8-14. ReceiveFromSocket Native Helper Function

/**

* Block and receive data from the socket into the buffer.
*

* @param env INIEnv interface.
* @param obj object instance.
* @param sd socket descriptor.
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* @param buffer data buffer.
* @param bufferSize buffer size.
* @return receive size.
* @throws IOException
*/
static ssize t ReceiveFromSocket(
INIEnv* env,
jobject obj,
int sd,
char* buffer,
size t bufferSize)

{
// Block and receive data from the socket into the buffer
LogMessage(env, obj, "Receiving from the socket...");
ssize t recvSize = recv(sd, buffer, bufferSize - 1, 0);
// If receive is failed
if (-1 == recvSize)
{
// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);
}
else
{
// NULL terminate the buffer to make it a string
buffer[recvSize] = NULL;
// If data is received
if (recvSize > 0)
{
LogMessage(env, obj, "Received %d bytes: %s",
recvSize, buffer);
}
else
{
LogMessage(env, obj, "Client disconnected.");
}
}
return recvSize;
}

The ReceiveFromSocket function uses the recv function to receive data from the given socket into the
given buffer. In case of an error, it throws an I0Exception. Sending data through a socket is done in a
similar way.
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Sending Data to the Socket: send

Sending data to the socket is achieved through the send function.

ssize t send(int socketDescriptor, void* buffer, size t bufferlLength,
int flags);

Like the recv function, the send function is also a blocking function. If the socket is busy sending
data, it puts the calling process into a suspended state until the socket becomes available to
transmit the data. The send function requires the following arguments to be provided in order to
accept a pending incoming connection:

The socket descriptor specifies the socket instance that the application wants to
send data to.

The buffer pointer to a memory address that will be sent through the given
socket.

The buffer length specifies the size of the buffer. The send function will only
transmit the buffer up to this size and return.

Flags specify additional flags for sending.

send function returns the number of bytes transmitted;
-1 and the errno global variable is set to the appropriate error. Like the recv

SendToSocket helper function to the Echo.cpp native module source file, as shown
in Listing 8-15.

Listing 8-15. SendToSocket Native Helper Function

/¥
* Send data buffer to the socket.
*

* @param env INIEnv interface.
* @param obj object instance.
* @param sd socket descriptor.
* @param buffer data buffer.
* @param bufferSize buffer size.
* @return sent size.
* @throws IOException
*/
static ssize t SendToSocket(
INIEnv* env,
jobject obj,
int sd,
const char* buffer,
size t bufferSize)

// Send data buffer to the socket

LogMessage(env, obj, "Sending to the socket...");
ssize t sentSize = send(sd, buffer, bufferSize, 0);
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}

// If send is failed
if (-1 == sentSize)

{
// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);
}
else
{
if (sentSize > 0)
{
LogMessage(env, obj, "Sent %d bytes: %s", sentSize, buffer);
else
{
LogMessage(env, obj, "Client disconnected.");
}
}

return sentSize;

The SendToSocket function uses the send function to send data from the given buffer to the given
socket. In case of an error while sending the data, it throws an I0Exception. Now all necessary
helper functions are ready to implement the TCP server flow.

Native TCP Server Method

The nativeStartTcpServer native method is the core of the TCP Echo application. Using the Editor
view, append the nativeStartTcpServer native method to the Echo.cpp native module source file, as
shown in Listing 8-16.

Listing 8-16. The nativeStartTcpServer Native Method

void Java_com_apress_echo EchoServerActivity nativeStartTcpServer(

INIEnv* env,
jobject obj,
jint port)

// Construct a new TCP socket.
int serverSocket = NewTcpSocket(env, obj);
if (NULL == env->ExceptionOccurred())
{
// Bind socket to a port number
BindSocketToPort(env, obj, serverSocket, (unsigned short) port);
if (NULL != env->ExceptionOccurred())
goto exit;
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// If random port number is requested
if (0 == port)

// Get the port number socket is currently binded
GetSocketPort(env, obj, serverSocket);
if (NULL != env->ExceptionOccurred())

goto exit;

}

// Listen on socket with a backlog of 4 pending connections
ListenOnSocket(env, obj, serverSocket, 4);
if (NULL != env->ExceptionOccurred())

goto exit;

// Accept a client connection on socket
int clientSocket = AcceptOnSocket(env, obj, serverSocket);
if (NULL != env->ExceptionOccurred())

goto exit;

char buffer[MAX BUFFER SIZE];
ssize_t recvSize;
ssize t sentSize;

// Receive and send back the data
while (1)
{
// Receive from the socket
recvSize = ReceiveFromSocket(env, obj, clientSocket,
buffer, MAX_BUFFER_SIZE) ;

if ((0 == recvSize) || (NULL != env->ExceptionOccurred()))
break;

// Send to the socket
sentSize = SendToSocket(env, obj, clientSocket,

buffer, (size t) recvSize);

if ((0 == sentSize) || (NULL != env->ExceptionOccurred()))

break;
}
// Close the client socket
close(clientSocket);
}
exit:
if (serverSocket > 0)
{
close(serverSocket);
}
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Through the native helper functions that are specified in this section, it opens up a server socket on
the port provided through the arguments and waits for incoming connections. When an incoming
connection request arrives, it accepts the connection, starts receiving data on client socket, and
echoes back the bytes to the client.

Echo Client Activity Layout

Using the Project Explorer view, expand the res directory for resources. Expand the layout
subdirectory, and create a new layout file called activity_echo client.xml. Using the Editor view,
replace its content as shown in Listing 8-17.

Listing 8-17. Content of res/layout/activity_echo_client.xml File

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"
android:layout_height="match_parent"
android:orientation="vertical" >

<EditText
android:id="@+id/ip_edit"
android:layout_width="match_parent"
android:layout_height="wrap content"
android:hint="@string/ip_edit" >

<requestFocus />
</EditText>

<EditText
android:id="@+id/port_edit"
android:layout_width="match_parent"”
android:layout_height="wrap_content"
android:hint="@string/port_edit"
android:inputType="number" />

<EditText
android:id="@+id/message_edit"
android:layout_width="match_parent"
android:layout_height="wrap_content"
android:hint="@string/message_edit" />

<Button
android:id="@+id/start_button"
android:layout_width="wrap_content"
android:layout_height="wrap_content"
android:text="@string/start_client_button" />
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<Scrollview
android:id="@+id/log_scroll"
android:layout_width="match_parent"
android:layout_height="o0dip"
android:layout_weight="1.0" >

<TextView
android:id="@+id/log view"
android:layout_width="match_parent"
android:layout_height="wrap_content" />
</Scrollview>

EchoClientActivity.java under the
directory. Using the Editor view, populate its content as shown in Listing 8-18.

Content of EchoClientActivity.java File
package com.apress.echo;

import android.os.Bundle;
import android.widget.EditText;

/**

* Echo client.
*

* @author Onur Cinar

*/

public class EchoClientActivity extends AbstractEchoActivity {
/** IP address. */
private EditText ipEdit;

/** Message edit. */
private EditText messageEdit;

/**

* Constructor.

*/

public EchoClientActivity() {
super(R.layout.activity echo client);

}
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public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);

ipEdit = (EditText) findViewById(R.id.ip edit);
messageEdit = (EditText) findViewById(R.id.message edit);
}

protected void onStartButtonClicked() {
String ip = ipEdit.getText().toString();
Integer port = getPort();
String message = messageEdit.getText().toString();

if ((o != ip.length()) && (port != null)
88 (0 != message.length())) {
ClientTask clientTask = new ClientTask(ip, port, message);
clientTask.start();

}

/**

* Starts the TCP client with the given server IP address and

* port number, and sends the given message.
*

* @param ip

* IP address.

* @param port

* port number.
* @param message

* message text.
* @throws Exception

*/

private native void nativeStartTcpClient(String ip, int port,
String message) throws Exception;

/X%
* (Client task.
*/
private class ClientTask extends AbstractEchoTask {
/** IP address to connect. */
private final String ip;

/** Port number. */
private final int port;

/** Message text to send. */
private final String message;

/**

* Constructor.
*

* @param ip
* IP address to connect.
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* @param port

* port number to connect.

* @param message

* message text to send.

*/

public ClientTask(String ip, int port, String message) {
this.ip = ip;
this.port = port;
this.message = message;

}

protected void onBackground() {
logMessage("Starting client.");

try {
nativeStartTcpClient(ip, port, message);
} catch (Throwable e) {
logMessage(e.getMessage());
}

logMessage("Client terminated.");

EchoClientActivity acquires the necessary parameters from the user and starts the
nativeStartTcpClient function, native TCP client implementation, within a separate thread.

Implementing the Native TCP Client

Using the Project Explorer, select the EchoClientActivity, and then choose “Generate C and C++
Header File” from the External Tools menu to generate the native header files. Using the Project
Explorer, open the Echo.cpp source file in the editor. Go the top of the source file, and insert the
include statement shown in Listing 8-19.

Listing 8-19. Including the EchoClientActivity Header File
#include "com apress_echo_EchoClientActivity.h"

The header file contains the function declaration of the nativeStartTcpClient function. Prior to
implementing this function, a helper function for the connecting to an address needs to be defined.

Connect to Address: connect

Connecting a socket to a server socket by providing the protocol address is achieved through the
connect function.

int connect(int socketDescriptor, const struct sockaddr *address,
socklen t addresslength);
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The connect function requires the following arguments to be provided in order to accept a pending
incoming connection:

The socket descriptor specifies the socket instance that the application wants to
connect to a protocol address.

The address specifies the protocol address that the socket will connect.
The address length specifies the length of the address structure provided.

If the connection attempt is successful, the connect function returns zero; otherwise, it returns
-1 and the errno global variable is set to the appropriate error. Using the Editor view, append the
ConnectToAddress helper function to the Echo.cpp native module source file, as shown in Listing 8-20.

Listing 8-20. ConnectToAddress Native Helper Function

/**

* Connects to given IP address and given port.
*
* @param env INIEnv interface.
* @param obj object instance.
* @param sd socket descriptor.
* @param ip IP address.
* @param port port number.
* @throws IOException
*/
static void ConnectToAddress(
INIEnv* env,
jobject obj,
int sd,
const char* ip,
unsigned short port)

// Connecting to given IP address and given port
LogMessage(env, obj, "Connecting to %s:%uh...", ip, port);

struct sockaddr_in address;

memset (&address, 0, sizeof(address));
address.sin_family = PF_INET;

// Convert IP address string to Internet address
if (0 == inet_aton(ip, &(address.sin addr)))

{ // Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);

}

else

{

// Convert port to network byte order
address.sin_port = htons(port);
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// Connect to address
if (-1 == connect(sd, (const sockaddr*) 8address,

sizeof(address)))
{ // Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);
}
else
{

LogMessage(env, obj, "Connected.");

nativeStartTcpClient native method is the client piece of the TCP Echo application. Using the

nativeStartTcpClient native method to the Echo.cpp native module source

The nativeStartTcpClient Native Method

void Java_com apress _echo EchoClientActivity nativeStartTcpClient(

INIEnv* env,
jobject obj,
jstring ip,

jint port,
jstring message)

// Construct a new TCP socket.
int clientSocket = NewTcpSocket(env, obj);
if (NULL == env->ExceptionOccurred())

{

// Get IP address as C string
const char* ipAddress = env->GetStringUTFChars(ip, NULL);
if (NULL == ipAddress)

goto exit;

// Connect to IP address and port
ConnectToAddress(env, obj, clientSocket, ipAddress,
(unsigned short) port);

// Release the IP address
env->ReleaseStringUTFChars(ip, ipAddress);

// If connection was successful

if (NULL != env->ExceptionOccurred())
goto exit;
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// Get message as C string
const char* messageText = env->GetStringUTFChars(message, NULL);
if (NULL == messageText)

goto exit;

// Get the message size
jsize messageSize = env->GetStringUTFLength(message);

// Send message to socket
SendToSocket(env, obj, clientSocket, messageText, messageSize);

// Release the message text
env->ReleaseStringUTFChars(message, messageText);

// If send was not successful
if (NULL != env->ExceptionOccurred())
goto exit;

char buffer[MAX BUFFER SIZE];
// Receive from the socket

ReceiveFromSocket(env, obj, clientSocket, buffer,
MAX_BUFFER_SIZE);

}
exit:
if (clientSocket > -1)
{
close(clientSocket);
}

}

Through the native helper functions that are specified in this section, it opens up a socket and
connects it to the IP address and the port number provided through the arguments. When the
connection is established, it sends the provided message text through the socket, switches to
receiving mode, and displays the data received back from the socket. If everything is successful, the
same data should be echoed back from the TCP Echo server. Prior to executing the application, the
Echo TCP client and the server activities need to be added to the Android Manifest file.

Updating the Android Manifest

Using the Project Explorer view, open the AndroidManifest.xml in the editor, and replace its content
as shown in Listing 8-22.

Listing 8-22. AndroidManifest.xml File
<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="com.apress.echo"

android:versionCode="1"
android:versionName="1.0" >
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<uses-sdk
android:minSdkVersion="8"
android:targetSdkVersion="15" />

<uses-permission android:name="android.permission.INTERNET" />

<application
android:icon="@drawable/ic_launcher"
android:label="@string/app_name"
android:theme="@style/AppTheme" >
<activity
android:name=".EchoServerActivity"
android:label="@string/title activity echo_server"
android:launchMode="singleTop" >
<intent-filter>
<action android:name="android.intent.action.MAIN" />

<category
android:name="android.intent.category.LAUNCHER" />
</intent-filter>
</activity>
<activity
android:name=".EchoClientActivity"
android:label="@string/title activity echo_client"
android:launchMode="singleTop" >
<intent-filter>
<action android:name="android.intent.action.MAIN" />

<category
android:name="android.intent.category.LAUNCHER" />
</intent-filter>
</activity>
</application>

</manifest>

Rebuild the Android project to reflect the changes. The example application is now ready to
be tested.

Running the TCP Sockets Example

In order to test the TCP Echo application, you will need two Android Emulator instances. As
described in Chapter XX, create a new Android Emulator instance with the exact same settings. Start
the EchoClientActivity and the EchoServerActivity on two separate Android Emulator instances
using the Eclipse IDE.

Configuring the Echo TCP Server

The EchoServerActivity will provide a simple user interface, as shown in Figure 8-1, allowing you to
specify the port number that the TCP server will be accepting connections on.
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4 & 1.06

(=) Echo Server
L

IPort Number Start Server

Figure 8-1. Echo TCP server user interface
Set the Port Number to 0. This will request a random port assignment from the
bind function.
Click the Start Server button to start the Echo TCP server.

Upon starting the TCP server, the bind function will assign the first available port number to the
server socket, and this port number will be reported on the screen, as shown in Figure 8-2.

*4 & 316

=) Echo Server
L

d Start Server

Starting server.
Constructing a new TCP socket...

Binding to port 0.
Binded to random pol
Listening on socket with-abatklog of 4 pending connections

IWaiting for a client connection...

Figure 8-2. Echo TCP server binded to a random port number

Take a note of this port number because you will need it in order to have the Echo TCP Client to
connect to the TCP Server.

Interconnecting Emulators for TCP

As both the Echo TCP Client and the TCP Server are running on two separate Android Emulator
instances, they cannot directly establish a connection among them. Android Emulators run in a
sandboxed environment as a virtual device on a virtual network. Applications running on the Android
Emulator can only communicate with the machine hosting the Android Emulator process. The TCP
port number should be bridged through the host machine in order to enable the TCP Client and the
TCP Server to communicate. This can be achieved through the port forwarding functionality that is
provided by the Android Debug Bridge (adb).

Open a command prompt or a Terminal window based on your operating system, as shown in
Listing 8-23, and issue the following command by substituting the <port number> with the port
number that you have noted earlier, and the <emulator name> with the device name of the Android
Emulator instance.
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Listing 8-23. Port Forwarding Through adb

adb -s <emulator-name> forward tcp:<port number> tcp:<port number>

This will map the <port number> on the Android Emulator to the <port number> on the host machine.
Any incoming connections to the <port number> on the host machine will get forward to the <port

number> on Android Emulator through the adb. Port forwarding is a runtime setting, and it will be
cleared once the Android Emulator stops.

Note If you are using a firewall application, make sure that the port number is open for incoming
connections.

EchoClientActivity will provide a simple user interface, as shown in Figure 8-3, allowing you

4 & 132
a Echo Client
A

|IP Address

Port Number

Message

Start Client

Figure 8-3. Echo TGP client user interface

Follow these steps to start the TCP echo client application:

1. Set the IP Address to 10.0.2.2. This is the static IP address that can be used
to communicate with the host machine from the Android Emulator.

2. Set the Port Number to the port number you noted earlier.

3. Set the Message to test, or any other string that you would like to send to
the server.

4. Click the Start Client button to start the Echo TCP client.
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Upon clicking the Start Client button, the Echo TCP client will connect to the Echo TCP server that
is running on the other Android Emulator instance, and it will send the message payload. Both the
client and the server activities will display the socket events and the message transmitted, as shown
in Figure 8-4.

4 & 3:39

& Echo Server
il

0 Start Server

Starting server.

Constructing a new TCP socket...
Binding to port 0.

Binded to random port 51674.

Listening on socket with a backlog of 4 pending connections
Waiting for a client connection...

Client connection from 127.0.0.1:39325
Receiving from the socket...

Received 4 bytes: test

Sending to the socket ...

Sent 4 bytes: test

Receiving from the socket...
Client diseannected

Figure 8-4. Echo TCP client exchanging messages

Connection-oriented protocols like TCP provides an error-free communication channel to the
applications requiring a reliable medium of communication in order to properly function. This is
achieved at the expense of maintaining an open connection. Certain applications can still perform
without having to maintain a connection channel, such as the media applications. The POSIX Socket
API also provides support for connectionless communication in the native layer.

Summary

In this chapter, you explored the POSIX Socket APIs that are provided through the Bionic library for
connection-oriented communication. You learned about both client and server modes using the TCP
protocol. The next two chapters of the book continue the discussion of POSIX Socket APIs. The next
chapter will start exploring the POSIX Socket APIs for connectionless communication.
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POSIX Socket API:
Connectionless Communication

In the previous chapter, you started exploring the POSIX Socket APIs by going through an example
of a connection-oriented communication application using the TCP protocol. In this chapter, you
will learn how to establish a connectionless communication between the Android application and

a remote end-point. Connectionless communication through UDP sockets provides a lightweight
communication medium tailed for real-time applications that can work with unordered and lost
data packets. This type of connection does not maintain an open connection. Packets get sent

to the target protocol address as needed. Since there is no connection in place, packets may get
lost or get out of order during transition. The protocol does not provide any service to handle such
situations. Throughout this chapter you will continue to modify the example Echo application to
include both UDP server and client native implementations.

Adding Native UDP Server Method to Echo Server Activity

In order to experiment with the UDP-based Echo server, the EchoServerActivity needs to be
modified to include a new native method, as shown in Listing 9-1.

Listing 9-1. The nativeStartUdpServer Method Added
public class EchoServerActivity extends AbstractEchoActivity {

1**

* Starts the UDP server on the given port.
*

* @param port
* port number.

247
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* @throws Exception
*/
private native void nativeStartUdpServer(int port) throws Exception;

/¥
* Server task.

*/

private class ServerTask extends AbstractEchoTask {

protected void onBackground() {
logMessage("Starting server.");

try {
nativeStartUdpServer(port);

} catch (Exception e) {
logMessage(e.getMessage());

logMessage("Server terminated.");

Echo.cpp native source file.

Implementing the Native UDP Server

Using the Project Explorer, select the EchoServerActivity, and then choose "Generate C and C++
Header File" from the External Tools menu to update the generated the native header files.

New UDP Socket: socket

The same socket function can be used to create a socket using the UDP protocol. This is achieved
by instructing the function to create a datagram socket instead of a stream socket. In order to make
it possible for you to experiment with both types of connections simultaneously, instead of modifying
the existing native helper function, a new native function will be defined to create the UDP sockets.
Using the Editor view, append the NewUdpSocket helper function to the Echo.cpp native module
source file, as shown in Listing 9-2.

Listing 9-2. NewUdpSocket Native Helper Function

Jx*¥
* Constructs a new UDP socket.
ES
* @param env INIEnv interface.
* @param obj object instance.
* @return socket descriptor.

* @throws IOException
*/
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static int NewUdpSocket(INIEnv* env, jobject obj)
{

// Construct socket
LogMessage(env, obj, "Constructing a new UDP socket...");
int udpSocket = socket(PF_INET, SOCK DGRAM, 0);

// Check if socket is properly constructed
if (-1 == udpSocket)
{

// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);

}

return udpSocket;

}

The NewUdpSocket is a simple function that creates a new datagram socket and returns the socket
descriptor. In case of an error while creating the socket, the socket function returns -1 and sets the
errno global variable to the error code. The NewUdpSocket function throws an IOException with an
error message mapped to that error code. Once the socket is created, it can be used to send and
receive datagrams.

Receive Datagram from Socket: recvfrom

Receiving data from a UDP socket is achieved through the recvfrom function instead of the recv
function that you used earlier.

ssize t recvfrom(int socketDescriptor, void* buffer, size t bufferlLength,
int flags, struct sockaddr* address, socklen t* addressLength);

Like the recv function, the recvfrom function is also a blocking function. If there is no data that

can be received from the given socket, it puts the calling process into suspended state until data
becomes available. The recvfrom function requires the following arguments to be provided in order
to accept a pending incoming connection:

Socket descriptor specifies the socket instance that the application wants to
receive data from.

Buffer pointer to a memory address that will be filled with the data received from
the socket.

Buffer length specifies the size of the buffer. The recv function will only fill the
buffer up to this size and return.

Flags specify additional flags for receiving.

Address pointer provides an address structure that gets filled with the protocol
address of the client sending the packet. If this information is not needed by the
application, it can be set to NULL.

Address length pointer provides memory space for the size of the protocol address
of the client to be filled in. If this information is not needed, it can be set to NULL.
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If the recvfrom function is successful, it returns the number of bytes received from the socket;
otherwise, it returns -1 and the errno global variable is set to the appropriate error. Using the Editor
view, append the ReceiveDatagramFromSocket helper function to the Echo.cpp native module source
file, as shown Listing 9-3.

Listing 9-3. ReceiveDatagramFromSocket Native Helper Function

/**

* Block and receive datagram from the socket into
* the buffer, and populate the client address.
*

* @param env INIEnv interface.

INIEnv* env,

jobject obj,

int sd,

struct sockaddr_in* address,
char* buffer,

size t bufferSize)

socklen_t addressLength = sizeof(struct sockaddr_in);

// Receive datagram from socket
LogMessage(env, obj, "Receiving from the socket...");
ssize t recvSize = recvfrom(sd, buffer, bufferSize, o,
(struct sockaddr*) address,
8addressLength);

// If receive is failed
if (-1 == recvSize)

{ // Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);

}

else

{

// Log address
LogAddress(env, obj, "Received from", address);

// NULL terminate the buffer to make it a string
buffer[recvSize] = NULL;
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// If data is received
if (recvSize > 0)

{

LogMessage(env, obj, "Received %d bytes: %s",
recvSize, buffer);

}

return recvSize;

}

The ReceiveDatagramFromSocket function relies on the recvfrom function to receive a datagram from
the given socket into the provided data buffer. In case of an error, it throws an IOException with the
appropriate error message. Sending a datagram is also done in a similar way.

Send Datagram to Socket: sendto

Like the recvfrom function, sending data to a UDP socket is achieved through the sendto function
instead of the send function.

ssize t sendto(int socketDescriptor, const void* buffer,
size_t bufferSize, int flags, const struct sockaddr* address,
socklen t addressLength);

Like the send function, the sendto function is also a blocking function. If the socket is busy sending
data, it puts the calling process into suspended state until the socket becomes available for
transmitting the data. The sendto function requires the following arguments to be provided in order
to accept a pending incoming connection:

Socket descriptor specifies the socket instance that the application wants to
send data to.

Buffer pointer to a memory address that will be sent through the given socket.

Buffer length specifies the size of the buffer. The sendto function will only
transmit the buffer up to this size and return.

Flags specify additional flags for sending.
Address specifies the protocol address for the target server.

Address length is the size of the protocol address structure that is passed to the
function.

If the sending operation is successful, the send function returns the number of bytes transmitted;
otherwise, it returns -1 and the errno global variable is set to the appropriate error. Using the Editor
view, append the SendDatagramToSocket helper function to the Echo. cpp native module source file, as
shown in Listing 9-4.
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Listing 9-4. SendDatagramToSocket Native Helper Function

/**

* Sends datagram to the given address using the given socket.
*

* @param env INIEnv interface.

* @param obj object instance.

* @param sd socket descriptor.

* @param address remote address.

* @param buffer data buffer.

* @param bufferSize buffer size.

* @return sent size.

INIEnv* env,

jobject obj,

int sd,

const struct sockaddr_in* address,
const char* buffer,

size t bufferSize)

{
// Send data buffer to the socket
LogAddress(env, obj, "Sending to", address);
ssize t sentSize = sendto(sd, buffer, bufferSize, o,
(const sockaddr*) address,
sizeof(struct sockaddr in));
// If send is failed
if (-1 == sentSize)
{
// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);
else if (sentSize > 0)
{
LogMessage(env, obj, "Sent %d bytes: %s", sentSize, buffer);
}
return sentSize;
}

The SendDatagramToSocket function relies on the sendto function to send the given data buffer as a
datagram through the given socket. Upon implementing these helper functions, you are now ready
to implement the UDP Server function.
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Native UDP Server Method

The nativeStartUdpServer uses these methods to provide UDP-based Echo server. Using the Editor
view, append the nativeStartUdpServer helper function to the Echo.cpp native module source file, as
shown in Listing 9-5.

Listing 9-5. The nativeStartUdpServer Native Method

void Java_com_apress_echo EchoServerActivity nativeStartUdpServer(
INIEnv* env,
jobject obj,
jint port)

// Construct a new UDP socket.
int serverSocket = NewUdpSocket(env, obj);
if (NULL == env->ExceptionOccurred())
{
// Bind socket to a port number
BindSocketToPort(env, obj, serverSocket, (unsigned short) port);
if (NULL != env->ExceptionOccurred())
goto exit;

// If random port number is requested
if (0 == port)

// Get the port number socket is currently binded
GetSocketPort(env, obj, serverSocket);
if (NULL != env->ExceptionOccurred())

goto exit;

}

// Client address
struct sockaddr_in address;
memset (&address, 0, sizeof(address));

char buffer[MAX BUFFER SIZE];
ssize t recvSize;
ssize t sentSize;

// Receive from the socket
recvSize = ReceiveDatagramFromSocket(env, obj, serverSocket,
8address, buffer, MAX BUFFER SIZE);

if ((0 == recvSize) || (NULL != env->ExceptionOccurred()))
goto exit;

// Send to the socket

sentSize = SendDatagramToSocket(env, obj, serverSocket,
8address, buffer, (size t) recvSize);
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exit:
if (serverSocket > 0)
{
close(serverSocket);
}
}

As the UDP-based server is connectionless, it does not use neither of listen or accept functions.

Adding Native UDP Client Method to Echo Client Activity

EchoClientActivity needs to be

The nativeStartUdpClient Method Added

/**
* Starts the UDP client with the given server IP address

* and port number.
*

* @param ip

* IP address.

* @param port

* port number.
* @param message

* message text.
* @throws Exception

*/

private native void nativeStartUdpClient(String ip, int port,
String message)
throws Exception;

/**

* (Client task.

*/

private class ClientTask extends AbstractEchoTask {

protected void onBackground() {
logMessage("Starting client.");

try {
nativeStartUdpClient(ip, port, message);
} catch (Throwable e) {
logMessage(e.getMessage());
}
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logMessage("Client terminated.");

}

After adding the native method declaration to the ClientTask, compile the application project to
generate the class files. You will now implement the native implementation for this function.

Implementing the Native UDP Client

Using the Project Explorer, select the EchoClientActivity, and then choose "Generate C and C++
Header File" from the external tools menu to update the generated the native header files.

Native UDP Client Method

Using the Editor view, append the nativeStartUdpClient helper function to the Echo.cpp native
module source file, as shown in Listing 9-7.

Listing 9-7. The nativeStartUdpClient Native Method

void Java_com_apress_echo_EchoClientActivity nativeStartUdpClient(
INIEnv* env,
jobject obj,
jstring ip,
jint port,
jstring message)

// Construct a new UDP socket.
int clientSocket = NewUdpSocket(env, obj);
if (NULL == env->ExceptionOccurred())

{

struct sockaddr_in address;

memset(&address, 0, sizeof(address));
address.sin_family = PF_INET;

// Get IP address as C string
const char* ipAddress = env->GetStringUTFChars(ip, NULL);
if (NULL == ipAddress)

goto exit;

// Convert IP address string to Internet address
int result = inet_aton(ipAddress, &(address.sin addr));

// Release the IP address
env->ReleaseStringUTFChars(ip, ipAddress);

// If conversion is failed
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if (0 == result)

{
// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);
goto exit;

}

// Convert port to network byte order
address.sin_port = htons(port);

// Get message as C string
const char* messageText = env->GetStringUTFChars(message, NULL);
if (NULL == messageText)

goto exit;

// Get the message size
jsize messageSize = env->GetStringUTFLength(message);

// Send message to socket
SendDatagramToSocket(env, obj, clientSocket, &address,
messageText, messageSize);

// Release the message text
env->ReleaseStringUTFChars(message, messageText);

// If send was not successful
if (NULL != env->ExceptionOccurred())
goto exit;

char buffer[MAX BUFFER_SIZE];

// Clear address
memset (&address, 0, sizeof(address));

// Receive from the socket
ReceiveDatagramFromSocket(env, obj, clientSocket, 8address,
buffer, MAX BUFFER _SIZE);

}
exit:
if (clientSocket > 0)
{
close(clientSocket);
}

}

The nativeStartUdpServer function starts by creating a new UDP socket. Later it sends the given
message text as a datagram to the given IP address and the port number. Upon sending the
datagram, it starts waiting for receiving the response datagram.
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Running the UDP Sockets Example

The Echo UDP server and the client can be tested using the same way as the Echo TCP server and
client. Run both the server and the client on two different Android Emulator instances. Start the Echo
UDP server with port number set to zero. Once the UDP server is started, note the assigned port number.

Interconnecting the Emulators for UDP

In order set up port forwarding for UDP ports, you need to use the Android Emulator console.

1. First find out the console port number for the Android Emulator instance by
looking at its window title; note the four digit number displayed on its title
bar, such as 5556.

2. Using your favorite telnet client, connect to localhost and the port number
that you noted in the previous step.

3. Issuing the following command on the Android Emulator console by
substituting the <port number> with the port number that the Echo UDP
Server to setup UDP port redirection:

redir add udp:<port number>:<port number>

Note If you are using a firewall application, make sure that the port number is opened through the
firewall in order to receive the incoming packets.

This will map the UDP port <port number> on the Android Emulator to the UDP port <port number>
on the host machine. Any incoming connections to the <port number> on the host machine will get
forward to the <port number> on Android Emulator. Port forwarding is a runtime setting, and it will be
cleared once the Android Emulator stops.

Starting the Echo UDP Client

Configure the Echo UDP client with the same set of parameters that are provided for the Echo TCP
client, and click the Start Client button. Upon clicking the Start Client button, the Echo TCP client
will send the message payload. Both the client and the server activities will display the socket events
and the message transmitted, as shown in Figure 9-1.
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4 & 6:29
g Echo Client

10.0.2.2
46661

test

Starting client.

Constructing a new UDP socket...
Sending to 10.0.2.2:46661.

Sent 4 bytes: test

Receiving from the socket...

Echo UDP client exchanging messages

that were presented in this and the previous chapter, you can virtually implement any networking
protocol to communicate from the native space with various services on the network. The next
chapter will demonstrate how the POSIX Socket APIs can be used to establish a communication
channel locally on the device between two applications.

www.it-ebooks.info


http://www.it-ebooks.info/

Chapter

POSIX Socket API:
Local Communication

In the previous two chapters, you explored the POSIX Socket API as it pertains to communication
with remote parties. The POSIX Socket API can also be used to establish a communication channel
locally on the device between two applications, or between the native and Java layers. In this chapter,
you will continue to build on top of the Echo example application. The local socket communication
example will demonstrate the following:

Local socket server implementation in the native layer.
Local client implementation in the Java layer.

Establishing a local socket communication between two applications.

Echo Local Activity Layout

Using the Project Explorer view, expand the res directory for resources. Expand the layout
subdirectory, and create a new layout file called activity echo_local.xml. Using the Editor view,
replace its content as shown in Listing 10-1.

Listing 10-1. Content of res/layout/activity_echo_local.xml File

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"

android:layout_height="match_parent"
android:orientation="vertical" >

259
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<EditText
android:id="@+id/port_edit"
android:layout_width="match_parent"
android:layout_height="wrap_content"
android:hint="@string/local_port_edit" >

<requestFocus />
</EditText>

<EditText
android:id="@+id/message_edit"
android:layout_width="match_parent"
android:layout_height="wrap_content"
android:hint="@string/message edit" />

<Button
android:id="@+id/start_button"
android:layout width="wrap content"
android:layout_height="wrap_content"
android:text="@string/start_client_button" />

<Scrollview
android:id="@+id/log_scroll"
android:layout width="match_parent"
android:layout_height="o0dip"
android:layout_weight="1.0" >

<TextView
android:id="@+id/log view"
android:layout width="match_parent"
android:layout_height="wrap_content" />
</ScrollView>

</LinearlLayout>

The Echo Local provides a simple user interface to obtain the port name to bind the local socket, the
message to send, and also to present the status updates from the native local socket server and the
client while they are running.

Echo Local Activity

As described earlier, using the Project Explorer view, create a new class file called
LocalSocketActivity.java under the src directory. Using the Editor view, populate its content as
shown in Listing 10-2.
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Listing 10-2. LocalSocketActivity.java File
package com.apress.echo;

import java.io.File;

import java.io.InputStream;
import java.io.OutputStream;
import java.nio.charset.Charset;

import android.net.LocalSocket;

import android.net.LlocalSocketAddress;
import android.os.Bundle;

import android.widget.EditText;

/¥

* Echo local socket server and client.

*

* @author Onur Cinar

*/

public class LocalEchoActivity extends AbstractEchoActivity {
/** Message edit. */
private EditText messageEdit;

/**

* Constructor.

*/

public LocalEchoActivity() {
super(R.layout.activity local echo);

}

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);

messageEdit = (EditText) findViewById(R.id.message edit);
}

protected void onStartButtonClicked() {
String name = portEdit.getText().toString();
String message = messageEdit.getText().toString();

if ((name.length() > 0) 8& (message.length() > 0)) {
String socketName;

// If it is a filesystem socket, prepend the
// application files directory
if (isFilesystemSocket(name)) {
File file = new File(getFilesDir(), name);
socketName = file.getAbsolutePath();
} else {
socketName = name;
}
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ServerTask serverTask = new ServerTask(socketName);
serverTask.start();

ClientTask clientTask = new ClientTask(socketName, message);
clientTask.start();

}

/**

* Check if name is a filesystem socket.
*

* @param name

* socket name.
* @return filesystem socket.
*/

private boolean isFilesystemSocket(String name) {
return name.startsWith("/");
}

/**

* Starts the Local UNIX socket server binded to given name.
*

* @param name

* socket name.
* @throws Exception
*/

private native void nativeStartlLocalServer(String name)
throws Exception;

Jx*

* Starts the local UNIX socket client.
*

* @param port

* port number.
* @param message

* message text.
* @throws Exception

*/

private void startlocalClient(String name, String message)
throws Exception {
// Construct a local socket
LocalSocket clientSocket = new LocalSocket();
try {
// Set the socket namespace
LocalSocketAddress.Namespace namespace;
if (isFilesystemSocket(name)) {
namespace = LocalSocketAddress.Namespace.FILESYSTEM;
} else {
namespace = LocalSocketAddress.Namespace.ABSTRACT;
}
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// Construct local socket address
LocalSocketAddress address = new LocalSocketAddress(
name, namespace);

// Connect to local socket
logMessage("Connecting to " + name);
clientSocket.connect(address);
logMessage("Connected.");

// Get message as bytes

byte[] messageBytes = message.getBytes();

// Send message bytes to the socket

logMessage("Sending to the socket...");

OutputStream outputStream = clientSocket.getOutputStream();

outputStream.write(messageBytes);

logMessage(String.format("Sent %d bytes: %s",
messageBytes.length, message));

// Receive the message back from the socket
logMessage("Receiving from the socket...");

InputStream inputStream = clientSocket.getInputStream();
int readSize = inputStream.read(messageBytes);

String receivedMessage = new String(messageBytes,
0, readSize);

logMessage(String.format("Received %d bytes: %s",
readSize, receivedMessage));

// Close streams
outputStream.close();
inputStream.close();

} finally {
// Close the local socket
clientSocket.close();

}

/**

* Server task.

*/

private class ServerTask extends AbstractEchoTask {
/** Socket name. */
private final String name;

%k

* Constructor.
*

* @param name
* socket name.
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*/

public ServerTask(String name) {
this.name = name;

}

protected void onBackground() {
logMessage("Starting server.");

try {
nativeStartLocalServer(name);

} catch (Exception e) {
logMessage(e.getMessage());

logMessage("Server terminated.");

}

/**

* (Client task.

*/

private class ClientTask extends Thread {
/** Socket name. */
private final String name;

/** Message text to send. */
private final String message;

J**

* Constructor.

ES

* @parma name socket name.

* @param message

* message text to send.

*/

public ClientTask(String name, String message) {
this.name = name;
this.message = message;

}

public void run() {
logMessage("Starting client.");

try {
startlLocalClient(name, message);

} catch (Exception e) {
logMessage(e.getMessage());
}

logMessage("Client terminated.");
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The LocalEchoActivity activity the local socket port, and the test message from the Ul, and creates
two background tasks. The first task runs the native nativeStartlLocalServer method which creates
a local server socket and waits for connections. The second task runs the startLocalClient Java
method which creates a local socket client using the Java based socket APl to communicate with
the local socket server. As with the other examples, upon connecting to the server socket, the client
sends the test message and waits for the server to echo the test message back.

Implementing the Native Local Socket Server

Using the Project Explorer, select the LocalSocketActivty, and then choose “Generate C and C++
Header File” from the External Tools menu to generate the native header files. Using the Project
Explorer, expand the jni subdirectory, and open the Echo.cpp source file in the editor. Go the top of
the source file, and insert the include statement shown in Listing 10-3.

Listing 10-3. Including the LocalSocketActivity Header File
#include "com apress_echo_LocalEchoActivity.h"

The header file contains the nativeStartLocalServer native method declaration. Set of helper
functions needs to be implemented first, in order to facilitate the implementation of this native
method.

New Local Socket: socket

The same socket function can be used to create a local socket. This is achieved by instructing the
function to create the socket in the PF_LOCAL protocol family. In order to make it possible for you to
experiment with all types of connections simultaneously, instead of modifying the existing native
helper function, a new native function will be defined to create the local sockets. Using the Editor
view, append the NewLocalSocket helper function to the Echo.cpp native module source file as shown
in Listing 10-4.

Listing 10-4. NewLocalSocket Native Helper Function

/X%

* Constructs a new Local UNIX socket.

ES

* @param env INIEnv interface.

* @param obj object instance.

* @return socket descriptor.

* @throws IOException

*/

static int NewlLocalSocket(INIEnv* env, jobject obj)

{
// Construct socket
LogMessage(env, obj, "Constructing a new Local UNIX socket...");
int localSocket = socket(PF_LOCAL, SOCK STREAM, 0);
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// Check if socket is properly constructed

if (-1 == localSocket)

{
// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);

}

return localSocket;
}
The local socket family supports both stream- and datagram-based socket protocols. For this
example, you will be using the stream-based protocol.

bind function can be used to bind

sockaddr_un structure, as shown in Listing 10-5.

The sockaddr_un Address Structure

sa_family t sun_family;
char sun_path[UNIX PATH MAX];
};

The local socket protocol addresses consists of only a name. It does not have an IP address or a
port number. Local socket names can be created under two different namespaces:

Abstract namespace is maintained within the local socket communication
protocol module. The socket name gets prefixed by a NULL character for binding
the socket name.

Filesystem namespace is maintained through the file system as a special socket
file. The socket name gets directly passed to the sockaddr_un structure for
binding the socket nhame to the socket.

Using the Editor view, append the BindLocalSocketToName helper function to the Echo.cpp native
module source file, as shown in Listing 10-6.

Listing 10-6. BindLocalSocketToName Native Helper Function

/¥

* Binds a local UNIX socket to a name.
*

* @param env INIEnv interface.

* @param obj object instance.

* @param sd socket descriptor.

* @param name socket name.

* @throws IOException

*/
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static void BindLocalSocketToName(
INIEnv* env,
jobject obj,
int sd,
const char* name)

struct sockaddr _un address;

// Name length
const size t namelength = strlen(name);

// Path length is initiall equal to name length
size t pathlLength = namelength;

// If name is not starting with a slash it is
// in the abstract namespace
bool abstractNamespace = ('/' != name[0]);

// Abstract namespace requires having the first
// byte of the path to be the zero byte, update
// the path length to include the zero byte

if (abstractNamespace)

{

pathLength++;

// Check the path length
if (pathLength > sizeof(address.sun path))

// Throw an exception with error number
ThrowException(env, "java/io/IOException”, "Name is too big.");

}

else

{
// Clear the address bytes

memset (&address, 0, sizeof(address));
address.sun_family = PF_LOCAL;

// Socket path
char* sunPath = address.sun_path;

// First byte must be zero to use the abstract namespace
if (abstractNamespace)

{
}

*sunPath++ = NULL;

// Append the local name
strcpy(sunPath, name);

// Address length
socklen_t addresslLength =
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(offsetof(struct sockaddr un, sun_path))
+ pathlLength;

// Unlink if the socket name is already binded
unlink(address.sun_path);

// Bind socket

LogMessage(env, obj, "Binding to local name %s%s.",
(abstractNamespace) ? "(null)" : "",
name) ;

if (-1 == bind(sd, (struct sockaddr*) &address, addressLength))
{

// Throw an exception with error number
ThrowErrnoException(env, "java/io/IOException”, errno);

BindLocalSocketToName native function binds the given local socket to the given local socket

Accept on Local Socket: accept

The same accept function is also used to accept incoming connections to the local socket, the
only difference being the client protocol address that is returned by the accept function will be a
socketaddr un type. Using the Editor view, append the AcceptOnLocalSocket helper function to the
Echo.cpp native module source file, as shown in Listing 10-7.

Listing 10-7. AcceptOnLocalSocket Native Helper Function

Jx*

* Blocks and waits for incoming client connections on the
* given socket.
ES
* @param env INIEnv interface.
* @param obj object instance.
* @param sd socket descriptor.
* @return client socket.
* @throws IOException
*/
static int AcceptOnLocalSocket(
INIEnv* env,
jobject obj,
int sd)

// Blocks and waits for an incoming client connection
// and accepts it
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LogMessage(env, obj, "Waiting for a client connection...");
int clientSocket = accept(sd, NULL, NULL);

// If client socket is not valid
if (-1 == clientSocket)

{

}

// Throw an exception with error number

ThrowErrnoException(env, "java/io/IOException”, errno);

return clientSocket;

Native Local Socket Server

The nativeStartLocalServer native method is very similar to the nativeStartTcpServer native
method, the only difference being that it is using a local socket instead of a TCP socket. Using the
Editor view, append the nativeStartLocalServer helper function to the Echo.cpp native module
source file, as shown in Listing 10-8.

Listing 10-8. The nativeStartLocalServer Native Method

void Java_com apress_echo_LocalEchoActivity nativeStartLocalServer(

INIEnv* env,
jobject obj,
jstring name)

// Construct a new local UNIX socket.
int serverSocket = NewLocalSocket(env, obj);
if (NULL == env->ExceptionOccurred())

{

// Get name as C string
const char* nameText = env->GetStringUTFChars(name, NULL);
if (NULL == nameText)

goto exit;

// Bind socket to a port number
BindLocalSocketToName(env, obj, serverSocket, nameText);

// Release the name text
env->ReleaseStringUTFChars(name, nameText);

// If bind is failed
if (NULL != env->ExceptionOccurred())
goto exit;

// Listen on socket with a backlog of 4 pending connections
ListenOnSocket(env, obj, serverSocket, 4);
if (NULL != env->ExceptionOccurred())

goto exit;
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// Accept a client connection on socket
int clientSocket = AcceptOnLocalSocket(env, obj, serverSocket);
if (NULL != env->ExceptionOccurred())

goto exit;

char buffer[MAX BUFFER_SIZE];
ssize t recvSize;
ssize t sentSize;

// Receive and send back the data
while (1)
{
// Receive from the socket
recvSize = ReceiveFromSocket(env, obj, clientSocket,
buffer, MAX BUFFER_SIZE);

if ((0 == recvSize) || (NULL != env->ExceptionOccurred()))
break;

// Send to the socket
sentSize = SendToSocket(env, obj, clientSocket,
buffer, (size_t) recvSize);

if ((0 == sentSize) || (NULL != env->ExceptionOccurred()))

break;
}
// Close the client socket
close(clientSocket);
}
exit:
if (serverSocket > 0)
{
close(serverSocket);
}

}

The nativeStartLocalServer native method relies on the helper functions that you have defined
earlier. It create a local socket and binds it to the given name. It starts waiting for local connections
and simply echoes back the received bytes. Both the server and client parts of the local socket
communication application is now implemented.

Adding Local Echo Activity to Manifest

The Echo local activity needs to be added to the Android Manifest file in order to be used. Using the
Project Explorer view, open up the AndroidManifest.xml in editor, and modify its content as shown
in Listing 10-9.
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Listing 10-9. Local Echo Activity Added to AndroidManifest.xml File

<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="com.apress.echo"

android:versionCode="1
android:versionName="1.0" >

<activity
android:name=".LocalEchoActivity"
android:label="@string/title_activity_local_echo" »
<intent-filter»
<action android:name="android.intent.action.MAIN" />

<category
android:name="android.intent.category.LAUNCHER" />
</intent-filter>
</activity»

</manifest>

Running the Local Sockets Example

Since both the server and the client portions of the local socket example are part of the same
activity, it can be tested on a single Android Emulator instance by following these steps.

1. Start the local socket activity on the Android Emulator.

2. Set the Socket Name to /file to create the local socket in the filesystem
namespace.

3. Set the Message to the text that will be transmitted.
4. Click the Start button to start both the client and the server.

The socket events and the messages will be displayed as shown in Figure 10-1.
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Waiting for a client connection...

Starting client.
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Receiving from the socket

Local echo client and server exchanging messages

operation. The asynchronous I/O support for the sockets is provided through the select function.
Unlike the other socket APIs that can operate on only one socket descriptor at any given time, the
select function can take more than one socket descriptor and monitor their states simultaneously.
The function blocks until either a monitored event occurs or the specified timeout is reached.

To use the select function, the sys/select.h header file should be included first.

#include <sys/select.h>

The select function requires the following arguments to be provided:

int select(int nfds, fd_set* readfds, fd set* writefds,
fd_set* exceptfds, struct timeval* timeout);

The nfds specifies the highest numbered descriptor plus one. The select
function will monitor descriptors including to this number.

The readfds set lists the descriptors that will be monitored for readability.
The writefs set lists the descriptors that will be monitored for writability.

The exceptfds set lists the descriptors that will be monitored for any type of
error.

The timeout specifies the maximum interval to block the current process for the
selection to complete. If this is not necessary, it can be set to NULL.

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 10: POSIX Socket API: Local Communication 273

If the selection is successful, the select function returns the number of ready descriptors; otherwise
-1 is returned and the errno is set to the error.

The lists of descriptors are provided to the select function through the fd_set structure.
struct fd_set readfds;

In order to manipulate the list of descriptors, the following set of macros are provided:
FD_ZERO macro takes a pointer to the fd_set structure and clears it.

FD_SET macro takes a pointer to the fd_set structure and adds a descriptor to
the set.

FD_CLR macro takes a pointer to the fd_set structure and removes a descriptor
from the set.

FD_ISSET macro can be used after the selection completes to check if a
descriptor is part of the set that the select function returned.

Summary

In this chapter, you explored the POSIX Socket APIs pertaining to local socket communication on the
same device. This chapter briefly introduced the asynchronous I/O capabilities for the POSIX Socket
API. Throughout the last three chapters (including this one), you learned the fundamental concepts
and the APIs that are offered by Bionic to develop networking applications in the native layer. With
this information, any networking protocol can easily be implemented on the native layer.
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C++ Support

In the previous chapters you explored the functionality that is offered by the Bionic C standard library.
Bionic provides frequently needed basic constructs and a common abstract interface to interact with
the functionality provided through the operating system and the hardware. Compared to the Java
framework, the extent of generic constructs that are offered by Bionic is fairly minimal. In addition

to the standard C library, the C++ ISO standard specifies an additional standard library for the C++
programming language, known as the C++ standard library. This library provides several generic
containers, strings, streams, and everyday utility functions. Through the building bricks that it provides,
the C++ standard library simplifies the native development by allowing the developers to focus on the
actual application logic rather than developing the constructs that are necessary to implement the
logic. This takes C++ development to a higher level of productivity and promotes code reuse.

In this chapter you will start exploring the C++ runtime support that is provided through the Android
platform and the Android NDK. This chapter will emphasize the following key topics:

Different available C++ runtimes
Availability of exception and RTTI support
Overview of C++ standard library concepts
Thread safety of C++ runtime

C++ runtime debug mode

Supported C++ Runtimes

The Android platform comes with a very minimal C++ runtime support library, called the system
runtime. This runtime does not provide any of the following features:

C++ standard library
Exceptions support
RTTI support

275
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Android NDK provides additional C++ runtime libraries to compliment the system runtime in order to
compensate a subset of these missing features. Comparison between the available C++ runtimes is
shown in Table 11-1.

Table 11-1. Comparison of Supported C++ Runtimes

C++ Runtime C++ Exceptions Support C++ RTTI Support C++ Standard Library
System No No No
GADbi++ No Yes No
STLport No Yes Yes
Yes Yes Yes

complete set of C++ standard library headers and support for RTTI. At the time of this writing,
STLport C++ runtime support in Android NDK is based on STLport version 5.2.0. STLport is
available as both static and shared libraries. It is provided under a royalty-free license for use in both
commercial and open-source projects.

GNU STL C++ Runtime

The GNU Standard C++ Library, also known as libstdc++-v3, is the most complete standard C++
runtime available through Android NDK. It is an ongoing open-source project to implement ISO
standard C++ library.

Both the C++ exceptions and C++ RTTI are supported through the GNU standard C++ runtime. If the
native code does require any of these features, it should be explicitly mentioned through the build
system variables as described in the C++ exceptions and C++ RTTI sections in this chapter.

The GNU Standard C++ Library is available as both static and shared libraries through the Android
NDK. Different from the other components of the Android NDK components, it is distributed under
the GNU General Public License version 3, with the addition of the GCC Runtime Library Exception.
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Specifying the C++ Runtime

The Android NDK build system variable APP_STL can be used to specify which C++ runtime library
should be used by the native Android project. The APP_STL variable is an application-scope variable
that can be only defined in the Application.mk build file in the jni sub-directory, as shown in
Listing 11-1.

Listing 11-1. Content of jni/Application.mk File Selecting the C++ Runtime

APP_ABI := armeabi armeabi-v7a

Aﬁﬁ_STL := system

The APP_STL variable can take a single value, the name of the C++ runtime to use. At the time of this

writing, the following values are supported by the APP_STL variable:

system: Default minimal system C++ runtime. If APP_STL is not set, the system
runtime gets used by default.

gabi++ static: GAbi++ runtime as a static library.
gabi++_shared: GAbi++ runtime as a shared library.
stlport_static: STLport runtime as static library.
stlport_shared: STLport runtime as shared library.
gnustl static: GNU STL runtime as static library.
gnustl shared: GNU STL runtime as shared library.

Static vs. Shared Runtimes

For all supported C++ runtimes except the system runtime, both static and shared libraries are
provided. Application developers can choose to either statically or dynamically link the preferred
C++ runtime with their native modules.

Static library is only supported if the project contains a single native module.

Shared library is recommended if the project contains more than one native
module.

When the C++ runtime is used in shared library form, the application should explicitly load the
necessary shared library before loading any native module that depends on it. As shown in
Listing 11-2, you should load the libraries in reverse dependency order.

Listing 11-2. Explicitly Loading C++ Runtime Shared Library
static {
System.loadLibrary("strport_shared");

System.loadLibrary("module1");
System.loadLibrary("module2");
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This will load the stlport_shared shared library before loading the native modules, so that the C++
runtime is available while loading the modules that are linked to it. Otherwise, the loading of native
modules will fail.

C++ Exception Support

An exception is a mechanism to transfer control to a specific function, called an exception handler,
when an exceptional circumstance, such as an error, occurs in a wrapped block of code. Android
NDK provides support for C++ exceptions through the GNU STL C++ runtime. In order to use C++
exception with your native module, you need to first specify GNU STL in Application.mk, like so:

LOCAL_CPP_FEATURES build
Android.mk build file, as shown in Listing 11-3.

Content of Android.mk Build File Enabling C++ Exceptions

include $(BUILD SHARED LIBRARY)

The C++ exception support can be enabled for all native modules through the APP_CPPFLAGS build
system variable in the Application.mk build file, as shown in Listing 11-4.

Listing 11-4. Content of Application.mk Build File Enabling C++ Exceptions

APP_STL := gnustl shared
APP_CPPFLAGS += -fexceptions

This enables C++ exception support on all native modules that are part of the application. C++ RTTI
support can also be enabled in a similar way.

C++ RTTI Support

Run-Time Type Information (RTTI) is a mechanism that exposes object type information during
runtime. It is primarily used for performing safe typecasts. The dynamic_cast and typeid operators
and the type_info class are part of the RTTI. Android NDK provides support for RTTI through
GADbi++, STLport, or GNU STL C++ runtimes. In order to use RTTI with your native module, you need
to first specify the proper C++ runtime in Application.mk, like so:

APP_STL := gnustl shared

For compatibility and performance reasons, C++ exception support is disabled by default. The C++
exception support can be enabled for a single native module using the LOCAL_CPP_FEATURES build
system variable in the Android.mk build file, as shown in Listing 11-5.
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Listing 11-5. Content of Android.mk Build File Enabling RTTI Support
LOCAL_MODULE := module

I‘.(-)(-ZAL_CPP_FEATURES += rtti

ir;;lude $(BUILD_SHARED_LIBRARY)

The C++ exception support can be enabled for all native modules through the APP_CPPFLAGS build
system variable in the Application.mk build file, as shown Listing 11-6.

Listing 11-6. Content of Application.mk Build File Enabling RTTI Support

APP_STL := gnustl_shared
APP_CPPFLAGS += -frtti

This enables C++ RTTI support for all native modules that are part of the application.

C++ Standard Library Primer

As the C++ standard library specification is rather large, this section will only provide a brief overview
of the functionality that is provided. More information can be found at the respective C++ runtime
documentation:

STLport documentation at www.stlport.org/doc/

GNU STL documentation at http://gcc.gnu.org/onlinedocs/1libstdc++/

Containers

A container is an object that stores other objects and provides methods for accessing and
manipulating its elements. Containers own the elements within, and the lifetime of an element
cannot exceed the lifetime of the container.

Sequence

A sequence is a variable-sized container whose elements are in a linear order. The following
sequence containers are supported by the C++ standard library:

vector supports random access to its elements. It provides constant time
insertion and removal of elements at the end, and linear time insertion and
removal of elements at other positions.

deque is similar to a vector, with the addition of constant time insertion of
removal of elements at the beginning of the sequence. This makes deque the
candidate as the base of queue implementations.

list is a doubly linked list. It supports both forward and backward traversal of
the sequence.

slist is a singly linked list. It supports only forward traversal of the sequence.
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Associative Container

An associative container is a variable-sized container that supports efficient retrieval of elements
through keys. Each element in an associative container must have a key. There are two main types of
associative containers: sorted associative container and hashed associative container.

Sorted Associative Container

A sorted associative container stores the keys in a case-insensitive ascending order. It guarantees
that the complexity of most operations is never worse than logarithmic. The following sorted
associative containers are supported by the C++ standard library:

set is a sorted simple associative container. All of its elements are sorted, and
no two elements are the same.

map is a sorted unique associative container. It associates elements with keys.
No two elements are the same.

multiset is a sorted, simple, and multiple associative container. All of its
elements are sorted, and duplicate elements are supported.

multimap is a sorted, multiple container. It associated elements with keys. There
is no limit on the number elements with the same key.

A hashed associative container is implemented based on a hash table. It does not store the elements
in any meaningful order. A hashed associative container is much faster than a sorted associative
container. It guarantees that the worst case complexity of most operations is linear in the size of the
container, average case complexity being constant time. This makes the hashed associative container
a perfect match when quick lookup of elements are needed. In contrast to sorted associative
containers, hashed associative containers do not store the elements and the keys in any meaningful
order. The following hashed associative containers are supported by the standard C++ library:

hashed_set is a hashed simple associative container. It does not allow duplicate
elements. It is the best match when you would like to quickly check if an
element is in a set.

hash_map is a hashed pair associative container. It associates elements with keys
and provides quick lookup of elements through these keys. Neither the elements
nor the keys are sorted in any meaningful order.

hash_multiset is a hashed, simple, and multiple associative container.

It allows duplicate elements to be present in the container. As with other
hashed associative containers, it provides a fast lookup of elements through the
provided keys.

hash_multimap is a hashed, pair, and multiple associative container. It associates
elements with keys and provides quick lookup. It allows duplicate elements with
the same key to be present in the container.
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Adaptors

Container adaptors are used to provide specialized container types based on the existing generic
containers. They achieve this by restricting the set of container functionality for the specialized type.
The following containers are provided through the adaptors:

stack is a last in, first out (LIFO) data structure. It is implemented on top of a
deque container by restricting its functionality through the adaptors.

queue is a first in, first out (FIFO) data structure. It is also implemented on top of
deque container by restricting its functionality through adaptors.

String

String is also a container type. It is represented as a sequence of characters. Besides the usual
methods that are available to a sequence, the string class also provides additional methods for
standard string operations, such as concatenation and search. Through the provided methods,
the string values can be converted to and from ordinary C strings.

Ilterators

Iterators allow iterating over a range of objects or a container. They are the generalization of pointers,
but they are implemented as regular classes. It is a key component of C++ standard library, since
iterators are the interface between containers and the algorithms. Five base iterators are provided by the
C++ standard library based on the level of access and the type of the operation that will be performed:

Input iterator is used to refer to an element for reading its value.
Output iterator is used to modify the value of the object at the current location.

Forward iterator can be used in multiple algorithms as it corresponds to the
usual notion of a linear sequence of values, and it does not dictate either input
or output operation.

Bidirectional iterator can be used to traverse the given range of elements both in
forward and backward directions.

Random access iterator provides all of the operations of ordinary C pointer
arithmetic. It provides constant-time methods for traversing the elements in
arbitrary-sized steps.

Derivatives of these iterators are also provided through the adaptors, such as the reverse iterator and
the front insert iterator.

Algorithms

The C++ standard library also provides an extensive set of everyday functions to operate on a range
of elements, such as collections. Algorithms provide functions for searching, replacing, copying,
and extracting boundaries of elements in a given range of elements. They rely on iterators as the
interface to traverse through the containers.
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Thread Safety of C++ Runtime

All C++ runtime implementations are thread safe in the sense that simultaneous read access to
shared containers is safe; however, the application is responsible for ensuring mutual exclusion if
threads are both reading from and writing to shared containers.

C++ Runtime Debug Mode

The C++ runtimes are optimized for performance, so they perform little or no error checking. GNU
STL and STLport C++ runtimes provide a debug mode to make it easier to detect incorrect use
of the C++ standard library and obscure bugs in application code. The debug mode replaces the

Safe iterators track the container to which the iterator is attached. They perform
runtime checking of the iterator’s validity and ownership. Errors such as
dereferencing an iterator that points to a container that has been destructed are
detected immediately in debug mode.

Algorithm preconditions attempt to validate the input parameters to detect
errors immediately. Preconditions are validated using any additional information
that is available at runtime, such as the position of an iterator within a container.

GNU STL Debug Mode

GNU STL C++ runtime allows the debug mode to be enabled either for a specific portion of the code
or for the entire application.

Using Individual GNU STL Debugging Containers

In order to only enable debug mode for a specific portion of the code, GNU STL provides debug
mode-enabled counterparts for most containers in the __gnu_debug namespace instead of the std
namespace. These debugging containers can be included by prefixing the header file name with the
debug sub-directory, as shown in Listing 11-7.

Listing 11-7. Enabling GNU STL Debug Mode in a Portion of the Code

// Including debugging vector container
#include <debug/vector>

__gnu_debug: :vector v;

Using the individual GNU STL debugging containers requires code modification, which is not
preferable in most cases. GNU STL debug mode can also be enabled during compile-time without
modifying the source code.
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Enabling GNU STL Debug Mode

The debug mode is controlled through the _GLIBCXX_DEBUG preprocessor symbol. This symbol can
be defined either through APP_CFLAGS build system variable for all native modules in the project or
through LOCAL_CFLAGS build system variable for a specific native module, as shown in Listing 11-8.

Listing 11-8. Enabling GNU STL Debug Mode for the Module
LOCAL_MODULE := module

I‘.(‘)(‘ZAL_CFLAGS += -D_GLIBCXX_DEBUG

ié;lude $(BUILD_SHARED_LIBRARY)

The native module needs to be recompiled upon enabling or disabling the debug mode.

STLport Debug Mode

The debug mode is controlled through the _STLP_DEBUG preprocessor symbol. This symbol can be
defined either through the APP_CFLAGS build system variable for all native modules in the project, or
through LOCAL_CFLAGS build system variable for a specific native module, as shown in Listing 11-9.

Listing 11-9. Enabling STLport Debug Mode for Module
LOCAL_MODULE := module

I..(-)(.ZAL_CFLAGS += -D_STLP_DEBUG

ié;lude $(BUILD SHARED LIBRARY)

The native module needs to be recompiled upon enabling or disabling the debug mode.

Redirecting Debug Mode Messages to Android Logs

By default, the error messages get displayed on the standard error output. STLport allows you to
override the default behavior by redirecting the error messages to a user-defined function. In order to
do so, follow these steps.

1. Modify the Android.mk build file to define the STLP_DEBUG_MESSAGE
preprocessor macro, as shown in Listing 11-10.

Listing 11-10. Enabling User-Defined Debug Message Output Function
LOCAL_MODULE := module

LOCAL_CFLAGS += -D_STLP_DEBUG

LOCAL_CFLAGS += -D_STLP_DEBUG_MESSAGE

LOCAL_LDLIBS += -llog

include $(BUILD_SHARED_LIBRARY)
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Implement the __stl debug message global function to redirect the error
messages to Android logs, as shown in Listing 11-11.

Listing 11-11. Implementation of __stl_debug_message Function

#include <stdarg.h>
#include <android/log.h>

void _ stl debug message(const char* format str, ...)

{
va_list ap;
va_start(ap, format str);
__android_log_vprint(ANDROID_LOG_FATAL, "STLport", format_str, ap);
va_end(ap);
}

Upon making this change, any STL debug message will get directed to the Android logs
with the tag STLport and the log level FATAL, and can be monitored through the logcat.

compared in terms of the functionality that they offer, such C++ exception support and C++ RTTI
support. As the C++ standard library is rather large and complex, the thread safety and the debug
mode of C++ runtime was presented in this chapter to facilitate the troubleshooting pertaining to
invalid use of C++ components in native applications. In the following chapters, you will be seeing
examples of the C++ standard library functions in action.

www.it-ebooks.info


http://www.it-ebooks.info/

Chapter

Native Graphics API

Needless to say, games and multimedia applications benefit from the Android NDK the most. These
applications rely on native code for performance-critical operations. Having the capability to render
graphics directly to the display from within the native layer is a highly crucial for such applications.
This chapter will explore the following set of native graphics APIs that are provided through the
Android NDK:

JNI Graphics API (aka Bitmap API)
OpenGL ES 1.x and 2.0
Native Window API

Throughout this chapter, you will be building an AVI video player application that will be used as a
test bed to demonstrate rendering of video frames through the various native graphics APIs that are
available.

Availability of Native Graphics API

Not all native graphics API are available for all versions of the Android operating system. These
APls are introduced over time, and they are applicable to only a subset of Android versions. The
availability of native graphics API is shown in Table 12-1.

Table 12-1. Availability of Native Graphics APl

Native Graphics API Android Version API Level

JNI Graphics API 2.2 and later 8 and later
OpenGL ES 1.x 1.6 and later 4 and later
OpenGL ES 2.0 2.0 and later 5 and later
Native Window 2.3 and later 9 and later

285
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Before going into the details of displaying graphics in native code, you will be creating a simple AVI
video player application.

Creating an AVI Video Player

The AVI video player application will act as a test bed. Throughout this chapter you will be expanding
this test application to experiment with the different native graphics APIs that are available in native
space. The example application will provide the following:

An Android application project with native code support.

A Statically linked AVI library, with basic functions exposed to the Java layer and
tied with activity lifecycle.

A simple GUI to specify the name of the AVI video file and the type of native
graphics API to use for playing.

steps to make AVILib available as a NDK import module.
1. Using your favorite browser, navigate to http://tcforge.berlios.de/.

2. At the time of this writing, the latest version of Transcode is 1.1.5. Follow the
Download link for transcode-1.1.5.tar.bz2 source archive file.

3. Open up a Terminal window if you are using Mac OS or Linux, or Cygwin if
you are using Windows.

4. Change the current directory to Android NDK import modules directory by
issuing the following on the command line:

cd $ANDROID _NDK_HOME/sources

5. The transcode source archive file comes as a BZip2 compressed TAR
archive. By replacing <Download Location> with the actual directory name
that you have downloaded transcode-1.1.5.tar.bz2 into, issue the following
command to extract the compressed archive file:

tar jxvf <Download Location>/transcode-1.1.5.tar.bz2

6. Change the current directory to the avilib subdirectory of Transcode by
issuing the following:

cd transcode-1.1.5/avilib
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Open the platform.h header file in Eclipse. As shown in Listing 12-1, add the
bold lines around the include statement for the config.h header file.

Listing 12-1. Modified Content of AVILib platform.h Header File

#ifndef PLATFORM_H
#define PLATFORM H

#ifdef HAVE_CONFIG_H
#include "config.h"
#endif

#ifdef OS_DARWIN
#include <sys/uio.h>
#endif

You are making this change because the AVILib will be compiled through the
Android NDK build system, not with the Makefile that came with Transcode
project.

The Android NDK build system requires the import module described in its
own Android.mk file. Using Eclipse, create a new Android.mk in the current
directory, with the content shown in Listing 12-2.

Listing 12-2. Android.mk Build File for AVILib Import Module
LOCAL_PATH := $(call my-dir)

#

# Transcode AVILib

#

# Source files
MY AVILIB SRC FILES := avilib.c platform posix.c

# Include path to export
MY_AVILIB C_INCLUDES := $(LOCAL PATH)

#

# AVILib static

#

include $(CLEAR_VARS)

# Module name
LOCAL_MODULE := avilib static

# Source files
LOCAL_SRC_FILES := $(MY AVILIB SRC_FILES)

# Include path to export
LOCAL_EXPORT_C_INCLUDES := $(MY_AVILIB C_INCLUDES)
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# Build a static library
include $(BUILD STATIC LIBRARY)

#

# AVILib shared

#

include $(CLEAR VARS)

# Module name
LOCAL_MODULE := avilib_shared

# Source files
LOCAL_SRC_FILES := $(MY AVILIB SRC_FILES)

# Include path to export
LOCAL_EXPORT_C_INCLUDES := $(MY_AVILIB C_INCLUDES)

# Build a shared library
include $(BUILD SHARED LIBRARY)

This build script defines both a static and shared import module for the
AVILib library.

Create the AVI Player Android Application

As described earlier in the book, launch the New Android Application Project dialog in Eclipse, and
follow these steps.

1. Set Application Name to AVI Player.

Set Project Name to AVI Player.

Set Package Name to com.apress.aviplayer.

Click the Next button to accept the default values for all other settings.

Click the Next button to accept the default launcher icon.

o g A w Db

Uncheck the Create Activity and click the Finish button to create the empty
AVI Player project.

7. In order to add native support, using the Project Explorer, launch the Add
Android Native Support wizard through the Android Tools context menu.

8. Set Library Name to AVIPlayer.
9. Click the Finish button to add native support to the AVI Player project.
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Create the AVI Player Main Activity

The main activity will provide a simple GUI to enable you to specify the name of the AVI video file
and the type of native graphics API to use for rendering. Using Eclipse, choose New » Other from
the top menu bar, expand Android, select the Android Activity, and click Next to launch the New
Android Activity dialog. Then follow these steps.

1.

> L™

Select the Blank Activity template.
Click the Next button to proceed.
Set Activity Name to MainActivity.

Click the Finish button to accept the default settings and to create the new
activity.

Using the Project Explorer, open the AndroidManifest.xml manifest file, and
replace its content with code in the Listing 12-3.

Listing 12-3. Content of AndroidManifest.xml File

<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="com.apress.aviplayer"
android:versionCode="1"
android:versionName="1.0" >

<uses-sdk
android:minSdkVersion="8
android:targetSdkVersion="15" />

<application
android:icon="@drawable/ic_launcher"
android:label="@string/app_name"
android:theme="@style/AppTheme" >
<activity
android:name=".MainActivity"
android:label="@string/main_activity title" >
<intent-filter>
<action android:name="android.intent.action.MAIN" />

<category
android:name="android.intent.category.LAUNCHER" />
</intent-filter>
</activity>
</application>
</manifest>

Using the Project Explorer, expand the res directory for resources. From the
values subdirectory, open the strings.xml string resources file. Replace its
content with the code in Listing 12-4.
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Listing 12-4. Content of res/values/strings.xml Resource File

<resources>
<string
<string
<string
<string
<string
<string
<string
<string

</resources>

name="app_name">AVI Player</string>
name="main_activity title">MainActivity</string>
name="file_name_hint">AVI Video File Name</string>
name="file name_text">galleon.avi</string>
name="play button">Play</string>
name="hello_world">Hello world!</string>
name="menu_settings">Settings</string>
name="error_alert title">Error Occurred</string>

7. The main activity provides a very simple GUI, with a text field for specifying the
AVI file and a radio group to choose the native graphics API to use. Using the
Project Explorer, expand the layout subdirectory under the res directory. Open
the activity main.xml layout file and replace its content with Listing 12-5.

Listing 12-5. Content of res/layout/activity_main.xml Layout File

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"

android:
android:
android:

layout_width="match_parent"
layout_height="match_parent"
orientation="vertical" >

<EditText
android:id="@+id/file_name_edit"
android:layout width="match_parent"
android:layout_height="wrap_content"
android:ems="10"
android:hint="@string/file_name_hint"
android:text="@string/file_name_text" >

<requestFocus />
</EditText>

<RadioGroup

android:id="@+id/player radio_group

android:layout_width="wrap_content"
android:layout_height="wrap content" >

</RadioGroup>

<Button

android:id="@+id/play button"
android:layout_width="wrap content"
android:layout_height="wrap_content"
android:text="@string/play button" />

</LinearLayout>
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And lastly, you need to implement the activity itself. Using the Project
Explorer, open the MainActivity.java source file and replace its content with
the code in Listing 12-6.

Listing 12-6. Content of MainActivity.java Source File

package com.apress.aviplayer;
import java.io.File;

import android.app.Activity;

import android.content.Intent;

import android.os.Bundle;

import android.os.Environment;

import android.view.View;

import android.view.View.OnClickListener;
import android.widget.Button;

import android.widget.EditText;

import android.widget.RadioGroup;

/**

* Main activity.

*

* @author Onur Cinar

*/

public class MainActivity extends Activity implements OnClickListener {
/** AVI file name edit. */
private EditText fileNameEdit;

/** Player type radio group. */
private RadioGroup playerRadioGroup;

/** Play button. */
private Button playButton;

/**

* On create.

*

* @param savedInstanceState saved state.

*/

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.activity main);

fileNameEdit = (EditText) findViewById(R.id.file name edit);
playerRadioGroup = (RadioGroup) findViewById(
R.id.player radio group);

playButton = (Button) findViewById(R.id.play button);
playButton.setOnClickListener(this);
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Jx*

* On click event handler.
*

* @param view view instance.
*/
public void onClick(View view) {
switch (view.getId()) {
case R.id.play button:
onPlayButtonClick();
break;

}

/**

* On play button click event handler.

*/

private void onPlayButtonClick() {
Intent intent;

// Get the checked radio button id
int radioId = playerRadioGroup.getCheckedRadioButtonId();

// Choose the activity based on id
switch (radiold) {

// You will be adding cases here later in this chapter
default:
throw new UnsupportedOperationException(
"radioIld=" + radiold);

}

// Under the external storage
File file = new File(Environment.getExternalStorageDirectory(),
fileNameEdit.getText().toString());

// Put AVI file name as extra
intent.putExtra(AbstractPlayerActivity.EXTRA FILE NAME,
file.getAbsolutePath());

// Start the player activity
startActivity(intent);

Creating the Abstract Player Activity

While experimenting with different native graphics APIs, a large percentage of the AVI player code will
be the same across all these implementations, such as opening and closing the AVI file. The abstract
player activity will provide the common code, leaving only the rendering piece to the actual player
implementations that are extending it. Follow these steps to implement the abstract player activity.
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Using the Project Explorer, expand the src directory.
Right-click on the com.apress.aviplayer package.

Choose New » Class from the context menu to launch the New Java
Class dialog.

Set Name to AbstractPlayerActivity.
Click the Finish button to create the new class.

Replace the content of AbstractPlayerActivity.java source file with the
Listing 12-7.

Listing 12-7. Content of AbstractPlayerActivity.java Source File
package com.apress.aviplayer;
import java.io.IOException;

import android.app.Activity;
import android.app.AlertDialog;

/**
* Player activity.
*
* @author Onur Cinar
*/
public abstract class AbstractPlayerActivity extends Activity {
/** AVI file name extra. */
public static final String EXTRA FILE_NAME =
"com.apress.aviplayer.EXTRA_FILE_NAME";

/** AVI video file descriptor. */
protected long avi = 0;

/**

* On start.

*/

protected void onStart() {
super.onStart();

// Open the AVI file
try {
avi = open(getFileName());
} catch (IOException e) {
new AlertDialog.Builder(this)
.setTitle(R.string.error alert title)
.setMessage(e.getMessage())
.show();

www.it-ebooks.info

293


http://www.it-ebooks.info/

294 CHAPTER 12: Native Graphics API

Jx*

* On stop.

*/

protected void onStop() {
super.onStop();

// If the AVI video is open

if (0 != avi) {
// Close the file descriptor
close(avi);
avi = 0;
}
}
/**

* Gets the AVI video file name.
*
* @return file name.
*/
protected String getFileName() {
return getIntent().getExtras().getString(EXTRA FILE NAME);
}

Vioio

* Opens the given AVI file and returns a file descriptor.
ES

* @param fileName file name.

* @return file descriptor.

* @throws IOException

*/
protected native static long open(String fileName)

throws IOException;

/¥
* Get the video width.

*

* @param avi file descriptor.

* @return video width.

*/

protected native static int getWidth(long avi);

/**

* Get the video height.
ES

* @param avi file descriptor.

* @return video height.

*/

protected native static int getHeight(long avi);

/**

* Gets the frame rate.
*
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10.

* @param avi file descriptor.

* @return frame rate.

*/

protected native static double getFrameRate(long avi);

Jx*

* Closes the given AVI file based on given file descriptor.
*

* @param avi file descriptor.
*/
protected native static void close(long avi);

static {
System.loadLibrary("AVIPlayer");
}

}

The AbstractPlayerActivity also contains a set of native methods to process
AVI video files. These methods need to be implemented in the native space.

Choose Project » Build Project from the top menu bar to compile the
Java source code. This will allow you to use the javah tool to generate
the necessary header files for implementing the native portion of
AbstractPlayerActivity.

Using the Project Explorer, select the AbstractPlayerActivity.

Choose Run >» External Tools » Generate C and C++ Header File from the
top menu bar to invoke the javah tool for AbstractPlayerActivity class.

Under the jni subdirectory of the project, the com_apress_aviplayer
AbstractPlayerActivity.h header file will be generated by the javah tool,
with the content shown in Listing 12-8.

Listing 12-8. Content of com_apress_aviplayer_AbstractPlayerActivity.h

/* DO NOT EDIT THIS FILE - it is machine generated */
#include <jni.h>
/* Header for class com apress_aviplayer AbstractPlayerActivity */

#ifndef _Included_com apress_aviplayer AbstractPlayerActivity
#define _Included_com apress_aviplayer AbstractPlayerActivity
#ifdef _ cplusplus

extern "C" {

#endif

/*
* (lass: com_apress_aviplayer AbstractPlayerActivity
* Method: open
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11.

12.

* Signature: (Ljava/lang/String;)3J

*/

INIEXPORT jlong INICALL Java_com apress_aviplayer AbstractPlayerActivity open
(INIEnv *, jclass, jstring);

/*

* (lass: com_apress_aviplayer AbstractPlayerActivity

* Method: getWidth

* Signature: (J3)I

*/

INIEXPORT jint INICALL Java_com_apress_aviplayer AbstractPlayerActivity
getWidth

(INIEnv *, jclass, jlong);

/*

* (lass: com_apress_aviplayer AbstractPlayerActivity

* Method: getHeight

* Signature: (J3)I

*/

INIEXPORT jint INICALL Java_com apress_aviplayer AbstractPlayerActivity
getHeight

(INIEnv *, jclass, jlong);

/*

* Class: com_apress_aviplayer AbstractPlayerActivity

* Method: getFrameRate

* Signature: (J)D

*/

INIEXPORT jdouble INICALL Java_com_apress_aviplayer AbstractPlayerActivity
getFrameRate

(INIEnv *, jclass, jlong);

/*

* (lass: com_apress_aviplayer AbstractPlayerActivity
* Method: close

* Signature: (J)V

*/

INIEXPORT void INICALL Java_com apress_aviplayer AbstractPlayerActivity
close
(INIEnv *, jclass, jlong);

#ifdef _ cplusplus

}
#endif

#endif

In order to implement these native functions, a new C++ source file is
needed. Right-click on the jni directory, and choose New » Source File
from the context menu.

Set the Source File to com_apress_aviplayer AbstractPlayerActivity.cpp.
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13.
14.

Click the Finish button to create a new C++ source file.

The native portion of abstract player activity provides functions to parse
the given AVI video file by using the API provided through AVILib third party
library. Using the Eclipse, replace the content of com_apress_aviplayer
AbstractPlayerActivity.cpp source file with Listing 12-9.

Listing 12-9. Content of com_apress_aviplayer_AbstractPlayerActivity.cop

extern "C" {
#include <avilib.h>

}

#include "Common.h"
#include "com apress _aviplayer AbstractPlayerActivity.h"

jlong Java_com apress aviplayer AbstractPlayerActivity open(
INIEnv* env,
jclass clazz,
jstring fileName)

avi_t* avi = 0;

// Get the file name as a C string

const char* cFileName = env->GetStringUTFChars(fileName, 0);
if (0 == cFileName)

{
}

// Open the AVI file
avi = AVI open_input_file(cFileName, 1);

goto exit;

// Release the file name
env->ReleaseStringUTFChars(fileName, cFileName);

// If AVI file cannot be opened throw an exception
if (0 == avi)

{
}

ThrowException(env, "java/io/IOException”, AVI_strerror());

exit:
return (jlong) avi;
}

jint Java_com_apress_aviplayer AbstractPlayerActivity getWidth(
INIEnv* env,
jclass clazz,
jlong avi)
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15.

16.
17.
18.

{
}

return AVI video width((avi t*) avi);

jint Java_com apress_aviplayer AbstractPlayerActivity getHeight(
INIEnv* env,
jclass clazz,
jlong avi)

return AVI video height((avi t*) avi);
}

jdouble Java_com apress_aviplayer AbstractPlayerActivity getFrameRate(
INIEnv* env,
jclass clazz,
jlong avi)

return AVI frame rate((avi_t*) avi);

}

void Java_com apress_aviplayer AbstractPlayerActivity close(
INIEnv* env,
jclass clazz,
jlong avi)

AVI close((avi_t*) avi);
}

The native portion of abstract player activity will share some common code
between the player implementations. This common code will be provided
through the Common.h and Common. cpp source files. Right-click on jni
directory, and choose New » Header File from the context menu.

Set the Header File to Common. h.
Click the Finish button to create the new header file.

Replace the content of new header file with Listing 12-10.

Listing 12-10. Content of the Common.h header File

#pragma once

#include <jni.h>

/**

* Throws a new exception using the given exception class
* and exception message.

*

* @param env INIEnv interface.

* @param className class name.

* @param message exception message.

*/
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19.

20.
21,
22

23.

void ThrowException(
INIEnv* env,
const char* className,
const char* message);

Right-click the jni directory, and choose New » Source File from the
context menu.

Set the Source File to Common. cpp.

Click the Finish button to create the new C++ source file.

Replace the content of the new source file with the code in Listing 12-11.

Listing 12-11. Content the of Common.cpp Source File

#include "Common.h"

void ThrowException(
INIEnv* env,
const char* className,
const char* message)

// Get the exception class
jclass clazz = env->FindClass(className);

// If exception class is found
if (0 != clazz)

{

// Throw exception
env->ThrowNew(clazz, message);

// Release local class reference
env->DeletelocalRef(clazz);

}

The build file for the native project should now be updated to include the new
source files, as well as to statically linking with the AVILib third party module.
Open the Android.mk file from the jni subdirectory and replace its content
with the code in Listing 12-12.

Listing 12-12. Content of the Android.mk Build File
LOCAL PATH := $(call my-dir)
include $(CLEAR_VARS)

LOCAL_MODULE := AVIPlayer
LOCAL_SRC_FILES := \
Common.cpp \
com_apress_aviplayer AbstractPlayerActivity.cpp
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# Use AVILib static library
LOCAL_STATIC LIBRARIES += avilib static

include $(BUILD SHARED LIBRARY)

# Import AVILib library module
$(call import-module, transcode-1.1.5/avilib)

24. Although you have not yet implemented the rendering functionality for AVI
video playback, build and run the example application on the emulator to
make sure that it is properly implemented before going to the next step.

android.graphics.Bitmap class for manipulating and using

1. Include the android/bitmap.h header file.
#include <android/bitmap.h>

2. Update the Android.mk build file to dynamically link with jnigraphics library.
LOCAL_LDLIBS += -ljnigraphics

Upon making these changes, the JNI Graphics API is now available to your native application.

Using the JNI Graphics API

The JNI Graphics API provides four native functions for accessing and manipulating the Bitmap
objects.

Retrieving Information about a Bitmap Object

The AndroidBitmap_getInfo function allows native code to retrieve information about a Bitmap
object in terms of its dimensions, as well as its pixel format.

int AndroidBitmap getInfo(INIEnv* env,
jobject bitmap,
AndroidBitmapInfo* info);
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The function takes JNI interface pointer, the Bitmap object reference, and a pointer to a
AndroidBitmapInfo structure that will be used to return the information about the given bitmap, as
shown in Listing 12-13.

Listing 12-13. The AndroidBitmapinfo Structure Deceleration

typedef struct {
uint32_t width;
uint32_t height;
uint32_t stride;
int32_t format;
uint32_t flags;
} AndroidBitmapInfo;

The format field contains information about the pixel format, as shown in Listing 12-14.
Listing 12-14. The AndroidBitmapFormat Enumeration Deceleration

enum AndroidBitmapFormat {
ANDROID_BITMAP_FORMAT NONE =0,
ANDROID_BITMAP_FORMAT RGBA_ 8888 = 1,
ANDROID_BITMAP_FORMAT_RGB_565 4,
ANDROID BITMAP_FORMAT RGBA 4444 = 7,
ANDROID BITMAP_FORMAT A 8 -8,

};

In case of success, the AndroidBitmap_getInfo function returns zero; otherwise, it returns a negative
value. The full list of error codes can be found in the android/bitmap.h header file.

Accessing the Native Pixel Buffer

The AndroidBitmap_lockPixels function locks the pixel buffer to ensure that the memory for the
pixels will not move. It returns a native pointer to the pixel buffer for the native application access the
pixel data and to manipulate it.

int AndroidBitmap_lockPixels(INIEnv* env,
jobject jbitmap,
void** addrPtr);

It takes a JNIEnv interface pointer, the Bitmap object reference, and a pointer to a void pointer
to return the address for the native pixel buffer. In case of success, it returns zero; otherwise, it
returns a negative value. As with the AndroidBitmap_getInfo, the full list of error codes for the

AndroidBitmap_lockPixels function can be found in the android/bitmap.h header file.

Releasing the Native Pixel Buffer

Each call to AndroidBitmap_lockPixels should be balanced by a call to AndroidBitmap_unlockPixels to
release the native pixel buffer. The native application should release the native pixel buffer upon finishing
the reading or writing to it. Once it is released, the Bitmap object can be used at the Java layer.
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int AndroidBitmap _unlockPixels(INIEnv* env,

jobject jbitmap);

The AndroidBitmap_unlockPixels function takes a JNIEnv interface pointer and the Bitmap object
reference. In case of success, it returns zero; otherwise, it returns a negative value.

Updating AVI Player with Bitmap Renderer

To update the AVI player, follow these steps.

1.

Using Project Explorer, open the AndroidManifest.xml manifest file and
declare the new activity as shown in Listing 12-15.

Listing 12-15. New Bitmap Player Activity Declared in the Manifest File

<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="com.apress.aviplayer"
android:versionCode="1"
android:versionName="1.0" >

<application
android:icon="@drawable/ic_launcher"
android:label="@string/app_name"
android:theme="@style/AppTheme" >

<activity
android:name=".BitmapPlayerActivity"
android:label="@string/title_activity_bitmap_player" »
</activity»

</application>

</manifest>

The title of the new Bitmap Player activity, as well as the label for the Bitmap
Player radio button, should be added to the string resources. Open the
strings.xml string resources file, and add the new string resources as shown
in Listing 12-16.

Listing 12-16. Bitmap Player Activity String Resources Appended
<resources>
<string name="bitmap_player_radio"sBitmap Player</string»
<string name="title_activity_bitmap_player"s>Bitmap Player</string>

</resources>
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10.
11.

The Bitmap Player activity requires a single SurfaceView widget in order to
function. Using the Project Explorer, expand the res directory.

Right-click the layout subdirectory, and choose New » File from the context
menu.

Set File Name to activity bitmap player.xml.

Replace the content of the new layout with the code in Listing 12-17.

Listing 12-17. Content of the activity_bitmap_player.xml Layout File

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"”
android:layout_height="match_parent" >

<SurfaceView
android:layout_width="match_parent"
android:layout_height="match_parent"
android:id="@+id/surface_view" />

</Linearlayout>

Using the Project Explorer, expand the src directory.

Right-click on the com.apress.aviplayer package, and choose New » Class
from the context menu.

Set Name to BitmapPlayerActivity.
Click the Finish button to create the new class.

Replace its content with the code in Listing 12-18.

Listing 12-18. Content of the BitmapPlayerActivity.java Source File

package com.apress.aviplayer;
import java.util.concurrent.atomic.AtomicBoolean;

import android.graphics.Bitmap;

import android.graphics.Canvas;

import android.os.Bundle;

import android.view.SurfaceHolder;

import android.view.SurfaceHolder.Callback;
import android.view.SurfaceView;

Jx*

* AVI player through bitmaps.
*

* @author Onur Cinar
*/

www.it-ebooks.info

303


http://schemas.android.com/apk/res/android
http://schemas.android.com/tools
http://www.it-ebooks.info/

304 CHAPTER 12: Native Graphics API

public class BitmapPlayerActivity extends AbstractPlayerActivity {
/** Is playing. */
private final AtomicBoolean isPlaying = new AtomicBoolean();

/** Surface holder. */
private SurfaceHolder surfaceHolder;

/**

* On create.

ES

* @param savedInstanceState saved state.

*/

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.activity bitmap_player);

SurfaceView surfaceView = (SurfaceView)
findViewById(R.id.surface view);

surfaceHolder = surfaceView.getHolder();
surfaceHolder.addCallback(surfaceHolderCallback);

}

J**
* Surface holder callback listens for surface events.
*/
private final Callback surfaceHolderCallback = new Callback() {
public void surfaceChanged(SurfaceHolder holder, int format,
int width, int height) {
}

public void surfaceCreated(SurfaceHolder holder) {
// Start playing since surface is ready
isPlaying.set(true);

// Start renderer on a separate thread
new Thread(renderer).start();

}

public void surfaceDestroyed(SurfaceHolder holder) {
// Stop playing since surface is destroyed
isPlaying.set(false);

};

/¥
* Renderer runnable renders the video frames from the
* AVI file to the surface through a bitmap.

*/
private final Runnable renderer = new Runnable() {
public void run() {
// Create a new bitmap to hold the frames
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Bitmap bitmap = Bitmap.createBitmap(
getWidth(avi),
getHeight(avi),
Bitmap.Config.RGB_565);

// Calculate the delay using the frame rate
long frameDelay = (long) (1000 / getFrameRate(avi));

// Start rendering while playing
while (isPlaying.get()) {
// Render the frame to the bitmap
render(avi, bitmap);

// Lock canvas
Canvas canvas = surfaceHolder.lockCanvas();

// Draw the bitmap to the canvas
canvas.drawBitmap(bitmap, 0, 0, null);

// Post the canvas for displaying
surfaceHolder.unlockCanvasAndPost(canvas);

// Wait for the next frame

try {
Thread.sleep(frameDelay);

} catch (InterruptedException e) {
break;

}

}
};

J**
* Renders the frame from given AVI file descriptor to

* the given Bitmap.
%

* @param avi file descriptor.

* @param bitmap bitmap instance.

* @return true if there are more frames, false otherwise.

*/

private native static boolean render(long avi, Bitmap bitmap);

}

The BitmapPlayerActivity handles the rendering of the video frames through
a native method called as render.

Choose Project » Build Project from the top menu bar to compile the Java
source code.

Using the Project Explorer, select the BitmapPlayerActivity.
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14. Choose Run » External Tools » Generate C and C++ Header File from
the top menu bar to invoke the javah tool for BitmapPlayerActivity class.

15. Under the jni subdirectory of the project, the com_apress_aviplayer
BitmapPlayerActivity.h header file will be generated by the javah tool.

16. Right-click the jni directory, and choose New » Source File from the
context menu.

17. Set Source File to com_apress_aviplayer BitmapPlayerActivity.cpp.

18. Click the Finish button to create a new C++ source file.

19. Using the Eclipse, replace the content of the new source file with the code in
Listing 12-19.
Listing 12-19. Content of com_apress_aviplayer_BitmapPlayerActivity.cop

extern "C" {
#include <avilib.h>

}

#include <android/bitmap.h>

#include "Common.h"
#include "com_apress_aviplayer BitmapPlayerActivity.h"

jboolean Java_com_apress aviplayer BitmapPlayerActivity render(
INIEnv* env,
jclass clazz,
jlong avi,
jobject bitmap)

jboolean isFrameRead = INI_FALSE;
char* frameBuffer = 0;
long frameSize = 0;

int keyFrame = 0;

// Lock bitmap and get the raw bytes
if (0 > AndroidBitmap lockPixels(env, bitmap, (void**) &frameBuffer))

{
ThrowException(env, "java/io/IOException”,
"Unable to lock pixels.");
goto exit;
}

// Read AVI frame bytes to bitmap
frameSize = AVI_read_frame((avi_t*) avi, frameBuffer, &8keyFrame);
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20.

21.

// Unlock bitmap
if (0 > AndroidBitmap_unlockPixels(env, bitmap))

{
ThrowException(env, "java/io/IOException”,
"Unable to unlock pixels.");
goto exit;
}

// Check if frame is successfully read
if (0 < frameSize)

{
}

isFrameRead = INI_TRUE;

exit:
return isFrameRead;
}

The build file Android.mk needs to be modified, as shown in Listing
12-20, to compile the new source file, as well as to dynamically link with the
jnigraphics shared library in order to use the JNI Graphics Bitmap API.

Listing 12-20. Build File Modified for Bitmap Player

LOCAL_PATH := $(call my-dir)

include $(CLEAR_VARS)

LOCAL_MODULE

LOCAL_SRC_FILES :
Common.cpp \

com_apress_aviplayer AbstractPlayerActivity.cpp \
com_apress_aviplayer_BitmapPlayerActivity.cpp

AVIPlayer
\

# Use AVILib static library
LOCAL_STATIC_LIBRARIES += avilib_static

# Link with INI graphics
LOCAL_LDLIBS += -ljnigraphics

include $(BUILD SHARED LIBRARY)

# Import AVILib library module
$(call import-module, transcode-1.1.5/avilib)

The bitmap player activity is now ready. In order to be able to use it, it needs
to be added as a radio button to the activity main.xml layout file, as shown
in Listing 12-21.
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Listing 12-21. Bitmap Player Radio Button Added to Main Activity Layout

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout width="match_parent"
android:layout_height="match_parent"
android:orientation="vertical" >

<RadioGroup
android:id="@+id/player_radio_group"
android:layout_width="wrap_content"
android:layout_height="wrap_content" >

<RadioButton
android:id="@+id/bitmap_player_radio"
android:layout_width="wrap_content"
android:layout_height="wrap_content"
android:checked="true"
android:text="@string/bitmap_player_radio" /»

</RadioGroup>

</LinearlLayout>

22. The main activity source code should also be modified, as shown in Listing
12-22, to dispatch the playback request to Bitmap Player activity when it is
selected by the user.

Listing 12-22. Bitmap Player Radio Added to Main Activity
/%%

* On play button click event handler.

*/

private void onPlayButtonClick() {

// Choose the activity based on id

switch (radioId) {

case R.id.bitmap_player_radio:
intent = new Intent(this, BitmapPlayerActivity.class);
break;

default:
throw new UnsupportedOperationException("radioIld=" + radiold);
}
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Running the AVI Player with Bitmap Renderer

Now the AVI player application is ready with the Bitmap renderer based on JNI graphics API. Follow
these steps to test the application on Android emulator.

1. In order to test the AVI video player application, an AVI-formatted video file
is needed. For the simplicity of the example, the application is only using
AVI format as a container, expecting that the video payload is provided as
uncompressed raw frames in RGB565 color-space. Using your favorite
browser, download the sample video file from author’s web site at
http://zdo.com/galleon.zip.

2. Extract the galleon.avi AVI video file from the downloaded ZIP archive.

3. Start the Android emulator.

4. Using the ADB, push the AVI video file to the Android emulator’s SD card, like
S0:

adb push galleon.avi /sdcard/

Note The galleon.avi AVl video file requires at least 74MB of free space on the SD card. If the ADB push
for the file fails, makes sure that you have enough space on the target Android device or the Android
emulator. Due to the large size of the video file, pushing it to the SD Card can take 30 or more seconds.

5. Start the AVI player application on the Android emulator.

6. Make sure that Bitmap Player radio button is selected, as shown
in Figure 12-1.

4 & 3.03
g MainActivity

galleon.avi

@ Bitmap Player

Play

Figure 12-1. Choosing the Bitmap Player using AVI player GUI
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7. Click the Play button to start the playback. The Bitmap Player activity will
be invoked, and the AVI video file will be rendered through the JNI Graphics
API, as shown in Figure 12-2. You should see the waving white flag on
the galleon.

*4 & 3.09

2 Bitmap Player

The AVl video file is getting rendered through the Bitmap renderer

The Android NDK provides OpenGL ES both version 1.x and 2.0 graphics API to the native code. As
indicated earlier in this chapter,

OpenGL ES 1.0 is supported from Android 1.6 and later.

OpenGL ES 1.1 is supported only on specific devices that have the
corresponding GPU.

OpenGL ES 2.0 is supported on Android 2.0 and later.

Applications should use the <uses-feature> tag in the Android manifest file to indicate the preferred
version of OpenGL ES version to use.

Using the OpenGL ES API

In order to use the OpenGL ES API, you need to have a android.opengl.GLSurfaceView instance on
the Java code. The native application can then call the OpenGL ES API functions to render graphics
to the GLSurfaceView. More information on available OpenGL ES API can be found at the Khronos
Groups web site at www.khronos.org/opengles/.

At the time of this writing, the Android emulator does not support OpenGL ES 2.0 hardware
emulation. In order to allow you to experiment with the OpenGL ES-based graphics API, the example
application will be using the OpenGL ES 1.x.
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Enabling OpenGL ES 1.x API

Follow these steps to use the OpenGL ES 1.x in your native application.

1.

Include the OpenGL ES 1.x header files.

#include <GLES/gl.h>
#include <GLES/glext.h>

Update the Android.mk build file to dynamically link with GLESv1_CM library.

LOCAL_LDLIBS += -1GLESvi_CM

Upon making these changes, the OpenGL ES 1.x API will now be available to your
native application.

Enabling OpenGL ES 2.0 API

Follow these steps to use the OpenGL ES 2.0 in your native application.

1.

Include the OpenGL ES 2.0 header files.

#include <GLES2/gl2.h>
#include <GLES2/gl2ext.h>

Update the Android.mk build file to dynamically link with GLESv2 library.

LOCAL_LDLIBS += -1GLESv2

Upon making these changes, the OpenGL ES 2.0 API will now be available to your
native application.

Updating AVI Player with OpenGL ES Renderer

Follow these steps.

1.

Using Project Explorer, open the AndroidManifest.xml manifest file and
declare the new activity, as shown in Listing 12-23.

Listing 12-23. New OpenGL Player Activity Declared in Manifest File
<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="com.apress.aviplayer"

android:versionCode="1"
android:versionName="1.0" >
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<application
android:icon="@drawable/ic_launcher"
android:label="@string/app_name"
android:theme="@style/AppTheme" >

<activity
android:name=".0penGLPlayerActivity"
android:label="@string/title_activity_open_gl_player" »
</activity»
</application>

</manifest>

2. The title of the new OpenGL player activity, as well as the label for the
OpenGL player radio button, should be added to the string resources. Open
the strings.xml string resources file and add the new string resources, as
shown in Listing 12-24.

Listing 12-24. OpenGL Player Activity String Resources Appended

{resources>

<string name="title_activity_open_gl_player"»>OpenGL Player</string»
<string name="open_gl_player radio">OpenGL Player</string»
</resources>

3. The Bitmap Player activity requires a single GLSurfaceView widget in order to
function. Using the Project Explorer, expand the res directory.

4. Right-click on the layout subdirectory, and choose New » File from the
context menu.

5. Set File Name to activity open gl player.xml.

6. Replace the content of new layout with the code in Listing 12-25.

Listing 12-25. Content of the activity_open_gl_player.xml Layout File

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"
android:layout_height="match_parent" >

<android.opengl.GLSurfaceView
android:layout_width="match_parent"”
android:layout_height="match_parent"
android:id="@+id/gl _surface view" />

</LinearlLayout>
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10.
11.

Using the Project Explorer, expand the src directory.

Right-click the com.apress.aviplayer package, and choose New » Class
from the context menu.

Set Name to OpenGLPlayerActivity.
Click the Finish button to create the new class.

Replace its content with the code in Listing 12-26.

Listing 12-26. Content of the OpenGLPlayerActivity.java Source File

package com.apress.aviplayer;
import java.util.concurrent.atomic.AtomicBoolean;

import javax.microedition.khronos.egl.EGLConfig;
import javax.microedition.khronos.opengles.GL10;

import android.opengl.GLSurfaceView;
import android.opengl.GLSurfaceView.Renderer;
import android.os.Bundle;

/**

* AVI player through OpenGL.

*

* @author Onur Cinar

*/

public class OpenGLPlayerActivity extends AbstractPlayerActivity {
/** Is playing. */
private final AtomicBoolean isPlaying = new AtomicBoolean();

/** Native renderer. */
private long instance;

/** GL surface view instance. */
private GLSurfaceView glSurfaceView;

/**

* On create.

*

* @param savedInstanceState saved state.

*/

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.activity open gl player);

glSurfaceView = (GLSurfaceView)
findViewById(R.id.gl surface view);

// Set renderer
glSurfaceView.setRenderer(renderer);
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// Render frame when requested
glSurfaceView.setRenderMode (GLSurfaceView.RENDERMODE_WHEN DIRTY);

}

¥k

* On start.

*/

protected void onStart() {
super.onStart();

// Initializes the native renderer
instance = init(avi);

}

/**

* On resume.

*/

protected void onResume() {
super.onResume();

// GL surface view must be notified when activity is resumed
glSurfaceView.onResume();

}

/**

* On pause.

*/

protected void onPause() {
super.onPause();

// GL surface view must be notified when activity is paused.
glSurfaceView.onPause();

}

Jx*

* On stop.

*/

protected void onStop() {
super.onStop();

// Free the native renderer
free(instance);
instance = 0;

}

Vioio
* Request rendering based on the frame rate.
*/
private final Runnable player = new Runnable() {
public void run() {
// Calculate the delay using the frame rate
long frameDelay = (long) (1000 / getFrameRate(avi));
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// Start rendering while playing
while (isPlaying.get()) {
// Request rendering
glSurfaceView.requestRender();

// Wait for the next frame

try {
Thread.sleep(frameDelay);

} catch (InterruptedException e) {
break;

}

}
};

/**
* OpenGL renderer.
*/
private final Renderer renderer = new Renderer() {
public void onDrawFrame(GL10 gl) {
// Render the next frame
if (!render(instance, avi))

{

isPlaying.set(false);

}

public void onSurfaceChanged(GL10 gl, int width, int height) {

}

public void onSurfaceCreated(GL10 gl, EGLConfig config) {
// Initialize the OpenGL surface
initSurface(instance, avi);

// Start playing since surface is ready
isPlaying.set(true);

// Start player
new Thread(player).start();

}
};

/**

* Initializes the native renderer.
*

* @param avi file descriptor.

* @return native instance.

*/

private native static long init(long avi);
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12.

13.
14.

15.

16.

17.
18.
19.

Jx*

* Initializes the OpenGL surface.
*

* @param instance native instance.
*/
private native static void initSurface(long instance, long avi);

/**

* Renders the frame from given AVI file descriptor.
ES

* @param instance native instance.

* @param avi file descriptor.

* @return true if there are more frames, false otherwise.

*/

private native static boolean render(long instance, long avi);

%k

* Free the native renderer.
*

* @param instance native instance.
*/
private native static void free(long instance);

}

Choose Project » Build Project from the top menu bar to compile the Java
source code.

Using the Project Explorer, select the OpenGLPlayerActivity.

Choose Run » External Tools » Generate C and C++ Header File from
the top menu bar to invoke the javah tool for OpenGLPlayerActivity class.

Under the jni subdirectory of the project, the com_apress_aviplayer
OpenGLPlayerActivity.h header file will be generated by the javah tool.

Right-click the jni directory, and choose New » Source File from the
context menu.

Set Source File to com_apress_aviplayer OpenGLPlayerActivity.cpp.
Click the Finish button to create a new C++ source file.

Using the Eclipse, replace the content of the new source file with the code in
Listing 12-27.

Listing 12-27. Content of com_apress_aviplayer_OpenGLPlayerActivity.cpp

extern "C" {
#include <avilib.h>

}

#include <GLES/gl.h>
#include <GLES/glext.h>
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#include <malloc.h>

#include "Common.h"
#include "com_apress_aviplayer OpenGLPlayerActivity.h"

struct Instance

{
char* buffer;
GLuint texture;
Instance():
buffer(o),
texture(0)
{
}
};

jlong Java_com apress_aviplayer OpenGLPlayerActivity init(
INIEnv* env,
jclass clazz,
jlong avi)

Instance* instance = 0;

long frameSize = AVI frame size((avi_t*) avi, 0);
if (0 >= frameSize)

{
ThrowException(env, "java/io/RuntimeException”,
"Unable to get the frame size.");
goto exit;
}

instance = new Instance();
if (0 == instance)

{
ThrowException(env, "java/io/RuntimeException”,
"Unable to allocate instance.");
goto exit;
}

instance->buffer = (char*) malloc(frameSize);
if (0 == instance->buffer)

{
ThrowException(env, "java/io/RuntimeException”,
"Unable to allocate buffer.");
delete instance;
instance = 0;
}
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exit:
return (jlong) instance;
}

void Java_com apress_aviplayer OpenGLPlayerActivity initSurface(
INIEnv* env,
jclass clazz,
jlong inst,
jlong avi)

Instance* instance = (Instance*) inst;

// Enable textures
glEnable(GL_TEXTURE_2D);

// Generate one texture object
glGenTextures(1, &instance->texture);

// Bind to generated texture
glBindTexture(GL_TEXTURE_2D, instance->texture);

int frameWidth = AVI video width((avi_t*) avi);
int frameHeight = AVI_video_height((avi_t*) avi);

// Crop the texture rectangle
GLint rect[] = {0, frameHeight, frameWidth, -frameHeight};
glTexParameteriv(GL_TEXTURE 2D, GL_TEXTURE_CROP_RECT OES, rect);

// Full color
glColor4f(1.0, 1.0, 1.0, 1.0);

// Generate an empty texture
glTexImage2D(GL_TEXTURE 2D,
0,
GL_RGB,
frameWidth,
frameHeight,
0,
GL_RGB,
GL_UNSIGNED_SHORT 5 6_5,
0);
}

jboolean Java_com_apress aviplayer OpenGLPlayerActivity render(
INIEnv* env,
jclass clazz,
jlong inst,
jlong avi)

Instance* instance = (Instance*) inst;
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jboolean isFrameRead = INI_FALSE;
int keyFrame = 0;

// Read AVI frame bytes to bitmap

long frameSize = AVI read frame((avi_t*) avi,
instance->buffer,
8keyFrame);

// Check if frame read
if (0 >= frameSize)

{
}

goto exit;

// Frame read
isFrameRead = INI_TRUE;

// Update the texture with the new frame
glTexSubImage2D(GL_TEXTURE_2D,
0,
0,
0,
AVI_video_width((avi_t*) avi),
AVI video_height((avi_t*) avi),
GL_RGB,
GL_UNSIGNED SHORT 5 6 5,
instance->buffer);

// Draw texture

glDrawTexiOES(0, 0, O,
AVI video width((avi t*) avi),
AVI video height((avi_t*) avi));

exit:
return isFrameRead;
}

void Java_com apress_aviplayer OpenGLPlayerActivity free(
INIEnv* env,
jclass clazz,
jlong inst)

Instance* instance = (Instance*) inst;
if (0 !'= instance)

{

free(instance->buffer);
delete instance;
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20. The build file Android.mk needs to be modified, as shown in Listing 12-28, to
compile the new source file, as well as to dynamically link with the GLESvi_CM
shared library in order to use the OpenGL ES API from native space.

Listing 12-28. Build File Modified for OpenGL Player
LOCAL PATH := $(call my-dir)

include $(CLEAR_VARS)

LOCAL_MODULE

LOCAL_SRC_FILES :
Common.cpp \
com_apress_aviplayer AbstractPlayerActivity.cpp \
com_apress_aviplayer BitmapPlayerActivity.cpp \
com_apress_aviplayer OpenGLPlayerActivity.cpp

AVIPlayer
\

# Use AVILib static library
LOCAL_STATIC_LIBRARIES += avilib_static

# Enable GL ext prototypes
LOCAL_CFLAGS += -DGL_GLEXT_PROTOTYPES

# Link with OpenGL ES
LOCAL_LDLIBS += -1GLESvi_CM

include $(BUILD SHARED LIBRARY)

21. The Bitmap Player activity is now ready. In order to be able to use it, it needs
to be added as a radio button to the activity main.xml layout file, as shown
in Listing 12-29.

Listing 12-29. OpenGL Player Radio Button Added to the Main Layout

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"
android:layout_height="match_parent"
android:orientation="vertical" »

<RadioGroup
android:id="@+id/player_radio_group"
android:layout_width="wrap_content"”
android:layout_height="wrap_content" >
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22

<RadioButton
android:id="@+id/bitmap_player radio"
android:layout_width="wrap content"
android:layout_height="wrap_content"
android:checked="true"
android:text="@string/bitmap_player radio" />

<RadioButton
android:id="@+id/open_gl_player_radio"
android:layout_width="wrap_content"
android:layout_height="wrap_content"
android:text="@string/open_gl_player_radio" />

</RadioGroup>

</Linearlayout>

The main activity source code should also be modified, as shown in Listing
12-30, to dispatch the playback request to the Bitmap Player activity when it
is selected by the user.

Listing 12-30. OpenGL Player Radio Button Added to Main Activity

/**

* On play button click event handler.
*/

private void onPlayButtonClick() {

// Choose the activity based on id

switch (radiold) {

case R.id.bitmap_player radio:
intent = new Intent(this, BitmapPlayerActivity.class);
break;

case R.id.open_gl _player radio:
intent = new Intent(this, OpenGLPlayerActivity.class);
break;

default:
throw new UnsupportedOperationException("radioIld=" + radiold);
}
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23. The AVI player application is now ready with the OpenGL ES renderer.
Follow the same steps in JNI Graphics API section of this chapter to run the
example application on the Android emulator.

Rendering Using Native Window API

Starting from Android API level 9, the Android NDK provides an API to enable the native code to
directly access and manipulate the pixel buffer of the native window. This APl is known as the native
windows API. In this section, you will learn how to use this API to do rendering from the native code
directly without involving any Java based API.

1. Include the native window header files.

#include <android/native_window.h>
#include <android/native_window_jni.h>

2. Update the Android.mk build file to dynamically link with android library.
LOCAL_LDLIBS += -landroid

Upon making these changes, the native window API will now be available to your native application.

Using the Native Window API

The native window API provides four native functions for accessing and manipulating the
Bitmap objects.

Retrieving Native Window from a Surface Object

The ANativeWindow fromSurface function retrieves the native window from the given Surface object.

ANativeWindow* ANativeWindow_fromSurface(INIEnv* env,
jobject surface);

It takes a JNIEnv interface pointer and a Surface object reference and returns a pointer to the native
window instance. The ANativeWindow fromSurface function also acquires a reference on the returned
native window instance, and it needs to be released through the ANativeWindow_release function to
prevent memory leaks.
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Acquiring a Reference on a Native Window Instance

In order to prevent the native window instance from being deleted, the native code can acquire a
reference to it using the ANativeWindow_acquire function.

void ANativeWindow acquire(ANativeWindow* window);

Every call to ANativeWindow_acquire function should be balanced by a call to ANativeWindow_
release function.

Releasing the Native Window Reference

As mentioned earlier, to prevent memory leaks, each native window reference should be released
using the ANativeWindow release function.

void ANativeWindow release(ANativeWindow* window);

The ANativeWindow_release function takes a pointer to the native window instance.

Retrieving Native Window Information

The native window API provides a set of functions for the native code to obtain information regarding
the native window such as the dimensions and the pixel format.

The ANativeWindow getWidth function can be used to obtain the width of the
native window.

The ANativeWindow getHeight function can be used to obtain the height of the
native window.

The ANativeWindow getFormat function can be used to obtain the pixel format of
the native window.

Setting the Native Window Buffer Geometry

The dimensions and the pixel format of the native window should match the image data that will
be rendered. If the image data dimensions or the pixel format is different, the ANativeWindow_
setBuffersGeometry function can be used to reconfigure the native window buffer. The buffer will
then get automatically scaled to match the native window.

int32_t ANativeWindow_setBuffersGeometry(ANativeWindow* window,
int32_t width,
int32_t height,
int32_t format);

The function takes a pointer to the previously acquired native window instance, the new width, the
new height, and the new pixel format for the native window buffer. In case of success, it returns zero.
For all parameters, if zero is supplied, then the parameter value will be reverted to the native window
buffer’s base.
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Accessing the Native Window Buffer

The ANativeWindow lock function is used to lock the native window buffer and to obtain a pointer to
the raw pixel buffer. Native code can then use this pointer to access and manipulate the pixel buffer.

int32_t ANativeWindow lock(ANativeWindow* window,
ANativeWindow Buffer* outBuffer,
ARect* inOutDirtyBounds);

The function takes a pointer to the previously acquired native window instance, a pointer to a
ANativeWindow Buffer structure, and an optional pointer to a ARect structure. As shown in Listing 12-31,
the ANativeWindow Buffer structure, in addition to the information about the native window, provides

The ANativeWindow_Buffer Structure Declaration

// The number of pixels that are show horizontally.
int32_t width;

// The number of pixels that are shown vertically.
int32_t height;

// The number of *pixels* that a line in the buffer takes in
// memory. This may be >= width.
int32_t stride;

// The format of the buffer. One of WINDOW_FORMAT *
int32_t format;

// The actual bits.
void* bits;

// Do not touch.

uint32_t reserved[6];
} ANativeWindow_Buffer;

In case of success the ANativeWindow lock function returns zero.

Releasing the Native Window Buffer

Once the native code is done, it should unlock and post the native window buffer back using the
ANativeWindow unlockAndPost function.

int32_t ANativeWindow unlockAndPost(ANativeWindow* window);

The function takes a pointer to the native window instance that is locked. In case of success, it
returns zero. You will now update the AVI Player test application with the native window renderer to
experiment with these functions.
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Updating AVI Player with Native Window Renderer

Follow these steps.

1. Using Project Explorer, open AndroidManifest.xml manifest file and declare
the new activity as shown on Listing 12-32.

Listing 12-32. New Native Window Player Declared in Manifest File

<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="com.apress.aviplayer"
android:versionCode="1"
android:versionName="1.0" >

<application
android:icon="@drawable/ic_launcher"
android:label="@string/app _name"
android:theme="@style/AppTheme" >

<activity
android:name=".0penGLPlayerActivity"
android:label="@string/title activity open gl player" >
</activity>
<activity
android:name=".NativelWlindowPlayerActivity"
android:label="@string/title_activity_native_window_player" >
</activity>
</application>

</manifest>

2. The title of the new Bitmap Player activity, as well as the label for the Bitmap
Player radio button should be added to the string resources. Open the
strings.xml string resources file and add the new string resources, as shown
in Listing 12-33.

Listing 12-33. Native Window Player Activity String Resources Appended

{resources>

<string name="title_activity_native_window_player"
sNative Window Player</string»

<string name="native_window_player_radio"
sNative Window Player</string»

</resources>
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10.
11.

The Bitmap Player activity requires a single SurfaceView widget in order to
function. Using the Project Explorer, expand the res directory.

Right-click the layout subdirectory, and choose New » File from the context
menu.

Set File Name to activity native window_player.xml.

Replace the content of new layout with the code in Listing 12-34.

Listing 12-34. Content of activity_native_window_player.xml Layout File

<LinearlLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"
android:layout_height="match_parent" >

<SurfaceView
android:layout_width="match_parent"
android:layout_height="match_parent"
android:id="@+id/surface_view" />

</Linearlayout>

Using the Project Explorer, expand the src directory.

Right-click the com.apress.aviplayer package, and choose New » Class
from the context menu.

Set Name to NativeWindowPlayerActivity.
Click the Finish button to create the new class.

Replace its content with the code in Listing 12-35.

Listing 12-35. Content of NativeWindowPlayerActivity.java Source File

package com.apress.aviplayer;
import java.util.concurrent.atomic.AtomicBoolean;

import android.os.Bundle;

import android.view.Surface;

import android.view.SurfaceHolder;

import android.view.SurfaceHolder.Callback;
import android.view.SurfaceView;

/**

* AVI player through native window.
*

* @author Onur Cinar
*/
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public class NativeWindowPlayerActivity extends AbstractPlayerActivity {
/** Is playing. */
private final AtomicBoolean isPlaying = new AtomicBoolean();

/** Surface holder. */
private SurfaceHolder surfaceHolder;

/**

* On create.

ES

* @param savedInstanceState saved state.

*/

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.activity bitmap_player);

SurfaceView surfaceView = (SurfaceView)
findViewById(R.id.surface view);

surfaceHolder = surfaceView.getHolder();
surfaceHolder.addCallback(surfaceHolderCallback);

}

/**
* Surface holder callback listens for surface events.
*/
private final Callback surfaceHolderCallback = new Callback() {
public void surfaceChanged(SurfaceHolder holder, int format,
int width,
int height) {
}

public void surfaceCreated(SurfaceHolder holder) {
// Start playing since surface is ready
isPlaying.set(true);

// Start renderer on a separate thread
new Thread(renderer).start();

}

public void surfaceDestroyed(SurfaceHolder holder) {
// Stop playing since surface is destroyed
isPlaying.set(false);

};

Jx*¥
* Renderer runnable renders the video frames from the

* AVI file to the surface through a bitmap.
*/
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12.

13.
14.

private final Runnable renderer = new Runnable() {
public void run() {
// Get the surface instance
Surface surface = surfaceHolder.getSurface();

// Initialize the native window
init(avi, surface);

// Calculate the delay using the frame rate
long frameDelay = (long) (1000 / getFrameRate(avi));

// Start rendering while playing

while (isPlaying.get()) {
// Render the frame to the surface
render(avi, surface);

// Wait for the next frame

try {
Thread.sleep(frameDelay);

} catch (InterruptedException e) {
break;
}

}
};

/**

* Initializes the native window.
*

* @param avi file descriptor.

* @param surface surface instance.

*/

private native static void init(long avi, Surface surface);

/**
* Renders the frame from given AVI file descriptor to

* the given Surface.
*

* @param avi file descriptor.

* @param surface surface instance.

* @return true if there are more frames, false otherwise.

*/

private native static boolean render(long avi, Surface surface);

}

Choose Project » Build Project from the top menu bar to compile the Java
source code.

Using the Project Explorer, select the NativeWindowPlayerActivity.

Choose Run » External Tools » Generate C and C++ Header File from the
top menu bar to invoke the javah tool for NativeWindowPlayerActivity class.
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15.

16.

17.
18.
19.

Under the jni subdirectory of the project, the com_apress_aviplayer
NativeWindowPlayerActivity.h header file will be generated by the javah tool.

Right-click on jni directory, and choose New » Source File from the
context menu.

Set Source File to com_apress_aviplayer NativeWindowPlayerActivity.cpp.
Click the Finish button to create a new C++ source file.

Using the Eclipse, replace the content of the new source file with the code in
Listing 12-36.

Listing 12-36. Content of com_apress_aviplayer_NativeWindowPlayerActivity.cpp

extern "C" {
#include <avilib.h>

}

#include <android/native_window_jni.h>
#include <android/native_window.h>

#include "Common.h"
#include "com apress_aviplayer NativeWindowPlayerActivity.h"

void Java_com_apress_aviplayer NativeWindowPlayerActivity_ init(
INIEnv* env,
jclass clazz,
jlong avi,
jobject surface)

// Get the native window from the surface

ANativeWindow* nativeWindow = ANativeWindow fromSurface(
env, surface);

if (0 == nativeWindow)

{
ThrowException(env, "java/io/RuntimeException”,
"Unable to get native window from surface.");
goto exit;
}

// Set the buffers geometry to AVI movie frame dimensions
// If these are different than the window's physical size
// then the buffer will be scaled to match that size.
if (0 > ANativeWindow_setBuffersGeometry(nativeWindow,
AVI video width((avi t*) avi),
AVI video_height((avi_t*) avi),
WINDOW_FORMAT RGB_565))

ThrowException(env, "java/io/RuntimeException”,
"Unable to set buffers geometry.");
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// Release the native window
ANativeWindow release(nativeWindow);
nativeWindow = 0;

exit:
return;

jboolean Java_com apress aviplayer NativeWindowPlayerActivity render(
INIEnv* env,
jclass clazz,
jlong avi,
jobject surface)

jboolean isFrameRead = INI_FALSE;

long frameSize = 0;
int keyFrame = 0;

// Get the native window from the surface

ANativeWindow* nativeWindow = ANativeWindow fromSurface(
env, surface);

if (0 == nativeWindow)

{
ThrowException(env, "java/io/RuntimeException”,
"Unable to get native window from surface.");
goto exit;
}

// Lock the native window and get access to raw buffer
ANativeWindow Buffer windowBuffer;
if (0 > ANativeWindow lock(nativeWindow, 8windowBuffer, 0))

{
ThrowException(env, "java/io/RuntimeException”,
"Unable to lock native window.");
goto release;
}

// Read AVI frame bytes to raw buffer

frameSize = AVI_read_frame((avi_t*) avi,
(char*) windowBuffer.bits,
8keyFrame);

// Check if frame is successfully read
if (0 < frameSize)

{
}

isFrameRead = INI_TRUE;
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20.

21,

// Unlock and post the buffer for displaying
if (0 > ANativeWindow unlockAndPost(nativeWindow))

{
ThrowException(env, "java/io/RuntimeException”,
"Unable to unlock and post to native window.");
goto release;
}
release:

// Release the native window
ANativeWindow release(nativeWindow);
nativeWindow = 0;

exit:
return isFrameRead;
}

The build file Android.mk needs to be modified, as shown in Listing 12-37, to
compile the new source file, as well as to dynamically link with the android
shared library in order to use the native window API.

Listing 12-37. Build File Modified for Native Window Player
LOCAL_PATH := $(call my-dir)

include $(CLEAR_VARS)

LOCAL_MODULE

LOCAL_SRC_FILES :
Common.cpp \
com_apress_aviplayer AbstractPlayerActivity.cpp \
com_apress_aviplayer BitmapPlayerActivity.cpp \
com_apress_aviplayer OpenGLPlayerActivity.cpp \
com_apress_aviplayer_NativeWindowPlayerActivity.cpp

AVIPlayer
\

# Link with Android library
LOCAL_LDLIBS += -landroid

include $(BUILD SHARED_ LIBRARY)

The Bitmap Player activity is now ready. In order to be able to use it, it needs
to be added as a radio button to the activity main.xml layout file, as shown
in Listing 12-38.
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Listing 12-38. Native Window Player Radio Button Added to the Main Layout

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"
android:layout_width="match_parent"
android:layout_height="match_parent"
android:orientation="vertical" »

<RadioGroup
android:id="@+id/player_radio_group"
android:layout_width="wrap_content"”
android:layout_height="wrap_content" >

<RadioButton
android:id="@+id/open_gl player radio"
android:layout_width="wrap_content"”
android:layout_height="wrap_content"
android:text="@string/open_gl player radio" />

<RadioButton
android:id="@+id/native_window_player_radio"
android:layout_width="wrap_content"
android:layout_height="wrap_content"
android:text="@string/native_window_player_radio" />

</RadioGroup>

</Linearlayout>

22. The main activity source code should also be modified, as shown in Listing
12-39, to dispatch the playback request to Bitmap Player activity when it is
selected by the user.

Listing 12-39. Native Window Player Radio Button Added to Main Activity
/ k%

* On play button click event handler.
*/
private void onPlayButtonClick() {

// Choose the activity based on id
switch (radiold) {
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case R.id.bitmap_player radio:
intent = new Intent(this, BitmapPlayerActivity.class);
break;

case R.id.open_gl player radio:
intent = new Intent(this, OpenGLPlayerActivity.class);
break;

case R.id.native_window_player_radio:
intent = new Intent(this, NativeWindowPlayerActivity.class);
break;

default:
throw new UnsupportedOperationException("radiold=" + radiold);
}

}

23. The AVI player application is now ready with the native window renderer.
Follow the same steps given in “JNI Graphics API” section of this chapter to
run the example application on the Android emulator.

EGL Graphics Library

Starting from API Level 9, the Android NDK also comes with support from EGL graphics library,
enabling the native applications to manage OpenGL ES surfaces. More information on EGL can be
found at Khronos Group’s web site at www.khronos.org/egl.

In order to enable EGL graphics library, follow these steps.

1. Include the EGL header files.

#include <EGL/egl.h>
#include <EGL/eglext.h>

2. Update the Android.mk build file to dynamically link with EGL library.
LOCAL_LDLIBS += -1EGL

Upon making these changes, the EGL graphics library will now be available to your native
application. You can use the EGL graphics library API functions to list supported EGL configurations,
allocate and release OpenGL ES surfaces, and swap/flip surfaces for display.

Summary

This chapter explored the different native graphics APIs that are available to native applications. In
order to help you better understand these graphics native APIls, an AVI video player application was
built throughout this chapter.
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Native Sound API

In the previous chapter, you explored the multiple flavors of the native graphics APIs that are
provided by the Android platform. Starting from Android OS version 2.3, API Level 9, the Android
platform also provides a native sound API, enabling the native code to play and record audio
without invoking any method at Java layer. Android native sound support is based on the OpenSL
ES 1.0.1 standard from Khronos Group. OpenSL ES is the short form of the Open Sound Library
for Embedded Systems. This chapter will briefly demonstrate the OpenSL ES native sound API
pertaining to Android platform.

Using the OpenSL ES API

As the OpenSL ES specification is large, this chapter will only cover the pieces that pertain
to the Android platform. More information on OpenSL ES can be found at
$ANDROID_NDK_HOME/docs/opensles/OpenSL_ES Specification_1.0.1.pdf.

1. The OpenSL ES API is exposed through a set of header files. The main
header file that needs to be included is the SLES/OpenSLES.h.

#include <SLES/OpenSLES.h>

2. In order to use the Android extensions, the SLES/OpenSLES_Android.h header
file should also be included in the source file.

#include <SLES/OpenSLES_Android.h>

3. The OpenSL ES native sound API also requires having a library linked
dynamically with the native module. This is achieved by adding the following
line to the Android.mk build script:

LOCAL_LDLIBS += -1OpenSLES

335

www.it-ebooks.info


http://www.it-ebooks.info/

336 CHAPTER 13: Native Sound API

The Android platform is committed to binary compatibility for applications that are using OpenSL ES.
By simply linking with this shared library, the same application is expected to work seamlessly on the
feature versions of the platform.

Compatibility with the OpenSL ES Standard

Although it is based on the OpenSL ES 1.0.1 specification, the Android native sound APl is not
a conforming implementation of any OpenSL ES profile. The Android-specific portions of this
implementation are exposed through the Android Extensions API. More information about the
Android Extensions can be found in Android NDK documentation at $ANDROID NDK_HOME/docs/
opensles/index.html.

uses-
tag, in its manifest file.

android.permission.RECORD AUDIO is needed to create an audio recorder.

android.permission.MODIFY AUDIO SETTINGS is needed to change audio settings
and also to use effects.

Creating the WAVE Audio Player

The WAVE audio player application will act as a test bed to demonstrate the OpenSL ES-based
native audio playback on the Android platform. The example application will provide the following:

The Android application project with native code support.

A statically linked WAVE library to parse WAVE audio files in native code.
OpenSL ES-based WAVE audio file playback support.

A simple GUI to specify the WAVE file from the SD card for playback.

Playing WAVE audio files requires parsing of WAVE files. Although WAVE format is not very complex,
for the sake of simplicity, a third party WAVE library will be used to handle the WAVE files.

Note Full source code of this example application can be downloaded from the publisher’s web site at
WWW.apress.com.
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Make WAVELib a NDK Import Module

The AVILIb library that you used in Chapter 10 also comes with WAVE audio file support through the
WAVELIb. Follow these steps to make WAVELIb available as a NDK import module.

1.

Open up a Terminal window if you are using Mac OS or Linux; otherwise
Cygwin if you are using Windows.

Change the current directory to Android NDK import module directory for
AVILib (that you installed in Chapter 10) by issuing the following command:

cd $ANDROID _NDK_HOME/sources/transcode-1.1.5/avilib

Open up the Android.mk build script in Eclipse. Append the import module
description for both static and shared WAVELIb library as shown in
Listing 13-1.

Listing 13-1. Android.mk Build File with WAVELib Import Module Changes

LOCAL_PATH := $(call my-dir)

#
# Transcode WAVLib
#

# Source files
MY_WAVLIB_SRC_FILES := wavlib.c platform_posix.c

# Include path to export
MY_WAVLIB_C_INCLUDES := $(LOCAL_PATH)

#

# WAVLib static

#

include $(CLEAR_VARS)

# Module name
LOCAL_MODULE := wavlib_static

# Source files
LOCAL_SRC_FILES := $(MY_WAVLIB_SRC_FILES)

# Include path to export
LOCAL_EXPORT_C_INCLUDES := $(MY_WAVLIB_C_INCLUDES)

# Build a static library
include $(BUILD_STATIC_LIBRARY)
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#

# WAVLib shared

#

include $(CLEAR_VARS)

# Module name
LOCAL_MODULE := wavlib_shared

# Source files
LOCAL_SRC_FILES := $(MY_WAVLIB_SRC_FILES)

# Include path to export
LOCAL_EXPORT_C_INCLUDES := $(MY_WAVLIB_C_INCLUDES)

# Build a shared library
include $(BUILD_SHARED_LIBRARY)

1. Set Application Name to WAV Player.
Set Project Name to WAV Player.

Set Package Name to com.apress.wavplayer.

> oD

Click the Next button to accept the default values on the current and
following wizard pages.

5. Once the Android application project is created, using the Project Explorer,
launch the Add Android Native Support wizard through the Android Tools
context menu.

6. Set Library Name to WAVPlayer.

7. Click the Finish button to add native support to the new project.

Creating the WAVE Player Main Activity

The main activity will provide a simple GUI to specify the WAVE audio file to play from the SD card.
Follow these steps to implement the main activity.

1. Using the Project Explorer, expand the res directory for the resources.
Populate the string resources by opening the string.xml file from the values
sub-directory, and replace its content as shown in Listing 13-2.
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Listing 13-2. Content of res/values/string.xml String Resources File

<resources>
<string
<string
<string
<string
<string
<string
<string

</resources>

name="app_name">WAV Player</string>
name="menu_settings">Settings</string>
name="title activity main">MainActivity</string>
name="file name_hint">WAV file</string>
name="play button">Play</string>
name="error_alert title">Error Occurred</string>
name="file name">8k16bitpcm.wav</string>

The main activity provides a simple GUI with a text field to specify the WAVE
audio file name, and a Play button to start the playback using OpenSL ES
with native code. Using the Project Explorer, expand the layout sub-directory
from res resource directory. Open the activity main.xml layout file, and
replace its content as shown in Listing 13-3.

Listing 13-3. Content of res/layout/activity_main.xml Layout File

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
xmlns:tools="http://schemas.android.com/tools"

android:
android:
android:
android:

id="@+id/LinearLayout1"
layout_width="match_parent"
layout_height="match_parent"
orientation="vertical" >

<EditText
android:id="@+id/fileNameEdit"
android:layout_width="match_parent"
android:layout_height="wrap_content"
android:ems="10"
android:hint="@string/file_name_hint"
android:text="@string/file name" >

<requestFocus />
</EditText>

<Button

android:id="@+id/playButton”
android:layout width="wrap content"
android:layout_height="wrap_content"
android:text="@string/play button" />

</Linearlayout>
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3. Now you will implement the main activity. The main activity starts an
asynchronous play task to start the playback of the specified WAVE audio
file through the play native method that you will be implementing later in
this chapter using the OpenSL ES. Using the Project Explorer, open up the
MainActivity.java source file, and replace its content as shown in Listing 13-4.

Listing 13-4. Content of MainActivity.java Source File
package com.apress.wavplayer;

import java.io.File;
import java.io.IOException;

import android.app.Activity;

import android.app.AlertDialog;

import android.os.AsyncTask;

import android.os.Bundle;

import android.os.Environment;

import android.view.View;

import android.view.View.OnClickListener;
import android.widget.Button;

import android.widget.EditText;

/**

* WAVE player main activity.

*

* @author Onur Cinar

*/

public class MainActivity extends Activity implements OnClickListener {
/** File name edit text. */
private EditText fileNameEdit;

/**

* On create.

ES

* @param savedInstanceState

* saved state.

*/

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.activity main);

fileNameEdit = (EditText) findViewById(R.id.fileNameEdit);

Button playButton = (Button) findViewById(R.id.playButton);
playButton.setOnClickListener(this);
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%k

* On click.

*

* @param view

ES
*/

view instance.

public void onClick(View view) {
switch (view.getId()) {
case R.id.playButton:
onPlayButtonClick();

}
}

Jx*

* On play button click.

*/

private void onPlayButtonClick() {
// Under the external storage
File file = new File(Environment.getExternalStorageDirectory(),

fileNameEdit.getText().toString());

// Start player
PlayTask playTask = new PlayTask();
playTask.execute(file.getAbsolutePath());

/**

* Play task.

*/

private class PlayTask extends AsyncTask<String, Void, Exception> {

Jx*

* Background task.

£

* @param file

*
*/

protected Exception doInBackground(String... file) {

WAVE file.

Exception result = null;

try {

// Play the WAVE file
play(file[0]);

} catch (IOException ex) {

}

result = ex;

return result;
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J**
* Post execute.
*
* @param ex
* exception instance.
*/
protected void onPostExecute(Exception ex) {
// Show error message if playing failed
if (ex !'= null) {
new AlertDialog.Builder(MainActivity.this)
.setTitle(R.string.error_alert title)
.setMessage(ex.getMessage()).show();

}

%k

* Plays the given WAVE file using native sound API.
*

* @param fileName

* file name.
* @throws IOException
*/

private native void play(String fileName) throws IOException;

static {
System.loadlLibrary("WAVPlayer");
}

}

The Java portion of the WAVE player application is now ready. You will now start implementing the
native Play button to play the specified WAVE audio file using the OpenSL ES library.

Implementing WAVE Audio Playback

Prior starting to implement the native portion of the WAVE audio player application, build the Java
portion of the application and make sure that it compiles. Follow these steps to implement the
playback functionality.

1. Using the Project Explorer, select the MainActivity.java source file and
Choose Run » External Tools » Generate C and C++ header file from the
top menu bar to generate the com_apress wavplayer MainActivity.h header
file declaring the native method.

2. The Android.mk build script for the project needs to be modified to statically
link with the wavelib_static library for WAVE file format support and
dynamically link with the OpenSLES library to use OpenSL ES native sound
APIL. Open up the build script in Eclipse, and replace its content as shown in
Listing 13-5.

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 13: Native Sound API

Listing 13-5. Content of jni/Android.mk Build Script
LOCAL_PATH := $(call my-dir)

include $(CLEAR VARS)

LOCAL_MODULE WAVPlayer
LOCAL_SRC_FILES := WAVPlayer.cpp

# Use WAVLib static library
LOCAL_STATIC_LIBRARIES += wavlib_static

# Link with OpenSL ES
LOCAL_LDLIBS += -10OpenSLES

include $(BUILD SHARED LIBRARY)

# Import WAVLib library module
$(call import-module, transcode-1.1.5/avilib)

Open up the WAVPlayer.cpp native source file in Eclipse. Start by including
the necessary header files to use both OpenSL ES API and also the WAVLib
API, as shown in Listing 13-6.

Listing 13-6. Headers Files Included in jni/WAVPIlayer.cpp Source File
#include "com apress wavplayer MainActivity.h"

#include <SLES/OpenSLES.h>
#include <SLES/OpenSLES_Android.h>

extern "C" {
#include <wavlib.h>

}

static const char* JAVA_LANG_IOEXCEPTION = "java/lang/IOException”;
static const char* JAVA LANG_OUTOFMEMORYERROR =
"java/lang/OutOfMemoryError";

#define ARRAY_LEN(a) (sizeof(a) / sizeof(a[0]))

The OpenSL ES native sound APl is designed to operate in asynchronous
way. Throughout the playback, a specified callback function will get invoked
by the OpenSL ES engine to provide the audio data. This function will

need access to the player context in order to render its functionality. The
PlayerContext structure will be used to feed the player context into that
callback function when it gets registered. The PlayerContext structure holds
OpenSL ES and WAVLib constructs, and also the audio buffer. Append the
PlayerContext to WAVPlayer.cpp source file as shown in Listing 13-7.
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Listing 13-7. PlayerGontext Structure to Hold the Native Context

Veis

* Player context.

*/

struct PlayerContext

{
SLObjectItf engineObject;
SLEngineItf engineEngine;
SLObjectItf outputMixObject;
SLObjectItf audioPlayerObject;
SLAndroidSimpleBufferQueueItf audioPlayerBufferQueue;
SLPlayItf audioPlayerPlay;
WAV wav;

unsigned char* buffer;
size t bufferSize;

PlayerContext()

: engineObject(0)
engineEngine(0)
outputMixObject(0)
audioPlayerBufferQueue(0)
audioPlayerPlay(0)

wav(0)

bufferSize(0)

o

};

5. The ThrowException is a helper function to easily throw exceptions to Java
layer when an error occurs in the native code. Append this function to the
source file as shown in Listing 13-8.

Listing 13-8. ThrowException Helper Function

Vioio
* Throw exception with given class and message.
ES
* @param env INIEnv interface.
* @param className class name.
* @param message exception message.
*/
static void ThrowException(
INIEnv* env,
const char* className,
const char* message)

// Get the exception class
jclass clazz = env->FindClass(className);
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// If exception class is found
if (0 != clazz)

{
// Throw exception
env->ThrowNew(clazz, message);
// Release local class reference
env->DeletelocalRef(clazz);

}

}

6. The OpenWaveFile function opens the given WAVE audio file, and
CloseWaveFile releases the file once it is no longer needed. If an error occurs,
both of these functions throws an IOException to inform the Java application,
and the error gets displayed in an alert dialog to inform the user. Append
these functions to the source file as shown in Listing 13-9.

Listing 13-9. The WAVLib Helper Functions to Open and Close WAVE Files

/**
* Open the given WAVE file.
*
* @param env INIEnv interface.
* @param fileName file name.
* @return WAV file.
* @throws IOException
*/
static WAV OpenWaveFile(
INIEnv* env,
jstring fileName)

WAVError error = WAV_SUCCESS;
WAV wav = 0;

// Get the file name as a C string
const char* cFileName = env->GetStringUTFChars(fileName, 0);
if (0 == cFileName)

goto exit;

// Open the WAVE file
wav = wav_open(cFileName, WAV_READ, &error);

// Release the file name
env->ReleaseStringUTFChars(fileName, cFileName);

// Check error
if (0 == wav)
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{
ThrowException(env,
JAVA _LANG_IOEXCEPTION,
wav_strerror(error));
}
exit:
return wav;
}
¥k

* Close the given WAVE file.
*

* @param wav WAV file.
* @throws IOException
*/
static void CloseWaveFile(
WAV wav)
{

if (0 != wav)

{
}

wav_close(wav);

}

7. The OpenSL ES function calls can fail due to many different issues. Each
OpenSL ES function call returns a result code in SLresult type. OpenSL
ES does not provide any function to translate these result codes to human
readable messages. The ResultToString helper function fills this gap. It takes
a result code and returns the corresponding error message. Append the
ResultToString function as shown in Listing 13-10.

Listing 13-10. ResultToString Helper Function to Translate Result Code

/**

* Convert OpenSL ES result to string.

*

* @param result result code.

* @return result string.

*/

static const char* ResultToString(SLresult result)
{

const char* str = 0;

switch (result)

{

case SL_RESULT_SUCCESS:
str = "Success";
break;
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case SL_RESULT PRECONDITIONS VIOLATED:
str = "Preconditions violated";
break;

case SL_RESULT_PARAMETER_INVALID:
str = "Parameter invalid";
break;

case SL_RESULT_MEMORY_FAILURE:
str = "Memory failure";
break;

case SL_RESULT RESOURCE_ERROR:
str = "Resource error";
break;

case SL_RESULT RESOURCE_LOST:
str = "Resource lost";
break;

case SL_RESULT IO ERROR:
str = "I0 error";
break;

case SL_RESULT BUFFER_INSUFFICIENT:
str = "Buffer insufficient";
break;

case SL_RESULT_CONTENT_CORRUPTED:
str = "Success";
break;

case SL_RESULT_CONTENT_UNSUPPORTED:
str = "Content unsupported”;
break;

case SL_RESULT_CONTENT NOT_FOUND:
str = "Content not found";
break;

case SL_RESULT PERMISSION DENIED:
str = "Permission denied";
break;

case SL_RESULT_FEATURE_UNSUPPORTED:
str = "Feature unsupported";
break;

case SL_RESULT_INTERNAL_ERROR:

str = "Internal error";
break;
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case SL_RESULT_UNKNOWN_ ERROR:
str = "Unknown error";
break;

case SL_RESULT_OPERATION_ABORTED:
str = "Operation aborted";
break;

case SL_RESULT_CONTROL_LOST:
str = "Control lost";
break;

default:
str = "Unknown code";
}

return str;

}

8. The CheckError helper function throws an I0Exception if the result code
indicates an error. It relies on ResultToString function to translate the result
code to a message. Append the CheckError function as shown in Listing 13-11.

Listing 13-11. CheckError Function to Throw an Exception in Case of Error

Jx*

* Checks if the result is an error, and throws
* and IOException with the error message.
ES
* @param env INIEnv interface.
* @param result result code.
* @return error occurred.
* @throws IOException
*/
static bool CheckError(
INIEnv* env,
SLresult result)

bool iskError = false;

// If an error occurred
if (SL_RESULT SUCCESS != result)
{
// Throw IOException
ThrowException(env,
JAVA_LANG_IOEXCEPTION,
ResultToString(result));
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isError = true;

}

return isError;

}

Although the OpenSL ES APl is C based, it adopts an object-oriented
approach. Every construct of OpenSL ES is built on the top of two main
constructs: object and interface. An object is an abstract set of resources
assigned for well-defined tasks. An interface is an abstract set of related
features that an object can provide. An object may expose one or more
interfaces. Objects can be created through either the engine object or
through the object interface. Every OpenSL ES application starts by first
creating an engine object in order to access the rest of the API. The engine
is created through the s1CreateEngine API. The CreateEngine helper function
relies on that function to create an engine object and throws an I0Exception
if it fails. Append the CreateEngine function to the source code as shown in
Listing 13-12.

Listing 13-12. CreateEngine Function to Create the Engine Object

/**

* Creates an OpenGL ES engine.
ES
* @param env INIEnv interface.
* @param engineObject object to hold engine. [OUT]
* @throws IOException
*/
static void CreateEngine(
INIEnv* env,
SLObjectItf& engineObject)

// OpenSL ES for Android is designed to be thread-safe,
// so this option request will be ignored, but it will
// make the source code portable to other platforms.
SLEngineOption engineOptions[] = {
{ (SLuint32) SL_ENGINEOPTION THREADSAFE,
(SLuint32) SL_BOOLEAN_TRUE }
};

// Create the OpenSL ES engine object
SLresult result = slCreateEngine(
&engineObject,
ARRAY_LEN(engineOptions),
engineOptions,
0, // no interfaces
0, // no interfaces
0); // no required
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// Check error
CheckError(env, result);

}

Once the object is created, it is in unrealized state where the object is alive
but has not allocated any resources. It needs to be realized first to become
usable. This is achieved through the Realize method that is exposed by the
Object Interface. The RealizeObject helper function realizes the objects and
throws an IOException if it fails. Append the function to the source file as
shown in Listing 13-13.

Listing 13-13. RealizeObject Function to Realize Object Instances

/¥
* Realize the given object. Objects needs to be

* realized before using them.
*

* @param env INIEnv interface.
* @param object object instance.
* @throws IOException
*/
static void RealizeObject(
INIEnv* env,
SLObjectItf object)

// Realize the engine object
SLresult result = (*object)->Realize(
object,
SL_BOOLEAN_FALSE); // No async, blocking call

// Check error
CheckError(env, result);

}

Once the object is no longer needed, it needs to be destroyed in order to
release the allocated resources. This is achieved through the Destroy method
that is exposed by the Object Interface. Append the DestroyObject function
to the source code as shown in Listing 13-14.

Listing 13-14. DestroyObject Function to Destroy Unused Objects

Jx*

* Destroys the given object instance.
*

* @param object object instance. [IN/OUT]
*/
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static void DestroyObject(SLObjectItf8 object)

{
if (0 != object)
(*object)->Destroy(object);
object = 0;
}

Each object can expose one or more interfaces. These interfaces can be
obtained through the GetInterface method that is exposed by the Object
Interface. The GetEngineInterface helper function gets the Engine Interface
from the given Engine Object. Append the function to the source file as
shown in Listing 13-15.

Listing 13-15. GetEnginelnterface Function to Obtain Engine Interface

Jx*
* Gets the engine interface from the given engine object

* in order to create other objects from the engine.
*

* @param env INIEnv interface.
* @param engineObject engine object.
* @param engineEngine engine interface. [OUT]
* @throws IOException
*/
static void GetEngineInterface(
INIEnv* env,
SLObjectItf& engineObject,
SLEngineItf& engineEngine)

// Get the engine interface

SlLresult result = (*engineObject)->GetInterface(
engineObject,
SL_IID_ENGINE,
8engineEngine);

// Check error
CheckError(env, result);

}

The CreateOutputMix function creates an Output Mixer object by invoking the
CreateOutputMix method of the Engine Interface with a set of parameters.
Append the CreateOutputMix function to the source file as shown in Listing 13-16.

Listing 13-16. CreateOutputMix Function to Create an Output Mixer

/**

* Creates and output mix object.
*

* @param env INIEnv interface.
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* @param engineEngine engine engine.
* @param outputMixObject object to hold the output mix. [OUT]
* @throws IOException
*/
static void CreateOutputMix(
INIEnv* env,
SLEngineItf engineEngine,
SLObjectItf& outputMixObject)

// Create output mix object
SLresult result = (*engineEngine)->CreateOutputMix(
engineEngine,
&outputMixObject,
0, // no interfaces
0, // no interfaces
0); // no required

// Check error
CheckError(env, result);

}

14. The InitPlayerBuffer helper function creates a byte buffer to hold the audio
data chunks, and the FreePlayerBuffers handles releasing of this buffer once
it is no longer needed. The InitPlayerBuffer function consults to WAVE audio
file header to come up with the appropriate buffer size based on the input file.
Append these functions to the source code as shown in Listing 13-17.

Listing 13-17. InitPlayerBuffer and FreePlayerBuffer Helper Functions

Jx*

* Free the player buffer.
ES
* @param buffers buffer instance. [OUT]
*
st;tic void FreePlayerBuffer(unsigned char*& buffers)
{ if (0 != buffers)

{ delete buffers;

buffers = 0;

}

/**

* Initializes the player buffer.

*

* @param env INIEnv interface.

* @param wav WAVE file.

* @param buffers buffer instance. [OUT]
* @param bufferSize buffer size. [OUT]
*/
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static void InitPlayerBuffer(
INIEnv* env,
WAV wav,
unsigned char*& buffer,
size t& bufferSize)

{
// Calculate the buffer size
bufferSize = wav_get channels(wav) * wav_get rate(wav)
* wav_get bits(wav);
// Initialize buffer
buffer = new unsigned char[bufferSize];
if (0 == buffer)
{
ThrowException(env,
JAVA_LANG_OUTOFMEMORYERROR,
"buffer");
}
}

In order to play the WAVE audio file through OpenSL ES, an audio player with
a buffer queue will be used. The CreateBufferQueueAudioPlayer function
creates an Android simple buffer queue with a single buffer slot as the audio
source. For better quality, you may choose to have more buffers slots as
appropriate. The function consults the WAVE audio file header to define the
parameters for the PCM playback. The output of the audio player gets set to
the Output Mixer. Append the function as shown in Listing 13-18.

Listing 13-18. CreateBufferQueueAudioPlayer Function

/**

* Creates buffer queue audio player.

*

* @param wav WAVE file.

* @param engineEngine engine interface.

* @param outputMixObject output mix.

* @param audioPlayerObject audio player. [OUT]
* @throws IOException

*/

static void CreateBufferQueueAudioPlayer(
WAV wav,
SLEngineItf engineEngine,
SLObjectItf outputMixObject,
SLObjectItf& audioPlayerObject)

{

// Android simple buffer queue locator for the data source
SLDatalocator AndroidSimpleBufferQueue dataSourcelocator = {
SL_DATALOCATOR_ANDROIDSIMPLEBUFFERQUEUE, // locator type
1 // buffer count
};
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// PCM data source format
SLDataFormat PCM dataSourceFormat = {

SL_DATAFORMAT PCM, // format type
wav_get_channels(wav), // channel count

wav_get rate(wav) * 1000, // samples per second in millihertz
wav_get_bits(wav), // bits per sample

wav_get bits(wav), // container size

SL_SPEAKER_FRONT_CENTER, // channel mask
SL_BYTEORDER_LITTLEENDIAN // endianness

};

// Data source is a simple buffer queue with PCM format
SLDataSource dataSource = {
&dataSourcelocator, // data locator
&dataSourceFormat // data format

};

// Output mix locator for data sink

SLDatalocator OutputMix dataSinkLocator = {
SL_DATALOCATOR_OUTPUTMIX, // locator type
outputMixObject // output mix

};

// Data sink is an output mix

SLDataSink dataSink = {
&dataSinkLocator, // locator
0 // format

};

// Interfaces that are requested
SLInterfaceID interfacelds[] = {
SL_IID_BUFFERQUEUE

};

// Required interfaces. If the required interfaces
// are not available the request will fail
SLboolean requiredInterfaces[] = {

SL_BOOLEAN_TRUE // for SL_IID BUFFERQUEUE

};

// Create audio player object
SlLresult result = (*engineEngine)->CreateAudioPlayer(
engineEngine,
&audioPlayerObject,
&dataSource,
&dataSink,
ARRAY_LEN(interfacelds),
interfacelds,
requiredInterfaces);
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The buffer is managed through the Buffer Queue Interface. Through this
interface, buffers can be queued for playback, and a callback can be
registered to receive a notification once the queued buffer is fully consumed
by the audio player. Append the function to the source file as shown in
Listing 13-19.

Listing 13-19. GetAudioPlayerBufferQueuelnterface Function

/**
* Gets the audio player buffer queue interface.
ES
* @param env INIEnv interface.
* @param audioPlayerObject audio player object instance.
* @param audioPlayerBufferQueue audio player buffer queue. [OUT]
* @throws IOException
*/
static void GetAudioPlayerBufferQueueInterface(
INIEnv* env,
SLObjectItf audioPlayerObject,
SLAndroidSimpleBufferQueueltf8 audioPlayerBufferQueue)

// Get the buffer queue interface

SlLresult result = (*audioPlayerObject)->GetInterface(
audioPlayerObject,
SL_IID_BUFFERQUEUE,
8audioPlayerBufferQueue);

// Check error
CheckError(env, result);

}

The DestroyContext function will be used to release the OpenSL ES
resources and the buffer once the player is terminated. Append the function
as shown in Listing 13-20.

Listing 13-20. DestroyContext Function to Release Player Context

/**

* Destroy the player context.
*

* @param ctx player context.
*/
static void DestroyContext(PlayerContext*& ctx)

{
// Destroy audio player object
DestroyObject(ctx->audioPlayerObject);

// Free the player buffer
FreePlayerBuffer(ctx->buffer);
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// Destroy output mix object
DestroyObject(ctx->outputMixObject);

// Destroy the engine instance
DestroyObject(ctx->engineObject);

// Close the WAVE file
CloseWaveFile(ctx->wav);

// Free context
delete ctx;
ctx = 0;

}

The PlayerCallback gets invoked by the OpenSL ES audio player object
once the player finished playing the previously queued buffer. In this callback,
the application simply reads and queues the next audio data chunk for
playback. The DestroyContext function gets invoked to release the resources
if the end of the WAVE audio file is reached. Append the function to the
source code as shown in Listing 13-21.

Listing 13-21. PlayerGallback Function

/**

* Gets called when a buffer finishes playing.

*

* @param audioPlayerBufferQueue audio player buffer queue.

* @param context player context.

*/

static void PlayerCallback(
SLAndroidSimpleBufferQueueItf audioPlayerBufferQueue,
void* context)

// Get the player context
PlayerContext* ctx = (PlayerContext*) context;

// Read data

ssize t readSize = wav_read data(
ctx->wav,
ctx->buffer,
ctx->bufferSize);

// If data is read
if (0 < readSize)

(*audioPlayerBufferQueue)->Enqueue(
audioPlayerBufferQueue,
ctx->buffer,
readSize);
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else

{
}

DestroyContext(ctx);

}

19. The PlayerCallback gets registered via the RegisterCallback function that

20.

is exposed through the Buffer Queue Interface. During the registration, a
context pointer can be provided so that the callback function receives this
context pointer once it is invoked by the audio player. Append the source
code as shown in Listing 13-22.

Listing 13-22. RegisterPlayerCallback Function

/**
* Registers the player callback.
*
* @param env INIEnv interface.
* @param audioPlayerBufferQueue audio player buffer queue.
* @param ctx player context.
* @throws IOException
*/
static void RegisterPlayerCallback(
INIEnv* env,
SLAndroidSimpleBufferQueueItf audioPlayerBufferQueue,
PlayerContext* ctx)

// Register the player callback

SLresult result = (*audioPlayerBufferQueue)->RegisterCallback(
audioPlayerBufferQueue,
PlayerCallback,
ctx); // player context

// Check error
CheckError(env, result);

}

The Play Interface is used to interact with the audio player. The
GetAudioPlayerPlayInterface helper function gets the Play Interface
from the given Audio Player Object, as shown in Listing 13-23.

Listing 13-23. GetAudioPlayerPlayinterface Function

Jx*
* Gets the audio player play interface.

*

* @param env INIEnv interface.

* @param audioPlayerObject audio player object instance.
* @param audioPlayerPlay play interface. [OUT]

* @throws IOException

*/
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static void GetAudioPlayerPlayInterface(
INIEnv* env,
SLObjectItf audioPlayerObject,
SLPlayItf8 audioPlayerPlay)

// Get the play interface

SLresult result = (*audioPlayerObject)->GetInterface(
audioPlayerObject,
SL_IID PLAY,
8audioPlayerPlay);

// Check error
CheckError(env, result);

}

The audio player can be started via the SetPlayState method that is exposed
through the Play Interface. Once it is set to playing state, the audio player
starts waiting for buffers to be queued. The SetAudioPlayerStatePlaying
function sets the audio player state to playing, as shown in Listing 13-24.

Listing 13-24. SetAudioPlayerStatePlaying Function

/¥*

* Sets the audio player state playing.

ES

* @param env INIEnv interface.

* @param audioPlayerPlay play interface.

* @throws IOException

*/

static void SetAudioPlayerStatePlaying(
INIEnv* env,
SLPlayItf audioPlayerPlay)

// Set audio player state to playing

SLresult result = (*audioPlayerPlay)->SetPlayState(
audioPlayerPlay,
SL_PLAYSTATE_PLAYING);

// Check error
CheckError(env, result);

}

Now all the functions are ready. The play native method implements the
player flow by relying on the helper functions that you have implemented
earlier, as shown in Listing 13-25.
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Listing 13-25. Play Native Method Implementing the Player Logic

void Java_com_apress_wavplayer MainActivity play(
INIEnv* env,
jobject obj,
jstring fileName)

PlayerContext* ctx = new PlayerContext();

// Open the WAVE file

ctx->wav = OpenWaveFile(env, fileName);

if (0 != env->ExceptionOccurred())
goto exit;

// Create OpenSL ES engine

CreateEngine(env, ctx->engineObject);

if (0 != env->ExceptionOccurred())
goto exit;

// Realize the engine object

RealizeObject(env, ctx->engineObject);

if (0 !'= env->ExceptionOccurred())
goto exit;

// Get the engine interface
GetEngineInterface(
env,
ctx->engineObject,
ctx->engineEngine);
if (0 != env->ExceptionOccurred())
goto exit;

// Create output mix object
CreateOutputMix(
env,
ctx->engineEngine,
ctx->outputMixObject);
if (0 != env->ExceptionOccurred())
goto exit;

// Realize output mix object
RealizeObject(env, ctx->outputMixObject);
if (0 != env->ExceptionOccurred())

goto exit;

// Initialize buffer

InitPlayerBuffer(
env,
ctx->wav,
ctx->buffer,
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ctx->bufferSize);
if (0 != env->ExceptionOccurred())
goto exit;

// Create the buffer queue audio player object

CreateBufferQueueAudioPlayer(
ctx->wav,
ctx->engineEngine,
ctx->outputMixObject,
ctx->audioPlayerObject);

if (0 != env->ExceptionOccurred())

goto exit;

// Realize audio player object
RealizeObject(env, ctx->audioPlayerObject);
if (0 != env->ExceptionOccurred())

goto exit;

// Get audio player buffer queue interface
GetAudioPlayerBufferQueueInterface(
env,
ctx->audioPlayerObject,
ctx->audioPlayerBufferQueue);
if (0 !'= env->ExceptionOccurred())
goto exit;

// Registers the player callback
RegisterPlayerCallback(

env,
ctx->audioPlayerBufferQueue,
ctx);
if (0 != env->ExceptionOccurred())
goto exit;

// Get audio player play interface
GetAudioPlayerPlayInterface(
env,
ctx->audioPlayerObject,
ctx->audioPlayerPlay);
if (0 != env->ExceptionOccurred())
goto exit;

// Set the audio player state playing
SetAudioPlayerStatePlaying(env, ctx->audioPlayerPlay);
if (0 != env->ExceptionOccurred())

goto exit;

// Enqueue the first buffer to start
PlayerCallback(ctx->audioPlayerBufferQueue, ctx);
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exit:
// Destroy if exception occurred
if (0 != env->ExceptionOccurred())
DestroyContext(ctx);

}

Upon building the application again with the native module implemented, you are now ready to
experiment with the example application.

Running the WAVE Audio Player

In order to experiment with the OpenSL ES-based WAVE player, follow these steps to run the
application.

1. Prior running the application, a sample WAVE audio file is needed. Through
your web browser, download the 8000 Hz 16bit PCM sample WAVE audio file
from www.nch.com.au/acm/8k16bitpcm.wav.

2. Using ADB, push the WAVE audio file to the SD card of the target device or
the emulator by invoking the following command:

adb push 8ki6bitpcm.wav /sdcard/

3. You can now start the application.

4. Upon starting the application, the simple GUI will be displayed as shown in
Figure 13-1.

4 8531
e MainActivity
-

8kl 6bitpcm.wav{

Play

Figure 13-1. WAVE player simple user interface

5. Click the Play button to start the player. The WAVE audio file will start
playing.

Summary
In this chapter you explored the OpenSL ES native sound API that is exposed by the Android

361

platform for native code. By using this API, native code can play and record audio without the need

to communicate with the Java layer. Having such capabilities greatly improves the performance of

multimedia applications.
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Chapter 1 4

Profiling and NEON Optimization

In the previous chapters, you learned how to develop native applications on the Android platform.
You explored the native APIs that are provided by both the Android platform and the Linux operating
system. The following key topics will be covered on this last chapter:

Profiling the native Android applications to identify performance bottlenecks
using the GNU Profiler.

Optimizing native applications using ARM NEON technology through compiler
intrinsics.

Enabling automatic vectorization support in the compiler to seamlessly boost
the performance of native applications without changing the source code.

GNU Profiler for Measuring Performance

The GNU Profiler, also known as the gprof application, is a UNIX-based profiling tool. Through
instrumentation and sampling, gprof can gather and report the absolute execution time spent in
each function. The instrumentation is done through the GNU C/C++ compiler when the -pg option
is supplied during compile time. Upon executing the application, the sampling data is automatically
stored in the gmon.out data file, which can be processed later with the gprof tool to produce the
profiling reports. Android NDK does come with the gprof tool; however, the GNU C/++ compiler
toolchain that comes with the Android NDK lacks the implementation of __gnu_mcount_nc function
that is necessary for timing the functions. In order to use the gprof tool with the Android NDK native
projects, you will be using an open source project called Android NDK Profiler. More information
about the Android NDK Profiler open source project can be found on its official site at
http://code.google.com/p/android-ndk-profiler/.
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Installing the Android NDK Profiler

Follow these steps to install the Android NDK Profiler native module.

1. Via your browser, go to https://github.com/cinar/android-ndk-profiler/zipball/
master to download the Android NDK Profiler native module as a ZIP
archive file.

2. Extract the content of the ZIP archive into the NDK native modules
subdirectory ANDROID NDK HOME/sources directory. Rename the extracted
directory cinar-android-ndk-profiler-9cdfi3 to android-ndk-profiler.

1. The Android.mk build script needs to be updated to statically link with the
andprof library that you installed earlier. Update your Android.mk file as
shown in Listing 14-1.

Listing 14-1. Enabling Android NDK Profiler in Android.mk Build Script
LOCAL_PATH := $(call my-dir)
include $(CLEAR _VARS)

LOCAL_MODULE := module

# Android NDK Profiler enabled
MY_ANDROID_NDK_PROFILER_ENABLED := true

# If Android NDK Profiler is enabled
ifeq ($(MY_ANDROID_NDK_PROFILER_ENABLED),true)

# Show message
$(info GNU Profiler is enabled)

# Enable the monitor functions
LOCAL_CFLAGS += -DMY_ANDROID_NDK_PROFILER_ENABLED

# Use Android NDK Profiler static library

LOCAL_STATIC_LIBRARIES += andprof
endif
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include $(BUILD SHARED LIBRARY)

# If Android NDK Profiler is enabled

ifeq ($(MY_ANDROID_NDK_PROFILER_ENABLED),true)
# Import Android NDK Profiler library module
$(call import-module, android-ndk-profiler/jni)
endif

Upon making these changes, you can enable and disable profiling by setting
the MY_ANDROID_NDK_PROFILER_ENABLED build system variable to true
or false.

As the native code runs within a shared library, the profiling lifecycle should
be manually managed. The Android NDK Profiler provides functions to start
and stop collecting profiling data. These functions are declared in the prof.h
header file, which should be included first to use these functions, as shown
in Listing 14-2.

Listing 14-2. Including the Android NDK Profiler Header File

#ifdef MY_ANDROID_NDK PROFILER_ENABLED
#include <prof.h>
#tendif

In order to start collecting profiling data, the monstartup function should be
invoked. The monstartup function takes the name of the shared library and
starts collecting profiling data. Depending on your application’s lifecycle, as
shown in Listing 14-3, invoke the monstartup function at the point you want
to start collecting profiling data.

Listing 14-3. Invoking the monstartup Function to Start Collecting Data

#ifdef MY_ANDROID_NDK PROFILER_ENABLED
// Start collecting the samples
monstartup("libModule.so");

#endif

You can stop collecting profiling data by invoking the moncleanup function,

as shown in Listing 14-4. Upon invoking this function, the collected profiling
data gets saved to the SD card under the file name gmon.out.
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Listing 14-4. Invoking the moncleanup Function to Stop Collecting Data

#ifdef MY_ANDROID_NDK_PROFILER_ENABLED
// Store the collected data
moncleanup();

#endif

Note Make sure that your application has the proper permission to write to the SD card prior profiling
your application.

gmon.out profiling data file that is generated through the Android NDK Profiler can be processed
gprof tool. The tool generates a human-readable report based on provided
gmon.out file.

1. Pull the gmon.out profiling data file from the SD card using adb.

adb pull /sdcard/gmon.out

2. The GNU Profiler requires the debug symbols as well as the profiling data
file in order to generate a report. Invoke the arm-linux-androideabi-gprof.
exe application with the debug version of the shared library and the gmon.out
profiling data file.

%ANDROID_NDK HOME%\toolchains\arm-linux-androideabi-4.4.3\prebuilt\windows\bin\arm-
linux-androideabi-gprof.exe obj\local\armeabi-v7a\libModule.so gmon.out

3. Substitute the application path with the proper location of the arm-1inux-
androideabi-gprof application based on your host platform. Substitute the
armeabi-v7a with the proper architecture that you are profiling on.

4. The GNU Profiler will analyze the profiling data file and produce a report, as
shown in Listing 14-5. The generated report has two sections, a flat profile
and a call graph. Both sections contain a tabulated representation of the
profiling data; a description of each measurement is also provided in the
report.

Listing 14-5. GNU Profiler Report File
Flat profile:
Each sample counts as 0.01 seconds.

% cumulative self self total
time seconds seconds calls ms/call ms/call name
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99.53 2.12 2.12 361 5.87 5.87 func2
0.47 2.13 0.01 funci

Call graph (explanation follows)

granularity: each sample hit covers 2 byte(s) for 0.47% of 2.13 seconds

index % time self children called name
<spontaneous>
[1] 99.5 0.00 2.12 func1 [1]
2.12 0.00 361/361 func2 [2]

You can repeat these steps to monitor the performance of the application while implementing new
functionality or optimizing the application. In the next section, you will be using the GNU Profiler

while optimizing a native function through ARM NEON intrinsics.

Optimization using ARM NEON Intrinsics

In this section, you will be reusing the Bitmap renderer-based AVI Player example application that
you implemented in Chapter 12. You will be expanding the example application by implementing a
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brightness filter in pure C code. Later in this section, you will be reimplementing the same brightness

filter function using ARM NEON intrinsics to optimize its performance. You will be comparing both

implementations using the GNU Profiler, as described earlier in this chapter.

Overview of ARM NEON Technology

The implementation of single instruction, multiple data (SIMD) technology in ARM processors is

called NEON. SIMD enables data level parallelism by performing the same operation on multiple
data points. SIMD technology can accelerate the performance of native applications by enabling
single instruction vector operations. Multimedia applications benefit from the SIMD technology the

most as they perform the same operations on a large set of data, such as video frames or audio
chunks. NEON technology is available on most ARM Cortex-A series processors.

In the NEON technology, the data is organized into 64-bit D registers or 128-bit Q registers. These

registers can hold 8-, 16-, 32-, and 64-bit wide data vectors, as shown in Figure 14-1.

64-bit D register 64-bit D register

| I
/ v N\

4 x 32-bit
128-bit 8 x 16-bit
Qregister I I I | ‘ ‘ | | 16 x 8-bit

Figure 14-1. NEON registers and data types
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NEON technology also provides a set of instructions to perform operations on these data vectors.
More information on NEON technology as well as the supported instructions can be found in ARM’s
“Introducing NEON Development Article” at http://infocenter.arm.com/help/index. jsp?topic=/
com.arm.doc.dht0002a/ch01s04s03.html.

Adding a Brightness Filter to AVI Player

Follow these steps to add the brightness filter.

1. Using the Project Explorer, create a new C/C++ header file under the jni
subdirectory.

2. Name the C/C++ header file as BrightnessFilter.h and update its content
with the code in Listing 14-6.

Listing 14-6. Content of BrightnessFilter.h Header File

#pragma once

/**

* Extract the interleaved components. RGB565 color
* space has a total of 16-bits with 5-bits red,
* 6-bits green, and 5-bits blue.
*/
void brightnessFilter(
unsigned short* pixels,
long count,
unsigned char brightness);

3. Create a new C/C++ source file with the name BrightnessFilter.cpp and
update its content as shown in Listing 14-7. The brightnessFilter function
simply dispatches the call to genericBrightnessFilter function, which is
your plain C brightness filter implementation. It takes an array of 16-bit pixels
formatted using RGB656 color space. It decomposes the color components
into three 8-bit values and increments them based on the given brightness
value. It adjusts each value based on its range and combines them together
into a 16-bit pixel in RGB565 color-space.

Listing 14-7. Content of BrightnessFilter.cpp Source File
#include "BrightnessFilter.h"
static void genericBrightnessFilter(
unsigned short* pixels,
long count,

unsigned char brightness)

const unsigned char MAX_RB = OxF8;
const unsigned char MAX_G = OxFC;
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unsigned short r, g, b;

for (long i = 0; i < count; i++)

{
// Decompose colors
r = (pixels[i] >> 8) & MAX RB;
g = (pixels[i] >> 3) & MAX G;
b = (pixels[i] << 3) & MAX RB;
// Brightness increment
I += brightness;
g += brightness;
b += brightness;
// Make sure that components are in range
r = (r > MAX_RB) ? MAX RB : r;
g = (g > MAX G) ? MAX G : g;
b = (b > MAX RB) ? MAX RB : b;
// Set pixel
pixels[i] = (r << 8);
pixels[i] |= (g << 3);
pixels[i] |= (b >> 3);

}

}

void brightnessFilter(
unsigned short* pixels,
long count,
unsigned char brightness)

{
}

genericBrightnessFilter(pixels, count, brightness);

The Brightness Filter needs to be invoked for each AVI video frame
prior to rendering. In order to do so, open the com_apress_aviplayer
BitmapPlayerActivity.cpp source file.

Add the BrightnessFilter.h header file to the list of includes, as shown in
Listing 14-8.

Listing 14-8. Adding the BrightnessFilter.h Header File to BitmapRenderer

extern "C" {
#include <avilib.h>

}

#include <android/bitmap.h>
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#include "BrightnessFilter.h"
#include "Common.h"
#include "com apress aviplayer BitmapPlayerActivity.h"

6. Update the renderer function to invoke the brightnessFilter function for
every frame, as shown in Listing 14-9.

Listing 14-9. Invoking brightnessFilter Function for Each Frame

jboolean Java_com_apress aviplayer BitmapPlayerActivity render(
INIEnv* env,
jclass clazz,
jlong avi,
jobject bitmap)

{
// Read AVI frame bytes to bitmap
frameSize = AVI read frame((avi_t*) avi, frameBuffer, &keyFrame);
// Rpply the brigthness filter
brightnessFilter((unsigned short*) frameBuffer, frameSize/2, 1);
}

7. Add the BrightnessFilter.cpp source file the Android.mk build script, as
shown in Listing 14-10.

Listing 14-10. Adding BrightnessFilter.cpp Source File to Android.mk
LOCAL PATH := $(call my-dir)

include $(CLEAR_VARS)

LOCAL_MODULE

LOCAL_SRC_FILES :
Common.cpp \
com_apress_aviplayer AbstractPlayerActivity.cpp \
com_apress_aviplayer BitmapPlayerActivity.cpp

AVIPlayer
\

LOCAL_SRC_FILES += BrightnessFilter.cpp

# Use AVILib static library
LOCAL_STATIC_LIBRARIES += avilib_static

8. Now the Brightness Filter is integrated into the AVI Player application. Prior
starting the application, you will need to enable the GNU Profiler.
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Enabling the Android NDK Profiler for AVI Player

As explained earlier in this chapter, the GNU Profiler needs to be enabled during compile time in
order to collect profiling data. Follow these steps to enable the GNU Profiler for the Bitmap renderer
AVI Player.

1. Update the Android.mk build script to enable the GNU Profiler.

2. Using the Project Explorer, expand the jni subdirectory, and open the
com_apress_aviplayer AbstractPlayerActivity.cpp source file.

3. Update the code to invoke the Android NDK Profiler functions, as shown in
Listing 14-11. The profiling will start as soon as the AVI open gets called and
finalizes when the AVI file gets closed. This provides the profiling data during
the AVI processing.

Listing 14-11. Invoking Profiler Functions from AbstractPlayerActivity

extern "C" {
#include <avilib.h>

}

#ifdef MY_ANDROID_NDK_PROFILER_ENABLED
#include <prof.h»
#endif

jlong Java_com apress aviplayer AbstractPlayerActivity open(
INIEnv* env,
jclass clazz,
jstring fileName)

avi_t* avi = 0;

#ifdef MY_ANDROID_NDK_PROFILER_ENABLED
/1 Start collecting the samples
monstartup("libAVIPlayer.so");

#endif

void Java_com apress aviplayer AbstractPlayerActivity close(
INIEnv* env,
jclass clazz,
jlong avi)

AVI close((avi_t*) avi);
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#ifdef MY_ANDROID NDK_PROFILER_ENABLED
// Store the collected data
moncleanup();

#endif

}

4. For the Android NDK Profiler to store the profiling data file on the SD card,
the proper permission needs to be added to the manifest file. Using Project
Explorer, open up the AndroidManifest.xml and modify it as shown in
Listing 14-12.

Listing 14-12. Adding Writing Permission to External Storage

<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="com.apress.aviplayer"
android:versionCode="1"
android:versionName="1.0" >

<uses-permission
android:name="android.permission.WRITE_EXTERNAL_STORAGE"/>

</manifest>

The GNU Profiler is now enabled for the AVI Player project. You can now start the application to
collect profiling data.

Profiling the AVI Player

Follow these steps to profile the Bitmap renderer AVI Player application.
1. Start the application an actual Android device.

Start AVI file playback using the Bitmap renderer.

Wait until the AVI playback ends.

Click the hard back key on the device.

o &~ w0 D>

As explained earlier in this chapter, pull the gmon.out profiling data from the
device.

6. Using the gprof tool, generate a report, as shown in Listing 14-13.
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Listing 14-13. Profiling Report for Generic Brightness Filter

Flat profile:

Each sample counts as 0.01 seconds.

% cumulative self self total
time seconds seconds calls ms/call ms/call name
100.00 2.62 2.62 361 7.26 7.26 brightnessFilter(unsigned short*,

long, unsigned char)

Based on this report, the brightnessFilter function, which is using the genericBrightnessFilter
function, took 7.26 millisecond to process each frame and took 2.62 seconds overall to process all
frames.

Optimizing the Brightness Filter using NEON Intrinsics

You will now optimize the genericBirghtnessFilter function using the ARM NEON intrinsics.
1. Using the Project Explorer, go to the jni subdirectory.

2. Open up the BrightnessFilter.cpp source file and add the NEON-optimized
neonBrightnessFilter function, as shown in Listing 14-14. Compared to the
generic brightness filter implementation, the ARM NEON-optimized brightness
filter operates on 8 pixels at a time, instead of only processing 1 pixel.

Listing 14-14. Content of Updated BrightnessFilter.cpp Source File

#include "BrightnessFilter.h"

#ifdef __ARM_NEON__

#include <cpu-features.h»

#include <arm_neon.h>

static void neonBrightnessFilter(
unsigned short* pixels,
long count,

unsigned char brightness)

const unsigned char MAX_RB = OxF8;
const unsigned char MAX_G = OxFC;

uint8x8_t maxRb = vmov_n_u8(MAX_RB);
uint8x8_t maxG = vmov_n_u8(MAX_G);
uint8x8_t increment = vmov_n_u8(brightness);

for (long i = 0; i < count; i += 8)

// Load 8 16-bit pixels
uint16x8_t rgb = vldiq_u16(&pixels[i]);
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/1 r = (pixels[i] »>> 8) & MAX_RB;
uint8x8_t r = vshrn_n_u16(rgb, 8);
r = vand_u8(x, maxRb);

/1 g = (pixels[i] »> 3) & MAX_G;
uint8x8_t g = vshrn_n_u16(rgb, 3);
g = vand_u8(g, maxG);

/7 b = (pixels[i] << 3) & MAX_RB;
uint8x8_t b = vmovn_u16(xgb);

b = vshl_n_u8(b, 3);

b = vand_u8(b, maxRb);

/! x += brightness;

r = vadd_u8(x, increment);

// g += brightness;
g = vadd_u8(g, increment);

// b += brightness;
b = vadd_u8(b, increment);

// ¥ = (xr > MAX_RB) ? MAX RB : r;
r = vmin_u8(r, maxRb);

/1 g = (g » MAX_G) ? MAX G : g;
g = vmin_u8(g, maxG);

/7 b = (b > MAX_RB) ? MAX_RB : b;
b = vmin_u8(b, maxRb);

// pixels[i] = (r << 8);
rgb = vshll_n_u8(r, 8);

1/ pixels[i] |= (g << 3);
uint16x8_t g16 = vshll _n_u8(g, 8);
rgb = vsriq_n_u16(rgb, g16, 5);

/1 pixels[i] |= (b »> 3);
uint16x8_t b16 = vshll_n_u8(b, 8);
rgb = vsriq_n_u16(rgb, bi6, 11);

// Store 8 16-bit pixels
vstiq_u16(&pixels[i], xgb);

}

#endif
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static void genericBrightnessFilter(
unsigned short* pixels,
long count,
unsigned char brightness)

3. The brightnessFilter function needs to be updated as well in order to
invoke the NEON-optimized function when applicable. ARM NEON support is
only available when targeting armeabi-v7a ABI. However, note that not every
ARM-v7 based device supports NEON instructions. The native applications
are expected to detect NEON support during runtime on ARM-v7 based
devices. In order to address this issue, the Android NDK comes with the
CPU Features native import module. This module allows detection of CPU
type as well as the features supported by the CPU at runtime. Update the
brightnessFilter function as shown in Listing 14-15.

Note Not every ARM-v7 based device supports ARM NEON instructions. You should always use the CPU
Features import module to detect the NEON support during runtime prior calling any NEON optimized function.

Listing 14-15. Updated brightnessFilter Function Calling NEON Optimized Function

void brightnessFilter(
unsigned short* pixels,
long count,
unsigned char brightness)

{
#ifdef _ ARM_NEON__

// Get the CPU family
AndroidCpuFamily cpuFamily = android_getCpuFamily();

// Get the CPU features
uint64_t cpuFeatures = android_getCpuFeatures();

// Use NEON optimized function only on ARM CPUs with NEON support
if ((ANDROID_CPU_FAMILY_ARM == cpuFamily)
&% ((ANDROID_CPU_ARM_FEATURE_NEON & cpuFeatures) != 0))

{
// Invoke the NEON optimized brightness filter
neonBrightnessFilter(pixels, count, brightness);
}
else
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{

#endif
// Invoke the generic brightness filter
genericBrightnessFilter(pixels, count, brightness);
#ifdef _ ARM_NEON__

}

#endif

}

Open the Android.mk build script and update it as shown in Listing 14-16.
This allows compiling the proper flavor of the brightnessFilter function
during compile time. For the ARMv7a target platform, the NEON-enhanced
version of brightnessFilter will be used. For all other platforms, the generic
implementation of the brightnessFilter will be used.

Listing 14-16. The NEON Version of brightnessFilter Added to Android.mk
LOCAL_PATH := $(call my-dir)
include $(CLEAR VARS)
LOCAL_MODULE := AVIPlayer
LOCAL_SRC_FILES := \
Common.cpp \

com_apress_aviplayer AbstractPlayerActivity.cpp \
com_apress_aviplayer BitmapPlayerActivity.cpp

# Add NEON optimized version on armeabi-v7a

ifeq ($(TARGET_ARCH_ABI),armeabi-v7a)
LOCAL_SRC_FILES += BrightnessFilter.cpp.neon
LOCAL_STATIC_LIBRARIES += cpufeatures

else
LOCAL_SRC_FILES += BrightnessFilter.cpp

endif

# Use AVILib static library
LOCAL_STATIC_LIBRARIES += avilib_static

# Android NDK Profiler enabled
MY_ANDROID NDK_PROFILER_ENABLED := true

# If Android NDK Profiler is enabled
ifeq ($(MY_ANDROID_NDK_PROFI LER_ENABLED) ,true)

# Show message
$(info GNU Profiler is enabled)

# Enable the monitor functions
LOCAL_CFLAGS += -DMY_ANDROID NDK PROFILER ENABLED
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# Use Android NDK Profiler static library
LOCAL_STATIC_LIBRARIES += andprof
endif

# Link with INI graphics
LOCAL_LDLIBS += -ljnigraphics

include $(BUILD SHARED LIBRARY)

# Import AVILib library module
$(call import-module, transcode-1.1.5/avilib)

# If Android NDK Profiler is enabled

ifdef MY ANDROID NDK_PROFILER ENABLED

# Import Android NDK Profiler library module
$(call import-module, android-ndk-profiler/jni)
endif

# Add CPU features on armeabi-v7a

ifeq ($(TARGET_ARCH_ABI),armeabi-v7a)

# Import Android CPU features

$(call import-module, android/cpufeatures)
endif

Note You may have already noticed the .neon suffix that is appended to the BrightnessFilter.cpp
source file. This suffix tells the Android NDK build system that this source file needs to be compiled with ARM
NEON support.

5. Create a new file with the name of Application.mk and include the following
content:

APP_ABI := armeabi-v7a

6. As you will be profiling the NEON-enhanced brightnessFilter, having
armeabi-v7a ABI as the single target platform is better.

7. Repeat the same profiling steps. The report generated by the GNU Profiler
will be similar to Listing 14-17.

Listing 14-17. Profiling Report for NEON-optimized Brightness Filter
Flat profile:

Each sample counts as 0.01 seconds.

% cumulative self self total
time seconds seconds calls ms/call ms/call name
100.00 0.50 0.50 361 1.39 1.39 brightnessFilter(unsigned short*,

long, unsigned char)
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Based on this report, the brightnessFilter function, which is using the neonBrightnessFilter
function, took 1.39 millisecond to process each frame and took 0.50 seconds overall to process all
frames. Compared to the generic implementation, the NEON-optimized function is 5 times faster.

Automatic Vectorization

As you saw in the previous section, using the ARM NEON support can have a great impact on
application performance; however, it requires fluency in either the ARM assembly language or NEON
intrinsics constructs. NEON is an ARM-specific flavor of SIMD; to support platforms other than ARM,
such as Intel or MIPS, you will need to also provide implementations of your optimized functions for
other SIMD flavors such as Intel SSE or MIPS MDMX.

automatic vectorization.

1. Open the Application.mk build script, and make sure that APP_ABI contains
armeabi-v7a.

APP_ABI := armeabi armeabi-v7a

2. Open the Android.mk build script, and add the -ftree-vectorize argument to
LOCAL_CFLAGS build system variable, as shown in Listing 14-18.

Listing 14-18. Enabling GNU C/C++ Compiler Automatic Vectorization
LOCAL_PATH := $(call my-dir)
include $(CLEAR_VARS)

LOCAL_MODULE := module

LOCAL_CFLAGS += -ftree-vectorize

include $(BUILD SHARED LIBRARY)

3. Make sure that the source files are getting compiled with ARM NEON
support, as shown in Listing 14-19.
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Listing 14-19. Enabling ARM NEON Support for All Source Files
LOCAL_PATH := $(call my-dir)

include $(CLEAR VARS)

# Add ARM NEON support to all source files
ifeq ($(TARGET_ARCH_ABI),armeabi-v7a)
LOCAL_ARM_NEON := true

endif

include $(BUILD SHARED LIBRARY)

Upon making these changes, the GNU C/C++ compiler will try to automatically vectorize the native
application to benefit from the ARM NEON support.

The C/C++ language does not provide any mechanism to specify parallelizing behavior. You may have
to give GNU C/C++ compiler additional hints about where it is safe to have the code automatically
vectorized. For a list of automatically vectorizable loops, please consult the “Auto-vectorization in
GCC” documentation at http://gcc.gnu.org/projects/tree-ssa/vectorization.html.

Troubleshooting Automatic Vectorization

When troubleshooting automatic vectorization issues, you can request more verbose output from the
GNU C/C++ compiler by adding the -ftree-vectorizer-verbose=2 argument to the LOCAL_CFLAGS
build system variable.

LOCAL_CFLAGS += -ftree-vectorizer-verbose=2

Once this argument is specified, the GNU C/C++ compiler will produce a verbose output, as shown
in Listing 14-20, to give you hints on how the compiler is treating each loop in your application.

Listing 14-20. Verbose Output on Automatic Vectorization

Cygwin : Generating dependency file converter script
Compile thumb : Vectorization <= Vectorization.c

jni/Vectorization.c:9: note: not vectorized: complicated access pattern.
jni/Vectorization.c:4: note: vectorized 0 loops in function.

jni/Vectorization.c:28: note: LOOP VECTORIZED.
jni/Vectorization.c:22: note: LOOP VECTORIZED.
jni/Vectorization.c:18: note: vectorized 2 loops in function.
Executable : Vectorization

Install : Vectorization => libs/armeabi-v7a/Vectorization
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Based on the verbose output from the compiler, you can tune the source code to provide proper
hints to the compiler about each loop in your application.

Summary

In this chapter, you learned how to profile your native Android applications using the Android NDK
Profiler library and the GNU Profiler application. You also explored how to optimize the performance
of your native application using the ARM NEON technology.
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Preface

Android is one of the major players in mobile phone market, and continuously growing its market
share. It is the first complete, open, and free mobile platform that is enabling endless opportunities
for mobile application developers.

Althrough the official programming language for the Android platform is Java, the application
developers are not limited to using only the Java techonology.

Android allows application developers to implement parts of their application using native-code
languages such as C and C++ through the Android Native Development Kit (NDK). In this book, you
will learn how to use the Android NDK to implement performance-critical portions of your Android
applications using native-code languages.

Android C++ with the NDK provides a detailed overview of native application development, available
native APIs, the troubleshooting techniques, including the step by step instructions and screenshots
to help Android developers to quickly get up to speed on developing native application.

What You Will Learn

This book includes the following:

Installing the Android native development environment on major operating
systems.

Using the Eclipse IDE to develop native code.

Connecting native code to Java world using Java Native Interface (JNI).
Auto-generating the JNI code using SWIG.

Developing multithreaded native apps using the POSIX and Java threads.
Developing networking native apps using POSIX sockets.

Debug native code through logging, GDB, and Eclipse Debugger.
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Xxiv Preface

Analyzing memory issues through Valgrind.
Measuring application performance through GProf.
Optimizing native code through SIMD/NEON.

Downloading the Code

The source code for this book is available to readers at www.apress.com.

Contacting the Author

to ask questions.
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